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Abstract This report summarises the work of the 

OpenTC Workpackage 05 “Security 
Management” during the first half of the 
OpenTC Project (see www.opentc.net). The 
goal of WP5 is to define the security policies 
and services as well as their management for 
the OpenTC platform.
Workpackage 05 is based on a security-
enhanced core hypervisor (Xen or L4) to
function. With security-enhanced we mean 
that the hypervisor is able to control access
to core hypervisor resources such as shared 
memory. This core hypervisor and the
underlying hardware are built by 
Workpackage 04 and 03, respectively.
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domains that are automatically isolated and
enforce domain-specific policies. This 
enables, e.g., reliable customer isolation in a
data centre as well as secure islands of 
corporate networks on personal 
homemachines. Technically, this is achieved 
by providing virtual devices that enforce 
these policies and are isolated from each 
other.
In addition, we define infrastructure for 
cross-cutting security objectives that span
all aspects of the system. One example is 
integrity management that enables 
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verification of the integrity of a trusted 
computing base as well as the policies 
enforced by the devices. The overall output 
of Workpackage 05 to the applications 
running on the OpenTC platform are secure 
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as well as architectures for dependability 
using virtual machines.
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management and public-key infrastructures. 
It is concluded with the advanced research 
studies and an appendix.
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Chapter 1

Introduction and
State-of-the-Art

M. Schunter (IBM), S. Cabuk (HPL)

1.1 Introduction

This document is the first deliverable of the OpenTC Workpackage 05 – “Security
Management”. It summarises highlights of our research in the first half of the OpenTC
project.

The OpenTC architecture comprises four main layers. The hardware layer (Work-
package 03) provides hardware with virtual machine and security enablement. This is
then used by the hypervisor layer (Workpackage 04) to provide virtual machines with
appropriate security enforcement capabilities. Examplesinclude isolation or access
control to virtual machines. The security services layer (Workpackage 05) provides
secure device virtualisation such as secure storage, network, and display. It provides
functionality to manage the security policies and integrity of the trusted computing
base of the OpenTC platform.

1.2 Outline

This document is structured as follows. Chapter 1 introduces the OpenTC concept and
describes the high-level architecture of the OpenTC platform that is common to both
hypervisors, Xen and L4. Chapter 2 summarises related work and background. Chap-
ter 3 describes the Xen security services architecture in detail. Chapter 4 describes the
L4 security services architecture in detail. Chapter 5 describes the integrity manage-
ment concept that is hypervisor agnostic and can be implemented on both hypervisors.
Chapter 6 describes our Public Key Infrastructure. It describes the certificate extensions
to X509v3 certificates that are necessary to support the OpenTC platform. Chapter 7
outlines some of our more advanced research such as property-based attestation or in-
creased dependability by means of using hypervisors. Chapter 8 concludes this report
while Appendix A contains supplemental material.

7
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Figure 1.1: Layers of the OpenTC Architecture

1.3 High-level Secure Virtualisation Architecture

Figure 1.1 outlines our architecture. The unique features of the OpenTC architecture
are:

• Verifiable security by means of trusted computing technology.

• Support of multiple different hypervisors (L4 and Xen).

• Flexibility by means of configurable policies.

It is structured in different layers of abstraction that we will describe in the sequel. Each
layer interact with the next layer of abstraction by a set of well-defined interfaces.

The foundation of our architecture is an actual virtualisation-enabled x86 processor
and its peripherals. This includes processors, memory, anddevices (network, storage,
PCI cards, etc.) that need to be virtualised. The hypervisors use AMD SVM tech-
nology1 as well as Intel VT technology2. By using processors with full virtualisation
support, we can achieve better isolation without the need tomodify guest operating
systems.

1.3.1 Virtualisation Layer

The virtualisation layer provides virtual machines and their basic policy enforcement
capabilities. We have built on existing versions of the L4 and Xen hypervisors. Our
main focus is to extend these hypervisors to increase security. That includes several
aspects:

1Seehttp://enterprise.amd.com/us-en/solutions/consolidation/virtualization.aspx
2Seehttp://www.intel.com/technology/computing/vptech/.
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• Fine-grained Trust Domains: Unlike today’s version of Xen,we separate ser-
vices into small isolated virtual machines to increase robustness and security.

• Policy-enforcement: The virtualisation layer is built to enforce a wide range of
security policies. Examples include access and flow controlpolicies as well as
resource sharing policies.

• Verifiable security: By means of trusted computing, external stakeholders can
verify the virtualisation layer and its policies.

The virtualisation layer offers a basic management interface (BMI) to the security ser-
vices layer. The interface supports functions like creating a virtual machine while
specifying its virtual network cards, memory, storage, andCPUs. An example of a
policy that can be enforced at the virtualisation layer are sHype policies that can be
loaded at boot-time [81].

1.3.2 Security Services Layer

The security services layer provides scalable security andvirtualisation functions that
are needed to enforce security policies. This includescompartment security manage-
ment, user security management, andsecure device virtualisation.

The compartment security manager manages the life-cycle ofvirtual machines and
tracks the security policies and other context associated with each compartment. This
includes integrity constraints, permissions, and global identifiers for each compart-
ment. The compartment security manager can be used to prove selected security prop-
erties to peers. The user security manager manages the usersof the system and enables
authentication of individual users and their associated roles.

An important contribution to scalability for trusted computing is the focus on se-
curity properties for trust management [71, 78, 35]. Instead of verifying integrity by
means of cryptographic checksums, we use higher-level properties such as user roles,
machine types, or trust domains to determine trust. This is done by first using check-
sums to verify the core security services and then use these security services to evalu-
ate the desired security properties. Only if these properties are satisfied, certain actions
such as unsealing a key or performing a transaction with a peer are performed. The con-
sequence is that a verifier only needs to define security properties to be satisfied and no
longer needs to track individual software configurations that are deemed trustworthy
(see Section 7.1).

Virtualised devices can include any device that can be made to support virtual-
isation. Secure storage provide virtual partitions with integrity, confidentiality, and
freshness guarantees. Virtual networks can provide mutually isolated virtual network
topologies and secure transport (cf. [34]). The implementation of trusted user inter-
faces depends on the environment. A simple solution that is sufficient for reliable
selecting a compartment can be implemented by a secure hot-key that is caught by a
virtualised keyboard driver. Another alternative is a multi-compartment graphical user
interface that assigns a distinguishable window to each compartment. An third option
are remote user interfaces such as a secure shell managementconsole or a remotely
accessible management service. In our secure transaction scenario the user can use a
hot-key to switch compartments. In a server setting, the shell will indicate the com-
partment that it is operating on. The cryptographic services include a virtual TPM [10]
as well as other cryptographic and key management primitives.

Open_TC Deliverable 05.1
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For efficiency, the security services can push policies intopolicy enforcement func-
tions of the virtualisation layer. This is done, if fast policy enforcement is critical for
performance. E.g., a policy decision whether a certain network card can be assigned
to a newly created virtual machine can easily be done outsidethe hypervisor since it
is usually not performance critical. Access decision for shared resources, on the other
hand, should be executed in the core since their performanceis critical.

1.3.3 Virtual Machines Layer

The virtual machines layer contains the actual virtual machines that constitute the pay-
load of the architecture. The architecture can host Windowsand Linux virtual ma-
chines. This is done by providing drivers for accessing the virtual hardware provided
by the lower layers. Depending on the hypervisor, certain security services can be
implemented by a set of security management machines (Xen) or lighter-weight tasks
(L4).

1.3.4 Application Layer

In a management virtual machine, we host the management applications that allow
users to interact and maintain their platform. This includes accepting/rejecting policies
and defining or loading baseline policies that can delegate certain management func-
tions (such as trust in public keys) to other parties. Another example is the life-cycle
management of a trusted platform module.

An important class of applications are management applications. In particular, in
virtualised data centres, a scalable management infrastructure is essential. Technically,
this scalability is achieved by multiple mechanisms such assecure migration of vir-
tual machines that enables load balancing or self-service machines that obtain mainte-
nance orders and execute these orders while only reporting results to the management
servers. An example of such a pull model is patch management in which a machine
pulls the latest patch policy, then installs the patches from a cluster of software distri-
bution servers, and finally reports its success to the configuration management system.
As a consequence, central management infrastructure only manages policies while the
costly operations are distributed onto the individual machines.

1.3.5 Implementation of the Architecture

On the L4 hypervisor, the security and management services are isolated tasks that run
directly on top of the L4 micro kernel. Each service defines a well-defined interface for
inter-process communication (IPC). Interaction between services or between instances
of hosted payload virtual machines and services is performed using these interfaces.
An IPC call that is issued by a process first goes to the L4 microkernel, which then
transfers it to the callee. The IPC mechanism is implementedsimilarly to the IPC
architecture of CORBA.

The implementation of the security and management serviceson the Xen Hyper-
visor is split into two parts. The low-level part is implemented directly in the Xen
Kernel running with full privileges. This part contains thesecurity enforcement of the
security services. The lower-level part controls the basicaccess, communication and

Open_TC Deliverable 05.1
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Platform 
Management

Domain 
Management

Resource 
Management

Network 
Management

Hardware &  Virtualisation Layer

Figure 1.2: A high-level abstraction of the management components.

enforcement and provides a well-defined interface to the higher layers. The higher
level includes non-enforcement parts of the security services as well as the manage-
ment components. Both run in one or more3 service virtual machines or in a special
security service virtual machine as normal user processes.

1.4 High-level Management Architecture

Figure 1.2 illustrates a high-level abstraction of the management components that are
required to manage virtualised platforms. Each component concentrates on a specific
aspect of virtualised platform management. Platform management involves the life-
cycle management of the underlying physical platform and its security device (e.g.,
trusted platform module (TPM)). Domain management deals with the management
of virtual domain users and life-cycle. Virtual devices such as virtual network inter-
faces [34], virtualised TPMs [10], and virtualised user interfaces [68] are managed
through resource management. Network management makes useof these virtualised
devices to further enable virtual topologies using variousnetwork virtualisation tech-
niques.

The management components are not mutually exclusive. Thatis, corresponding
management duties may be handled in collaboration with morethat one management
component. For example, resource management and network management collaborate
to enable and manage network virtualisation. In this setting, the former manages the
virtual network interfaces and the latter manages the virtual network topology.

Security services provide the necessary functionality foreach management com-
ponent listed above and further enhance each to meet security requirements such as
integrity, isolation, access control, confidentiality, and flow control. Further, they main-
tain a unified view on security guarantees that cover multiple devices (e.g., data on a
disk being stored in a TPM) and the virtualisation layer core. Table 1.1 lists the se-
curity requirements for the underlying physical platform and the virtual domains and
resources it hosts. Figure 1.3 illustrates an example security-enhanced management
framework with the relevant functionality grouped together. The framework is built
upon the foundation of the hardware root of trust offered by the TPM. The architecture
leverages the recent advances in hardware virtualisation such as virtualisation support
in the CPU offered in the latest chips from Intel and AMD. The hardware layer includes
one of these chips and the TPM. Just above the hardware layer is a trusted virtualisa-
tion layer with strong isolation properties (among virtualdomains) and well-defined
interfaces to the TPM. On top of the virtualisation layer core are the security services.

3For increased security, we split the single management virtual machine of Xen into multiple smaller
ones.
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Integrity Isolation Confidentiality Access control Flow control

Platform security X X
Domain security X X X
Network security X X X
Storage security X X X
Interface security X X

Table 1.1: Security requirements for the physical platform, virtual domains, and virtual
devices (storage and interfaces).

Life-cycle 
Management

User 
Management

Integrity
Management

Credential 
Management

Hardware & Virtualisation Layer

Security-enhanced Domain Management

TPM 
Management

Key 
Management

Security-enhanced Platform Management

vTPM
Management

vInterface
Management

vStorage
Management

vNetwork
Management

Security-enhanced Resource / Network Management

Life-cycle
Management

Figure 1.3: An example security-enhanced management framework with the relevant
functionality grouped together.

Security services models presented in this report follow the model depicted in Fig-
ure 1.3 to realise such a framework making use of the virtualisation and Trusted Com-
puting technology. However, they differ in the design and implementation. One option
is to employ a single large management domain to orchestratethe management oper-
ations. An alternative approach follows a distributed model to employ small manage-
ment domains to distribute the management functionality across the platform.
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Chapter 2

Background and Related Work
S. Cabuk, C. I. Dalton (HPL), B. Jansen, H. Ramasamy, M. Schunter, E. Van

Herreweghen (IBM), Ch. Stüble, A. Sadeghi, M. Unger (RUB)

2.1 Trusted Computing

A TPM is a hardware implementation of multipleroots-of-trust, each for a different
intended purpose; e.g., root of trust for reporting, and root of trust for storage. The
specification of the TPM is given by the Trusted Computing Group (TCG [102]).
Each root of trust enables parties, both local and remote, toplace trust on a TPM-
equipped platform that the platform will behave as expectedfor the intended purpose.
By definition, the parties trust each root-of-trust, and therefore it is essential that the
root-of-trust always behave as expected. Given that requirement, a hardware root-of-
trust – especially one that is completely protected from software attacks and tamper-
evident against physical attacks, as required by the TPM specification – is better than a
software-only root-of-trust because of the inherent difficulty of validating the software
that provides the root-of-trust in the first place.

The TPM has Platform Configuration Registers (PCRs), which are 160-bit registers
useful for storing platform integrity measurements. The values stored in PCRs are
essential for TPM functions such as attestation and sealing. The TPM specification
requires the first 16 PCRs to be non-resettable. The values stored in those registers
can only beextended. The contents of other PCRs can be changed only by the reset
or extension operations. The extension operation takes an input value and a PCR as
input arguments, and replaces the contents of the PCR with a SHA-1 hash of the string
representing the concatenation of the old PCR contents and the input value.

The TPM features we leverage in this section are integrity measurement storage,
recording, attestation, and sealing. “Measurement” of a component involves computing
the SHA-1 hash of the binary code of that component. The sequence of measured val-
ues are stored in ameasurement log, external to the TPM. “Recording” a measurement
involves extending a PCR with the hash. “Attestation” refers to the challenge-response
style cryptographic protocol for a remote party to query therecorded platform measure-
ment values and for the platform to reliably report the requested values. “Sealing” is a
TPM operation that is used to ensure that a certain data item is accessible only under
platform configurations reflected by PCR values. The “unsealing” operation will reveal
the data item only if the PCR values at the time of the operation match the specified
PCR value at the time of sealing.

13
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TCB Measurement. In particular, each software component in the Trusted Comput-
ing Base (TCB) is first measured and then recorded before the control is passed to it.
These measurements are stored in the corresponding TPM PCRs, and are incremental.
That is, a sequence of measurements can be recorded in the same register by incre-
mentally extending the previous measurement without changing its size, thus enabling
virtually infinite number of measurements. This way, the complete execution sequence
can be recorded enabling a third-party to verify it at a laterphase.

Remote Attestation. A user can verify the correct operation of a trusted comput-
ing platform, for example, before exchanging data with the platform, by requesting
the trusted platform to provide one or more integrity metrics. The user receives the
integrity metric or metrics, and compares them against values which it believes to be
true (these values being provided by a trusted party that is prepared to vouch for the
trustworthiness of the platform or by another party the useris willing to trust). If there
is a match, the implication is that at least part of the platform is operating correctly,
depending on the scope of the integrity metric. If there is nomatch, the assumption
is that the entire platform has been subverted and cannot be trusted (unless isolation
technologies are employed to restrict the scope of what cannot be trusted).

2.1.1 Limitations

The static TCG architecture imposes several limitations oncomplex dynamic platforms
in which platform configuration and security policies are allowed to change frequently:

Linear Chain-of-Trust The TCG measurement model follows a linear model to
form a chain-of-trust rather than branching out hierarchically. This results in a lin-
ear dependency relation between the platform components. However, in complex plat-
forms this conservative approach may prove impractical because a linear dependency is
often not the case. That is, components may form independenttrust chains all branch-
ing out from a common root.

An expensive solution to this problem suggested by the TCG isto identify and
group dependent components together and employ more than one PCR to store the
measurement for each group. However, because the number of registers is limited, this
solution is not scalable. Further, the TCG does not provide any mechanism to manage
these measurement groups at a later stage.

Static Measurement Model Current TCG schemes fail to address the cases in which
measured platform components are allowed to change into another form (e.g., through
a software update) or adapt to current conditions. Further,certain platform compo-
nents may function in various operating modes (e.g., with different configurations) to
perform operations with varying security needs. In either case, the TCG takes the con-
servative approach to deem any such change as potentially malicious and irreversible.

The TCG requires on-going measurements to take place using measurement agents
to monitor ongoing activity. However, these measurements are static and irreversible.
For example, if a platform component changes into another form and changes back into
its original form, the static solution requires a complete reboot and the re-measuring
of the entire chain-of-trust to be able to re-establish trustworthiness. This approach
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can be beneficial for platforms in which one cannot evaluate what impact such changes
may have on the platform. However, it is impractical for dynamic platforms in which
platform components are allowed to change frequently and run in various operating
modes.1

2.2 Secure Operating Systems

Much effort has already been put into improving security of computing platforms since
computers are used within infrastructures that require management of sensitive data.
Examples of systems that were developed from scratch to respect security require-
ments are BirliX [37], Multics [23] and Hydra [21] or more recent ones are EROS [87]
and SPIN [11]. The problems inherent to these approaches is that systems particularly
designed for preserving security tend to be very inflexible or software cannot be ported
easily to these systems or has to be developed from scratch. These factors inhibit these
approaches to be applied in a large scale. SELinux [88] suffers from similar prob-
lems. While allowing legacy applications to run, SELinux claims to achieve security
by defining and enforcing specific security policies, but writing these security policies
turned out to be far too complicated. Furthermore these approaches although especially
designed to preserve security have been proves to be vulnerable to attacks [48]. Other
approaches rely on special hardware, e.g., secure coprocessors, to realise their security
goals like Dyad [104] for example. In this system similar measures to keep data secure
are applied like in our approach, but in contrast to the OpenTC approach they rely on a
physically fully separated execution environment. Thus, additional costs for this sep-
arated environment are induced. By providing logical separation we omit these costs.
Another approach represents the “Bear” project [60] of the Dartmouth College. In this
system TCG hardware is used by an adapted boot loader to provide a chain of trust and
a Linux security kernel module monitors changes to sensitive data. The weakness of
this system is that it still relies on a large monolithic kernel. Marchesini et. al. [61]
propose OS-hardening techniques to provide isolation of environments but they also
use a monolithic kernel as base for their system. As result performance loss occurs
and the overall improvement of security is rather small, because these legacy mono-
lithic kernels are too large to evaluate their security. Therefore, we aim at keeping the
amount of code that has to be evaluated as small as possible byusing virtualisation
and microkernel techniques. Other advantages of the OpenTCapproach is that legacy
software does not have to be adapted to run without perceptible performance loss.

2.2.1 Approaches using Virtualisation

The Terra [31] system represents promising approach to secure virtualisation by di-
viding the system in closed-box and open-box virtual machines. Closed-box virtual
machines run separated from others and are capable to provide a security enhanced
environment for applications processing sensitive data.

2.2.2 Approaches using Microkernels

Examples for systems using microkernels are SawMill-Linux[33] based on the L4
microkernel [58] and Flask [91], a Mach-based system. As faras we know these ap-

1Although dynamic root of trust feature was introduced in TPMv1.2 that can potentially address this
problem, the problem of dynamically managing software states remains unaddressed.
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proaches neither aim at keeping security relevant parts as small as possible, nor do they
provide mechanisms such as trusted path or protected environments.

2.3 Secure Virtual Networking

Previous work on virtualising physical networks can be roughly grouped into two
categories: those based on Ethernet virtualisation and those based on TCP/IP-
level virtualisation. Although both categories include a substantial amount of work
(e.g., [42, 4, 9, 24, 25, 67, 92, 98, 99]), few studies have an explicit security focus.

Ethernet Virtualisation: Ethernet virtualisation aims at transporting multiple Ether-
net connections over a single physical medium. There are a large number of Ethernet
tunnelling protocols [25]. Local transport over a “trusted” wire is usually multiplexed
using the well-established VLAN standard IEEE 802.1Q-2003[40]. It adds virtual
LAN tags to each Ethernet segment and enables separation of multiple networks. An
example for high-performance Infiniband VLANs is given in [38]. In wide-area net-
works, VLAN tags are often not preserved. To overcome these restrictions, Ethernet
encapsulation has been proposed as an alternative [42, 92, 24, 25]. Ethernet packets
(including tags) are wrapped into TCP/IP packets. This enables the embedding of a vir-
tual Ethernet network into a wide-area network. Unfortunately, the performance and
scalability of the resulting system are limited.

Overlay Networks and TCP/IP Virtualisation: Overlay networking provides
application-level network virtualisation among participating hosts. An overlay net-
work typically consists of hosts (physical or virtual), routers, and tunnels that serve as
virtual links between the hosts. Several overlay designs have been introduced in the
literature: PlanetNet VNET [67, 9], X-Bone [98], ResilientOverlay Networks [4], and
the JXTA project [99]. The designs share the common goal of creating a virtualised
network layer with a customised topology mapped onto the actual physical infrastruc-
ture. They differ in the underlying technology that enablesthe mapping, management
of the technology, and the terminology used.

Overlay networks are most useful for implementing a virtualnetwork topology on
top of the physical topology. However, they are not suitablefor systems with strong
separation, isolation, and flow control requirements. As anexample, although the Plan-
etLab VNET provides separation of network packets originating from differentslices,
the separation is merely enforced using the OS network services [9]. Similarly in
JXTA, peer groupsare used to group network peers and enforce certain isolation prop-
erties [99]. However, it is the network administrator’s responsibility to enforce flow
control policies across group boundaries as JXTA does not impose any specific flow
control schemes for the sake of flexibility. Other shortcomings of overlay networks are
complex management models, binary intra-group flow policies, and lack of inter-group
flow control policies.

The VIOLIN project addresses a number of these deficiencies and enhances the
traditional TCP/IP overlay networks to create mutually isolated distributed environ-
ments [45, 74]. The main idea is to provide each subsystem with a virtual IP world
having its own address space. In particular, a VIOLIN is created on top of an overlay
network (such as PlanetLab [9]) and consists of virtual hosts, switches, and routers.
Communication between these entities is enabled through a User-Mode Linux (UML)
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implementation enhanced with UDP-tunnelling for inter-host communication2. The
VIOLIN model provides isolation between different VIOLINs, which in turn enhances
mobility through location-independent addressing. Further, the model enables the cus-
tomisation of each VIOLIN with the desired technology (e.g., IPv6) without requiring a
global deployment. A major disadvantage of VIOLIN is that the model completely dis-
allows inter-VIOLIN communication rather than adopting a policy-based flow control
scheme. In practice, it may be desirable for VIOLINs belonging to different organi-
sations to interact with each other under certain flow control policies enforced at each
VIOLIN boundary.

Previous solutions also offered network virtualisation schemes that do not rely on
overlay networking.Spawning networksemploy nested programmable networks to
form a hierarchy of virtual networks that are isolated from each other [16, 17, 52]. The
main idea is to enable parent networks tospawnchild networks that utilise the parents’
resources. The child networks then may or may not choose to inherit certain charac-
teristics from their parent. The advantages are that the child networks can employ a
specialised networking technology (e.g., a mobile-IP network) while inheriting basic
network functionality from their parent. Further, they canspawn child networks of
their own, forming a forest of networks.

Spawning networks utilise the Genesis network kernel [52] that enables the life-
cycle management of each spawned network including the spawning capability. The
Genesis kernel is a complex virtual networking kernel that needs to be installed on ev-
ery physical domain that will potentially host spawning networks. The major downside
is that this requires major changes to the existing network infrastructure.

2.4 Attestation and Integrity Verification

There have been several proposals in the literature for protecting and proving the in-
tegrity of computing platforms based on cryptographic techniques and trusted compo-
nents. Known aspects in this context are secure and authenticated (or trusted) booting.
The former means that a system can measure its own integrity and terminates the boot
process in case the integrity check fails, whereas the latter aims at proving the platform
integrity to a (remote) verifier (for both topics see, e.g., [5], [29], [84], [89], [110]).

The property attestationapproach outlined in Section 7.1.7 was first proposed in
[71] to prevent the deficiencies of the existing binary attestation (see Figure 2.1 a)).
Similar to the certificate-based detection method discussed in Section 7.1.6, this solu-
tion is based on property certificates that are used by averification proxyto translate
binary attestations into property attestations.

In [44], an abstract integrity model for virtual machine monitors is provided. The
authors introduce a more formal notation for attestation and sealing. Their notation
for attestation introduces a function that can be used to define attestation of properties
by mapping configurations to a corresponding property. Binary attestation is obtained
when the identity function is given.

The authors of [35] proposesemantic remote attestation– using language-based
trusted virtual machines (VM) to remotely attest high-level program properties (see
Figure 2.1 b)). The general idea behind this approach is the use of a trusted virtual
machine that checks the security policy of the code that runswithin the VM. Since
the trusted VM still has to be binary attested, semantic remote attestation is a hybrid
solution with code analysis (see Section 7.1.6).

2A Xen-based solution has recently been introduced [75].
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Figure 2.1: Comparison of related approaches: a) Property Attestation, b) Semantic
Remote Attestation, c) The Enforcer Project

In [60], [62], and [61] the authors propose a software architecture based on Linux
providing attestation and sealing (see Figure 2.1 c)). The architecture allows to bind
short-lifetime data (e.g., application data) to long-lifetime data (e.g., the Linux kernel)
and to allow access to the data only if the system is compatible to a security policy
certified by a security administrator. Moreover, the paperssuggest to use a certification
authority that certifies the trustworthiness of certain configurations of long-lifetime
data. Thus, the proposed architecture is very similar to a hybrid approach based on
property certificates.

2.5 Virtualisation and Dependability

We now give a sampling of related work in the area of using virtual machines for
improving dependability. Bressoud and Schneider [12] implemented a primary-backup
replication protocol tolerant to benign faults at the VMM level. The protocol resolves
non-determinism by logging the results of all non-deterministic actions taken by the
primary and then applying the same results at the backups to maintain state consistency.
By treating the entire VM as a state machine, their approach does not require any
modifications to the hardware, the guest OS, or the application program. However, the
downside of the approach is the significant performance overhead incurred.

Commercial products such as VMware Double-Take [105] also do VM-based fault
tolerance. Double-Take uses hardware-based real-time synchronous replication to
replicate application data from multiple VMs to a single physical machine so that the
application can automatically fail over to a spare machine by importing the replicated
data in case of an outage. As the replication is done at the filesystem level below
the VM, the technique is guest-OS-agnostic. Such a design could provide the basis
for a business model in which multiple client companies outsource their disaster re-
covery capability to a disaster recovery hot-site that houses multiple backup physical
machines, one for each client.

Douceur and Howell [26] describe how VMMs can be used to ensure that VMs
satisfy determinism and thereby enable state machine replication at the VM level rather
than the application level. Specifically, they describe howa VM’s virtual disk and clock
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can be made deterministic with respect to the VM’s execution. The design relieves the
application programmer of the burden of structuring the application as a deterministic
state machine. Their work is similar to Bressoud and Schneider’s approach [12] of
using a VMM to resolve non-determinism. However, the difference lies in the fact that
while Bressoud and Schneider’s approach resolves non-determinism using the results
of the primary machine’s computation, Douceur and Howell’sdesign resolves non-
determinisma priori by constraining the behaviour of the computation.

Dunlap et. al. describe ReVirt [28] for VM logging and replay. ReVirt encapsulates
the OS as a VM, logs non-deterministic events that affect theVM’s execution, and
uses the logged data to replay the VM’s execution later. Sucha capability is useful
to recreate the effects of non-deterministic attacks, as they show later in [47]. Their
replay technique is to start from a checkpoint state and thenroll forward using the log
to reach the desired state. Joshi et. al. [47] combine VM introspection with VM replay
to analyse whether a vulnerability was activated in a VM before a patch was applied.
The analysis is based on vulnerability-specific predicatesprovided by the patch writer.
After the patch has been applied, the same predicates can be used during the VM’s
normal execution to detect and respond to attacks.

Backtracker [49] can be used to identify which application running inside a VM was
exploited on a given host. Backtracker consists of an onlinecomponent that records
OS objects (such as processes and files) and events (such as read, write, and fork), and
an offline component that generates graphs depicting the possible chain of events that
occurred between the point at which the exploit occurred andthe point at which the
exploit was detected.

An extension of Backtracker [51] has been used to track attacks from a single host
at which an infection has been detected to the originator of the attack and to other hosts
that were compromised from that host. The extension is basedon identifying causal
relationships, and also has been used for correlating alerts from multiple intrusion de-
tection systems.

King et. al. [50] describe the concept of time-travelling virtual machines, in which
VM replay is used for low-overhead reverse debugging of operating systems and for
providing debugging operations such as reverse breakpoint, reverse watch point, and
reverse single step.
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Xen Security Services
S. Cabuk, C. I. Dalton (HPL), B. Jansen, H. Ramasamy, M. Schunter (IBM)

3.1 Xen Security Architecture

This section provides background on virtual machine monitors and an overview of the
Xen security model and architecture.

3.1.1 Virtual Machine Monitors

Virtualisation is a technology that allows the real hardware configuration of a system
to be abstracted away and allows multiple virtual domains (i.e., VMs), each running
its own operating system and applications, to be hosted on a single physical machine.
Virtual computing involves using a layer of software, called the virtual machine mon-
itor (VMM) or hypervisor, between the physical hardware andthe operating system to
provide the illusion of a real physical machine to the operating system. The VMM does
this by emulating the physical machine in software. The operating systems running in
the VMs are calledguestoperating systems. Depending on how the emulation is done,
changes may be required to the guest operating systems. SomeVMMs such as VMware
ESX and Xen V3 can leverage recently introduced processor virtualisation support and
do not require any change to be made to the guest operating systems. Without pro-
cessor support, changes to the guest operating system were suggested to achieve better
performance (e.g., Xen para-virtualisation [8]). The OS and applications of a VM run
on the VM’s own virtual resources (virtual CPU, virtual NIC,virtual RAM, virtual
disks, etc.). The VMM maps the virtual resources to the physical resources and also
manages access to the input/output devices.

3.1.2 Xen Basics

In Xen-speak, running instances of VMs are calleddomains. A special domain, called
Dom0 or domain zero, is the first domain that is created. This domain controls all
other domains, called user domains or DomUs. Dom0 also realises the management
duties for DomUs. These management duties include platformmanagement, domain
management, resource management, and network management as listed in Section 1.4.

20 
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Figure 3.1: Xen Virtual Machine Architecture

In this setting, Dom0 and the underlying hypervisor are responsible for: (1) building
and managing user domains, (2) managing virtualised devices and making them avail-
able to user domains, (3) managing virtual network interfaces and topologies, and (4)
allowing interfaces for inter-domain communication.

User domains are managed by the management domain throughout their life-cycle.
The privileged management domain itself is bootstrapped bythe underlying Xen hy-
pervisor which passes control to it upon successful initiation. Dom0 then assumes full
control over its life-cycle and the life-cycle of user domains. The latter involves domain
creation, suspension, hibernation, migration, and termination.

The Xen functional model requires a privileged Dom0 to be active on the platform
at all times (i.e., user domains cannot exist without a management domain (existential
policy)). Further, Dom0 is trusted at all times and the platform is trusted if and only
if the hypervisor and Dom0 (i.e., Trusted Computing Base (TCB)) is trusted. Con-
trastively, if Dom0 or the hypervisor is compromised, all user domains are rendered
compromised as well. The hypervisor and Dom0 further provides the necessary isola-
tion between user domains (vertical isolation) as well as the isolation between Dom0
and the user domains (horizontal isolation). As an example to the former, a compro-
mised or a defunct user domain should not have any side-effects on any other user
domain. Similarly, a compromised or a defunct user domain should not have any ef-
fects on Dom0. However, a compromised or a defunct Dom0 renders all user domains
compromised or defunct.

The management domain additionally acts as a driver domain that directs I/O re-
quests from user domains to the underlying hardware devices. For a given physical
device, the native device driver is part of at most one VM. If the device is to be shared
with other VMs, then the VM with the native device driver makes the device avail-
able throughdevice channelsimplemented using shared memory. The virtual device
organisation of Xen splits drivers into two parts: a front-end driver and a back-end
driver. A front-end driver is a special driver that resides within the kernel of the guest
domain. The back-end portion of the driver resides within the kernel of the driver do-
main (Dom0 or the domain with the native device driver) and creates a virtual device
within the driver domain for every front-end device in a guest domain that gets created.
Conceptually, the pair of front-end and back-end devices behaves as follows: Requests
sent out by the front-end device in the guest domain appear asrequests received by
the back-end device in the driver domain. Similarly, requests sent out by the back-end
device by the driver domain appear as requests received by the front-end device. In
its standard configuration, Xen is configured to forward the driver domain back-end
request to the real physical device. By this mechanism, requests generated by a guest
domain find their way to the physical device and vice versa.
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Figure 3.2: Security services in Xen context.

Lastly, the Xen architecture allows communication betweenuser domains and be-
tween a user domain and Dom0 using various inter-domain communication (IDC) tech-
niques. Briefly, memory pages can be shared between domains using grant tables.
Similarly, event channelsare used for event notification. Further, recent implemen-
tations of IDC [59] use a socket-like interface to read/write from/to domains that is
shown to perform better than employing the network stack forcommunication. IDC is
coordinated and managed by Dom0 and the underlying hypervisor.

3.1.3 Xen Architecture

Figure 3.2 depicts a snapshot of a Xen platform with potential security services in con-
text. Xen security services realise security-enhanced management of the virtualised
platform. To do so, they mainly make use of the domain management functional-
ity provided by the Xen API, and the underlying inter-domaincommunication and
front/back-end device architecture (e.g., netback / netfront in the figure). Further, they
employ libraries to access the underlying hardware security device (i.e., TPM) to store
secrets securely and make use of the sealing capability (notshown in the figure).

Because security services run in a privileged domain they are considered privileged
services. That is, a platform user needs to trust (and verify) the correct operation of
these services in order to be able to trust the platform. Therefore, in this setting, the
security services are considered to be a part of the platformTCB and they are measured
during the platform bootstrap along with the other Dom0 components. This centralised
approach yields a practical solution to domain and service management as no inter-
domain communication is needed to interact with other services. The disadvantage
is that a compromised service effectively renders the complete platform compromised
(i.e., untrusted).
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3.1.4 Xen Disaggregation

Recently, the Xen community has been working on a distributed solution to domain
management. The work involves the disaggregation of Xen Dom0 into smaller man-
agement domains that work in coordination. The main goal is to reduce the size of
Dom0, hence the size of the TCB that a platform user needs to trust in order to trust the
platform. Further, this approach results in management components virtually indepen-
dent from each other in terms of integrity. In this setting, acompromised component no
longer results in a platform that is considered compromisedas a whole. This security
advantage is countered by the negative performance impact.This is because by sepa-
rating the services some of which may work together, the overall inter-domain traffic
is potentially increased.

An example implementation uses a separate domain to handle domain management
(i.e,. building) duties. The resulting domain is called DomB (i.e., domain builder) that
is designed to be considerably smaller than the Dom0. The idea is that in cases Dom0
is compromised, DomB may still function practically allowing it to spawn a fresh /
un-compromised version of Dom0. The work is in progress.

3.2 Xen Security Services

Lack of security of VMs and lack of trust in the correct execution of virtualisation
engines are a major concern limiting the broad adoption of VMtechnology. Perhaps,
nowhere is this concern more evident than in data centres where VMs belonging to
multiple (perhaps, competing) companies are to be hosted onthe same physical infras-
tructure.

We are interested in the following ways to provide better security of VMs:

1. At the virtualisation software level, the policy enforcement capabilities of the
VMM itself can be significantly improved to allow enforcement of more strin-
gent and fine-grained security policies [81].

2. Implement sound policy management and enforcement of information flow con-
straints. One example are virtual firewalls.

3. Increasing security of virtualised devices. One exampleis secure virtualised
storage.

4. Integrate integrity validation and protection mechanisms into the VMM. This
means that customers can validate the integrity of the VMM and its essential
services.

We are interested in enhancing the security of the virtualisation layer by estab-
lishing finer-grained trust domains and offering methods for external stake-holders to
verify, using Trusted Computing (TC), the integrity of the virtualisation software layer
and its associated policies. Complementing those methods would be a new layer of
enforcement mechanisms appropriate for guiding the behaviour of the virtualisation
software layer and hosted operating system instances. These enforcement mechanisms
are what we call “security services.”

The enforcement capabilities of the Xen security services span multiple aspects
of a Xen-based virtual infrastructure, e.g., platform, networking, storage, VM life-
cycle, graphical user interface (GUI), TPM, and other devices. The goal is to map
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Figure 3.3: System Architecture

overall system-wide security policies onto each of those individual aspects. We use
the Trusted Virtual Domain (TVD) model [14] to specify overall system-wide policies.
Table 3.1 summarises how TVD policies can be mapped onto various aspects of a
virtual infrastructure. Here, we assume that each TVD has a distinct colour, and use
the termscolour andTVD interchangeably.

3.2.1 Security System Architecture

We list the essential security services that we consider in the OpenTC project (Fig-
ure 3.3). The system is built upon the foundation of the hardware root of trust offered
by the TPM. The architecture leverages the recent advances in hardware virtualisation
such as virtualisation support in the CPU offered in the latest chips from Intel and
AMD. The hardware layer includes one of these chips and the TPM. Just above the
hardware layer is a trusted virtualisation layer (denoted by VMM core in Figure 3.3)
with strong isolation properties (among VMs) and well-defined interfaces to the TPM.
Above the VMM core are the security services.

The security services can be divided into two types: secure device virtualisa-
tion services and security management services. Secure device virtualisation pro-
vides security-enhanced virtualisation of devices. Examples include secure storage,
secure virtual network topologies [34], virtualised TPMs [10], or trusted user inter-
faces [68]. Security management services maintain a unifiedview on security guaran-
tees that cover multiple devices (e.g., data on a disk encrypted with a TPM key) and
the VMM core. The security management services are subdivided into compartment
security services, user security services, and integrity services. Compartment services
track individual VMs and their (local) security properties. User services maintain users
and their preferences. They also comprise a trusted user interface. Integrity services
maintain overall integrity guarantees so that, for example, a verifier can validate several
devices, its own user VM, and the integrity of the VMM core.

To enforce certain security guarantees on the VMM core, the security services con-
figure the VMM core using policies. An example of such policies is the sHype device
access control policies that can be loaded at boot time [81].Above the security services
layer are VMs, each running its own guest operating system and applications.

3.2.2 Component-Level Design of the VMM Security Services
Layer
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Figure 3.4: Component-Level Design of the VMM Security Services Layer

Overview

The VMM security services layer (Figure 3.3) provides functions such as compartment
security management, integrity services management, usersecurity management, and
secure device virtualisation, that are needed to enforce the security policies. Here, we
provide an overview of these functions.

The Compartment Security Manager deals with the life-cyclemanagement of com-
partments (i.e., VMs) and tracks the security policies and other context (such as in-
tegrity constraints, permissions, and global identifiers)associated with each compart-
ment. It can be used to prove selected security properties topeers. The User Security
Manager manages the users of the system and enables authentication of individual
users and their associated roles. The Integrity Services Manager (or Integrity Manager,
for short) maintains the integrity of the system. An important contribution to scala-
bility for trusted computing is the focus on security properties for trust management
[71, 78, 35]. Instead of verifying integrity by means of cryptographic checksums, we
use higher-level properties such as user roles, machine types, or trust domains to de-
termine trust. This is done by first using checksums to verifythe core security services
and then use these security services to evaluate the desiredsecurity properties [71, 78].
Only if these properties are satisfied will certain actions such as unsealing a key or
performing a transaction with a peer be performed. The consequence is that a verifier
only needs to define security properties to be satisfied and nolonger needs to track
individual software configurations that are deemed trustworthy. The Security Policy
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Manager deals with the creation, access management, and storage of local and global
policies for the VMs, virtual devices, and other security services.

Virtualised devices can include any device that can be made to support virtualisa-
tion. Secure storage provide virtual partitions with integrity and confidentiality. Virtual
networks can provide mutually isolated virtual network topologies and secure trans-
port [34]. The implementation of trusted user interfaces depends on the environment.
A simple solution that is sufficient for reliably selecting acompartment can be imple-
mented by a secure hot-key that is caught by a virtualised keyboard driver. Another
alternative is a multi-compartment graphical user interface that assigns a distinguish-
able window to each compartment. An third option are remote user interfaces such as
a secure shell management console or a remotely accessible management service (e.g.,
http://demo.tudos.org/nitpicker tutorial.html).

If fast policy enforcement is critical for performance, then the enforcement of cer-
tain policies may be done at the virtualisation layers instead of at the security services
layer [81]. For example, a policy decision whether a certainnetwork card can be as-
signed to a newly created VM can easily be done outside the Xenhypervisor as it is
usually not performance-critical. On the other hand, access decisions for shared re-
sources are performance-critical and may be executed in theVMM core.

Figure 3.4 shows the component-level design for the integrity management subsys-
tem of the security services layer. The subsystem implements the concepts introduced
in Section 3.4.2. Compared with Figure 3.3, it shows the design at the next level of
detail, depicting the individual components that make up the subsystem and the inter-
faces the components expose. We now describe these components. For secure virtual
device management, we focus on one type of device, namely secure virtual hard disks.

Compartment Manager

At the top level, there is thecompartment security manager(or compartment man-
ager(CM), for short), which is the central instrumentation and orchestration point and
with which the user and the verifier directly interact. The CM, as the name indicates,
deals with anything related to compartments or VMs, including operations such as
creating, hibernating, migrating, stopping, and attesting VMs. It also has an interface
getCurrentState() for obtaining the current state of the entire environment (including
the list of active VMs, the list of users to whom the VMs belong, how much free mem-
ory is available, etc.). An example usage of this interface would be a state measurement
service invoking the interface for attestation purposes, i.e., for attesting the state of the
physical machine. Note that thegetCurrentState() function would not tell the state
measurement service whether the VMs are in good state, but would provide informa-
tion about how many and what types of VMs are currently present on the physical
machine, which VMs are running, which ones are hibernating,etc. Using such infor-
mation, the state measurement service itself would have to deduce whether the physical
machine is in an “acceptable” state. The CM also has agetID() interface, which can be
invoked to obtain the unique identifier of the CM. Such a function would be useful, for
example, in a data centre environment in which multiple physical machines and, hence,
multiple CMs would have to be coordinated. ThereadConfig() interface of the CM is
used internally when the CM is requested to create a new VM. Theattest() interface of
the CM offers a generic attestation call with an attestationdescriptor (describing what
should be attested) as the parameter. The function is a proxyfunction as it merely calls
the requestAttestation() function of the Integrity Services Manager (ISM), which is
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described below.
The createVM() function of the CM is invoked when a user wants a new VM

to be created. The VM configuration data, in the form of a configobject or file, is
passed as parameter to the function. The combination of the User Security Manager
and the policies stored in the Security Policy Manager (shown in Figure 3.3, but not
in Figure 3.4) is used to check which VM-related functions the user is authorised to
request. For this purpose, thecheckUser() function of the user manager is invoked by
the configuration manager. The function takes a user name andsome specified input
policy as parameters, and checks whether the user’s requested operation is compatible
with that policy. An example input policy may say that any user can create a VM, but
only users A and C can create a particular kind of VM (say, a VM of an automobile
company). To retrieve a certain policy from the Security Policy Manager, the CM calls
getPolicy() with a policy identifier as an argument.

Integrity Services Manager

The ISM is responsible for sealing, measurement, and attestation. These services
are implemented using multiple specialised low-level plugins. These plugins imple-
ment the extensibility concept outlined in Section 3.4.2. Distinct plugins are used
for various devices for separation of concerns and for easy extensibility. At system
startup time, any available plugin will register its capabilities with the ISM using the
registerPlugin() function.

There are two kinds of attestation: TPM-based attestation (implemented by the
TPMAttestation component shown in Figure 3.4) and hypervisor-based attestation
(implemented by theHypervisorAttestation component; omitted in Figure 3.4). In
both cases, the signatures on theAttestationResult are made by the TPM. TPM-
attestation (sometimes called binary attestation) is the traditional form of attestation
specified by the TCG. It involves obtaining an incremental, cryptographic hash chain
based on the hashes of the binaries of the boot loaders, OS, and applications running
on the physical machine. The hash chain is stored in one of thePCRs of the TPM
chip. The verifier component at an external stake-holder canthen remotely verify the
execution state of the platform either using a reference value or based on a policy (as
described above). Hypervisor-based attestation assumes that the hypervisor is part of
the TCB. The trustworthiness of the hypervisor can be checked by a remote party by
obtaining a signed TPM attestation also for the hypervisor.For hypervisor-based at-
testation, the attestation description is given to the hypervisor in text form through the
AttestationDescriptor data object. The description specifies (in a considerably more
flexible manner than TPM-based attestation) what needs to beattested. The hyper-
visor then obtains those attestations. With respect to our model in Section 3.4.2, the
AttestationDescriptor identifies the projection of the overall system data that shall be
attested. If theHypervisorAttestation is used, then property-based attestation can be
realised by implementing (in theHypervisorAttestation class) an attestation evalua-
tion function (such as the one described in Chapter 7) that translates the system state
into a statement of properties about the system.

The sealing services of the ISM is provided through theSealingServices plugin.
Just like attestation, there are two types of sealing: hardware-based sealing (or TPM-
based sealing) and hypervisor-based sealing. Note that to keep the figure readable,
only the former is depicted in in Figure 3.4. Both types of sealing can be used to make
a key available only if certain conditions are satisfied. However, of the two types of
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Realization Using Xen and Linux
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Figure 3.5: Realisation using Xen and Linux

sealing, hypervisor-based sealing is considerably more flexible. The main limitation of
TPM-based sealing is that not much can be stored in the PCRs ofthe TPM. Only one
state may be specified for unsealing in TPM-based sealing, asopposed to saying “any
of thesex states is acceptable” for unsealing. This is a serious limitation when attesting
different software that may be loaded in different sequences. In hypervisor-based seal-
ing, many acceptable states (i.e., reference values) for unsealing may be specified. The
reference values are stored in aSealingValuesStorage and the corresponding sealed
keys are stored in aKeyStorage. Reference values may also be provided as parameters
to functions such ascreateVM(). Hypervisor-based sealing can also be used to ensure
that only the specified user can unseal the VM. As in hypervisor-based attestation,
hypervisor-based sealing assumes that the hypervisor is part of the TCB.

Secure Virtual Device Management

The Secure Virtual Device Manager (SVDM) is responsible formanaging virtual de-
vices such as virtual HDDs, virtual block devices, virtual network devices, and virtual
TPMs. The service offered by the SVDM is realised through multiple specialised low-
level plugins, one for each virtual device. Figure 3.4 showsone such plugin, the secure
virtual hard disk plugin (svHDPlugin). We provide more information about this plugin
below in the context of a Xen- and Linux-based implementation.

Realisation using Xen and Linux

Figure 3.5 shows an example implementation of our security services design in Xen
using Linux for Dom0. The Xen hypervisor provides the physical devices to Dom0
(Xen’s management domain). In Xen terminology, a front-endvirtual device is one
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that is associated with a user domain and a back-end virtual device is present only in
Dom0. Every front-end virtual device has to be connected to acorresponding back-
end virtual device; only then does the front-end device become active. The mapping is
many-to-one, i.e., many front-end virtual devices, one from each user domain, may be
mapped to a single back-end virtual device.

In Dom0, secure device virtualisation is implemented in thekernel space. Tasks
such as configuring of the virtual devices would be done through the SVDM in the user
(or application) space. For example, a secure hard disk is implemented by means of the
dm-crypt loopback device. Similarly, the network is virtualised by providing virtual
network cards for the guest partitions that can then be bridged to the actual network
card. Security for networks has two aspects. Topology constraints define which guest
is allowed to connect to which subnets. In addition, encryption requirements define
which connections need to be encrypted. Another virtualised device is a virtual TPM
that provides one virtual TPM instance to each of the guest partitions [10]. The virtual
device manager maintains the devices and their security properties. The integrity and
compartment are implemented in Dom0 and interface to the hypervisor as well as to
the other services implemented in Dom0.

Secure management of virtual devices is a complex task. For example, consider
the steps involved in starting a virtual hard-disk drive. First, a policy-based check
of the platform state is done. That may include verifying themeasurements of the
hypervisor, binary disk, and the Dom0 image. Then, the virtual hard-disk is attached
with credentials and connected with a loop device (/dev/loop). The virtual hard-disk
may be encrypted, for example, with a sealed key that is made available only if the
platform is in a certain state. The decryption of the virtualhard-disk image is done
using the Linux hard-disk encryptor. After decryption, thedevice file that gives access
to the decrypted image is connected to the front-end. Similar policy-based checks may
be done when starting other virtual devices. For example, before starting a virtual
network device, policies may stipulate that the VM must be insome acceptable state
and outside firewalls must be configured correctly.

3.3 Secure Virtual Networking

Our focus in this section is security-enhanced network virtualisation, which (1) allows
groups of related VMs running on separate physical machinesto be connected together
as though they were on their own separate network fabric, and(2) enforces cross-group
security requirements such as isolation, confidentiality,integrity, and information flow
control.

We describe a secure network virtualisation framework thathelps realise the ab-
straction of Trusted Virtual Domains (TVDs) [14] by guaranteeing reliable isolation
and flow control between domain boundaries. The framework isbased on existing
and well-established network virtualisation technologies such as Ethernet encapsula-
tion, VLAN tagging, and virtual private networks (VPNs). Our main contributions
are (1) combining these technologies to realise TVDs, whichare security-enhanced
variants of virtualised network zones, and (2) orchestrating them through a manage-
ment framework that is oriented towards automation. In particular, our solution aims
at automatically instantiating and deploying the appropriate security mechanisms and
network virtualisation technologies based on an input security model, which specifies
the required level of isolation and permitted network flows.
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The related work for this section has been summarised in Section 2.3 on page 16.

3.3.1 Security Objectives and Policies

We describe the security objectives of network virtualisation using a security model
that enables the automatic enforcement of the objectives. The policies used in this
model are based on a security-enhanced variant of virtualised network zones called
Trusted Virtual Domains(TVDs) [14]. The policies define integrity, confidentiality,
isolation, and information flow control requirements.

Trusted Virtual Domains

A TVD is represented by a set of distributed virtual processing elements (VPE) (e.g.,
virtual machines) and a communication medium interconnecting the VPEs, and pro-
vides a policy and containment boundary around those VPEs. VPEs within each TVD
can usually communicate freely and securely with each other. At the same time, they
are sufficiently isolated from outside VPEs, including those belonging to other TVDs.
Here, isolation loosely refers to the requirement that a dishonest VPE in one TVD can-
not send messages to a dishonest VPE in another TVD, unless the inter-TVD policies
explicitly allow such an information flow.

Each TVD has an associatedinfrastructurewhose purpose is to provide a unified
level of security to member VPEs, while restricting the interaction with VPEs outside
the TVD to pre-specified, well-defined means only. Unified security within a domain
is obtained by defining and enforcingmembership requirementsthat the VPEs have
to satisfy before being admitted to the TVD and for retainingthe membership. Each
TVD defines rules regarding in-bound and out-bound network traffic. Their purpose is
to restrict communication with the outside world.

Security within a TVD

Within a TVD, all VPEs can freely communicate with each otherwhile observing
TVD-specific integrity and confidentiality requirements. For this purpose, intra-TVD
communication may take place only over an authenticated andencrypted channel (e.g.,
IPsec), or alternatively, a trusted network1. The trusted network alternative may be
reasonable in some situations, e.g., within a data centre.

TVD security requirements may have multiple facets: internal protection, member-
ship requirements, etc. Given a setT of trusted virtual domains, one way of formal-
ising internal protection is to define a domain-protection functionP : T → 2{c,i,s},
which describes the subset of security objectives (confidentiality, integrity protection,
and isolation) assigned to a particular TVD. Informally, integrity means that a VPE
cannot inject “bad” messages and pretend they are from another VPE. Confidentiality
refers to the requirement that two honest VPEs (in the same TVD or different TVDs)
can communicate with each other without an eavesdropper learning the content of the

1A network is calledtrustedwith respect to a TVD security objective if it is trusted to enforce the given
objective transparently. For example, a server-internal Ethernet can often be assumed to provide confiden-
tiality without any need for encryption.
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from/to TV Dα TV Dβ TV Dγ

TV Dα 1
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0
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∗
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0
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* Implemented in our Xen-based prototype.

Figure 3.6: Example Flow Control Policy Matrix for Three TVDs.

communication. Lastly, isolation refers to the requirement that resources used by two
VPEs are logically separated and there is no unintended direct information flow.2.

Admission control and membership management are importantaspects of TVDs.
A TVD should be able to restrict its membership to machines that satisfy a given set
of conditions. For example, a TVD may require certificates stating that the platform
will satisfy certain properties [78] before allowing the platform to join the TVD. One
way of formalising the membership requirements is to define afunctionM : T → 2P ,
where(P,≤) is a lattice of security properties. A machinem with a setpm of security
properties may be permitted to join the TVDt iff ∀p ∈ M(t) : ∃p′ ∈ pm such that
p′ ≥ p. In other words,m is permitted to joint iff there is at least one property ofm

that satisfies each security requirement oft.
Member VPEs may be required to prove their eligibility on a continual basis either

periodically or on-demand. For example, members may be required to possess cer-
tain credentials such as certificates or may be required to prove that they satisfy some
integrity properties (property-based attestation as introduced in Section 7.1). The con-
ditions may vary for different types of VPEs. For example, servers and workstations
may have different TVD membership requirements. Some VPEs may be part of more
than one TVDs, in which case they would have to satisfy the membership requirements
of all the TVDs they are part of. For a VPE to simultaneously bea member of multiple
TVDs, the individual TVD membership requirements must be conflict-free.

Security across TVDs

Inter-TVD security objectives are independently enforcedby each of the individual
TVDs involved. To facilitate such independent enforcement, global security objectives
are decomposed into per-TVD security policies. The advantage of such a decentralised
enforcement approach is that each TVD is shielded from security failures in other
TVDs. Security objectives may take different forms; here, we focus on information
flow control among the TVDs.

An information flow control matrix is a simple way of formalising the system-wide
flow control objectives. Figure 3.6 shows a sample matrix forthree TVDs:TV Dα,
TV Dβ , andTV Dγ . Each matrix element represents a policy specifying both permitted
inbound and outbound flows between a pair of TVDs, as enforcedby one of the TVDs.
The1 elements along the matrix diagonal convey the fact that there is free information
flow within each TVD. The0 elements in the matrix are used to specify that there
should be no information flow between two TVDs, e.g., betweenTV Dα andTV Dβ.

An information flow from one TVD to another will be overseen byboth the sender
TVD and the recipient TVD. Information flow control from one TVD to another is
specified by two policies, with each TVD independently enforcing one. For exam-
ple,Pαβ , which represents the information flow policy fromTV Dα to TV Dβ , would

2Addressing covert channels that utilise indirect information flow would exceed the scope of this report.
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consist of two sub-policies: (1)P in
αβ , which would be enforced by the recipient TVD,

TV Dβ, and is concerned with the integrity protection ofTV Dβ, and (2)P out
αβ , which

would be enforced by the recipient TVD,TV Dα, and is concerned with the confi-
dentiality protection ofTV Dα. The distribution of policy enforcement to both TVDs
means that the recipient TVD does not have to rely solely on elements of the sender
TVD to enforce rules regarding its inbound traffic.

3.3.2 Secure Virtual Networks

In this section, we describe the aims of our secure network virtualisation framework
and introduce the networking components forming the framework. We then present
the composition of the components to form TVDs and to enforceTVD policies, and
describe the management of the TVD infrastructure. Here, wefocus on the static be-
haviour of a secure network virtualisation framework that is already up and running.
Later, in Section 3.3.3, we focus on the more dynamic aspectsof the framework, in-
cluding establishment and deployment of the secure virtualinfrastructure.

Network Virtualisation Aims

The main aim of our network virtualisation extensions is to allow groups of related
VMs running on separate physical machines to be connected together as though they
were on their own separate network fabric. In particular, wewould like to be able to
create arbitrary virtual network topologies independently of the particular underlying
physical network topology. For example, we would like groups of related VMs to be
connected directly together on the same virtual LAN segmenteven though, in real-
ity, they may be at opposite ends of a WAN link, separated by many physical LAN
segments. As another example, multiple segmented virtual networks may have to be
established on a single physical network segment to achieveimproved security proper-
ties and protection.

Our network virtualisation extensions must also be inter-operable with existing
non-virtualised entities (e.g., standard client machineson the Internet) and allow our
virtual networks to connect to real networks.

Networking Components

One option for virtual networking is to virtualise at the IP level. However, to avoid
problems regarding the support for non-IP protocols and IP support services (such as
ARP) that sit directly on top of the Ethernet protocol, we have chosen to virtualise at
the Ethernet level.

Our secure network virtualisation framework allows multiple VMs belonging to
different TVDs to be hosted on a single physical machine. Theframework obtains
isolation among various TVDs using a combination of virtualLANs (VLANs) and vir-
tual private networks (VPNs). There is oneinternalVLAN for each TVD; anexternal
VLAN may be used for communication with other TVDs and TVD-external entities.
In the absence of a trusted underlying physical network, each VLAN segment (i.e.,
an Ethernet broadcast domain, as in our case) may employ an optional VPN layer to
provide authentication, integrity, and confidentiality properties.
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The networking infrastructure consists of a mixture of virtual entities and physical
entities. Virtual entities include VMs, vSwitches, VLAN taggers, VPN, and gateways.
Physical entities include the physical hosts and the physical networking infrastruc-
ture, which includes VLAN-enabled physical switches, routers, and ordinary Ethernet
switches.

Virtual Ethernet cardsor vNICsare the basic building blocks of our design. Each
VM can have one or more vNICs. Each vNIC can be associated withat most one
VLAN.

Each virtual LAN segment is represented by avirtual switchor vSwitch. A VM
appears on a particular VLAN if one of its vNICs is “plugged” into one of the switch
ports on the vSwitch forming that segment. The vSwitch behaves like a normal physical
switch. Ethernet broadcast traffic generated by a VM connected to the vSwitch is
passed to all VMs connected to that vSwitch. Like a real switch, the vSwitch also
builds up a forwarding table based on observed traffic so thatnon-broadcast Ethernet
traffic can be delivered in a point-to-point fashion to improve bandwidth efficiency.

The vSwitch is designed to operate in a distributed fashion.The VMM on each
physical machine hosting a VM connected to a particular VLANsegment hosts part
of the vSwitch forming that VLAN segment. A component of the VMM captures
the Ethernet frames coming out of a VM’s vNIC. The component is configured to
know which vSwitch the VM is supposed to be connected to. We describe the vSwitch
implementation in detail in Section 3.3.4.

The VM Ethernet frames are encapsulated in IP packets or tagged with VLAN
identifiers. The actual encapsulation is performed by an encapsulation module on re-
quest by the vSwitch. The vSwitch component then maps the Ethernet address of the
encapsulated Ethernet frame to an appropriate IP address. The mapping allows the en-
capsulated Ethernet frame to be transmitted over the underlying physical network to
physical machines hosting other VMs connected to the same physical LAN segment.
The result is the same as when all VMs on the VLAN segment are connected by a
real LAN. The IP address chosen to route the encapsulated Ethernet frames over the
underlying physical network depends on (1) whether the encapsulated Ethernet frame
is an Ethernet broadcast frame, and (2) whether the vSwitch has built up a table of the
locations of the physical machines hosting other VMs on thatparticular physical LAN
segment. The entries in such a table would be based on traffic observed on that physical
LAN segment.

IP packets encapsulatingbroadcastEthernet frames are given amulticastIP address
and sent out over the physical network. Each VLAN segment hasan IP multicast
address associated with it. All physical machines hosting VMs on a particular VLAN
segment are members of the multicast group for that VLAN segment. This ensures
that all VMs on a particular VLAN segment receive all broadcast Ethernet frames from
other VMs on that segment, whereas VMs on a different VLAN segment do not.

Encapsulated Ethernet frames that contain a directed Ethernet destination address
are either flooded to all the VMs on a particular LAN segment (using the IP multicast
address as in the broadcast case) or sent to a specific physical machine IP address. The
particular choice depends upon whether the vSwitch component on the encapsulating
VM has learned the location of the physical machine hosting the VM with the given
Ethernet destination address based on traffic observation through the vSwitch.

Encapsulating Ethernet frames from VMs within IP packets allows us to connect
different VMs to the same VLAN segment as long as the physicalmachines hosting
these VMs have some form of IP-based connectivity (e.g., a WAN link) between them.
There are no restrictions on the topology of the underlying physical network.
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Figure 3.7: Components of the Secure Virtual Networking Infrastructure

We employ VLAN tagging, an existing technology, as an alternative to Ethernet
encapsulation for efficiency purposes. Each VLAN segment may employ its ownVLAN
tagger(s)to tag its Ethernet frames. The VLAN identifier, which is unique for each
VLAN within a virtual network, is used as tagging information. The tag is then used
by the VLAN switch to distinguish traffic flows from the various VLAN segments that
connect to the switch.

A VLAN-enabled physical switch (or aVLAN switch, for short) connects two or
more VLAN segments belonging to the same VLAN. VLAN switchesshould not to be
confused with vSwitches. VLAN switches are part of the physical networking infras-
tructure, whereas vSwitches are virtual entities. Each VLAN segment is connected to
a port on the VLAN switch. Multiple VLANs (i.e., VLAN segments belonging to dif-
ferent TVDs) may also connect to the same VLAN switch. The VLAN switch must be
appropriately configured to guarantee isolation among segments belonging to different
VLANs, while at the same time connecting physical machines,VMs, and vSwitches
on the same VLAN to each other.

Routing within Virtual Networks.Routing functionality within a virtual network
may be implemented by the use of a dedicated VM with multiple vNICs. The vNICs
are plugged into ports on the different vSwitches between which the VM has to provide
routing services. Standard routing software is then configured and run on the VM to
provide the desired routing services between the LAN segments connected.

Communication with Non-Virtualised Systems.Gateways enable communication
with systems that live in the non-virtualised world. The gateway is simply a VM with
two vNICs. One of the vNICs is plugged into a port on a vSwitch.The other vNIC is
bridged directly onto the physical network. The gateway hastwo main roles. Firstly, it
advertises routing information about the virtual network behind it so that hosts in the
non-virtualised world can locate the VMs residing on the virtual network. Secondly, the
gateway converts packets to and from the encapsulated format required by our virtual
networks.
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Composition of Secure Virtual Networks

Figure 3.7 shows how the networking components can be composed into a secure net-
working infrastructure that provides isolation among different TVDs, where each TVD
is represented by a different colour (blue, green, or red).

A non-virtualised physical host, such as Host-3, is directly connected to a VLAN-
enabled physical switch without employing a vSwitch. Further, a VM can be connected
to multiple VLAN segments using a different vNIC for each VLAN segment; hence,
the VM can be a member of multiple TVDs simultaneously. For example, the lone VM
in Host-2 of Figure 3.7 is part of two VLAN segments, each represented by a vSwitch
with a different colour; hence, the VM is a member of both the blue and green TVDs.

Abstractly speaking, it is as if our secure virtual networking framework provides
coloured networks (in which a different colour means a different TVD) with secu-
rity guarantees (such as confidentiality, integrity, and isolation) to higher layers of
the virtual infrastructure. Internally, the framework provides the security guaran-
tees through admission control and the appropriate composition and configuration of
VLANs, VPNs, gateways, routers, and other networking elements.

Ethernet frames originating from the source node are handled differently depending
on whether the source node is virtualised and whether the destination node resides in
the same LAN. We illustrate frame-processing alternativesfor different scenarios in
Figure 3.7. For a virtualised domain (e.g., Host-1), each frame is tagged using the IEEE
802.1Q standard for VLAN tagging [40]. If the destination ofthe Ethernet frame is a
VM on another host that is connected to the same VLAN-capableswitch (e.g., another
physical domain in a data centre), this tag indicates the VLAN segment to which the
VM belongs. If the destination is a host that resides outsidethe LAN domain (e.g.,
Host-4), the VLAN tag forces the switch to bridge the connection to an outgoing WAN
line (indicated by the black line in the VLAN-enabled physical switch of Figure 3.7)
that is connected to a router for further packet routing. In this case, the VM Ethernet
frames are encapsulated in IP packets to indicate the VLAN segment membership (e.g.,
using EtherIP [42] as in the Xen implementation in Section 3.3.4). Lastly, if a non-
virtualised physical host is directly connected to the VLANswitch (e.g., Host-3), no
tagging is required for the outgoing connection from the host’s domain. We provide
more details on each processing step in Section 3.3.4, wherewe describe our Xen-
based [8] prototype implementation.

Inter-TVD Management

Central to the management and auto-deployment of TVDs are entities calledTVD mas-
ters. There is one TVD master per TVD. We refer to the TVD master as asingle logical
entity, although its implementation may be a distributed one.
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Inter-TVD management deals with theinterchange fabricfor communication be-
tween TVDs, enforcement of inter-TVD flow control policies,external zones (IP versus
Ethernet), approval of admission requests by TVD-externalentities (such as a new VM)
to join the TVD, and linking such entities with the appropriate TVD master.

Information flow control between TVDs has two aspects: physical topology and
policies. Physically, each TVD is implemented by at least two VLANs (Figure 3.8):
an external VLAN and an internal VLAN. The external VLAN (shown in Figure 3.8
by thin lines) serves as a backbone to send/receive information to/from other TVDs. It
is through the external VLAN that a TVD proxy communicates with the TVD master
before becoming a member of the TVD. The internal VLAN (shownin Figure 3.8
by thick lines) connects machines that are part of a TVD. Inter-TVD policies specify
conditions under which VLANs belonging to different TVDs are allowed to exchange
information. The policies may be conveniently representedby information flow control
matrices, such as the one shown in Figure 3.6. For a given TVD,the policies are stored
at the TVD master, which then enforces them in a distributed fashion through admission
control and appropriate configuration of firewalls and TVD proxies.

Having separate VLANs for TVD-internal and TVD-external communication fa-
cilitates unrestricted communication within a TVD and the complete isolation of a
TVD from another TVD if the inter-TVD policy specified allowsno information flow
between the TVDs. Such is the case forTV Dα andTV Dβ, according to the flow
control matrix shown in Figure 3.6.

A cheaper alternative to the dual VLAN solution would be to rely solely on trusted
boundary elements such as firewalls to enforce isolation. The resulting assurance may
be somewhat lower than that of the dual VLAN solution, because of the possibility of
mis-configuring the boundary elements.

As shown in Figure 3.6, inter-TVD communication can be broadly classified into
three types: (1)controlled connections, represented by policy entries in the matrix,
(2) openor unrestricted connections, represented by1 elements in the matrix, and (3)
closedconnections, represented by0 elements in the matrix.

Controlled connections restrict the flow between TVDs basedon specified policies.
The policies are enforced at TVD boundaries (at both TVDs) byappropriately con-
figured firewalls (represented in Figure 3.8 by entities marked FW). The TVD master
may push pre-checked configurations (derived from TVD policies) into the firewalls
during the establishment of the TVD topology. If available,a management console at
the TVD master may be used to manually set up and/or alter the configurations of the
firewalls. A TVD firewall has multiple virtual network interface cards, one card for the
internal VLAN that the firewall protects and one additional card for each TVD that the
members of the protected TVD want to communicate with.

Open connection between two TVDs means that any two machinesin either TVD
can communicate freely. In such a case, the firewalls at both TVDs would have virtual
network cards for the peer domain and simply serve as bridgesbetween the domains.
For example, different zones in a given enterprise may form different TVDs, but may
communicate freely. As another example, two TVDs may have different member-
ship requirements, but may have an open connection between their elements. Open
connection between two domains may be implemented using an unlimited number of
virtual routers. In a physical machine that is hosting two VMs belonging to different
TVDs with an open connection, the corresponding vSwitches may be directly con-
nected. Communication between two TVDs, while open, may be subject to some con-
straints and monitoring. For example, a TVD master may permit the creation of only
a few virtual routers on certain high-assurance physical machines for information flow
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Figure 3.9: Steps in Auto-Deployment of TVDs

between the TVD and another TVD with which the former has an open connection.
A closed connection between two TVDs can be seen as a special case of a controlled

connection in which the firewall does not have a virtual network card for the peer
TVD. In addition to the firewall filtering rules, the absence of the card will prevent any
communication with the peer TVD.

Intra-TVD Management

Intra-TVD management is concerned with TVD membership, communication within a
TVD, and the network fabric (i.e., internal topology) of a TVD.

Intra-TVD policiesspecify the membership requirements for each TVD, i.e., the
conditions under which a VM is allowed to join the TVD. At a physical machine host-
ing the VM, the requirements are enforced by the machine’s TVD proxy in collabo-
ration with networking elements (such as vSwitches) based on the policies given to
the TVD proxy by the TVD master. We describe TVD admission control in detail in
Section 3.3.3.

A VLAN can be part of at most one TVD. For completeness, each VLAN that
is not explicitly part of some TVD is assumed to be a member of adummyTVD,
TV D∆. Although a VLAN that is part ofTV D∆ may employ its own protection
mechanisms, the TVD itself does not enforce any flow control policy and has open
or unrestricted connections with other TVDs. Thus, in the information flow control
matrix representation, the entries for policies,P∆α andPα∆, would all be1 for any
TV Dα.

A VM that is connected to a particular VLAN segment automatically inherits the
segment’s TVD membership. The VM gets connected to the VLAN segment only after
the TVD proxy on the VM’s physical machine has checked whether the VM satisfies
the TVD membership requirements. Once it has become a member, the VM can ex-
change information freely with all other VMs in the same VLANsegment and TVD
(intra-TVD communication is typically open or unrestricted). As mentioned before, a
VM can be connected to more than one VLAN (and hence, be a member of more than
one TVD) through a separate vNIC for each VLAN.

A VM can become a TVD member either in an active or in a passive fashion. A VM
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can be passively assigned a TVD membership at the time of its creation by specifying
in the VM’s start-up configuration files which VLAN(s) the VM should be connected
to. Alternatively, a VM can actively request TVD membershipat a later stage through
the corresponding TVD proxy interface.

TVD membership requirements may be checked and enforced on aone-time or on
a continual basis. Membership can be a one-time operation inwhich the requirements
are checked once and for all, and thereafter, the VM holds theTVD membership for the
duration of its life-cycle. Alternatively, membership requirements can be re-evaluated
in an online fashion. The TVD proxy may regularly check whether a VM satisfies the
requirements. A session-based scheme may be employed in which a VM is allowed
open communication with other TVD members only until the next check (i.e., end of
the session).

3.3.3 Auto-deployment of TVDs

Figure 3.9 shows the steps involved in automatic deploymentof secure virtual infras-
tructures as TVD configurations. Figure 3.10 shows the stepsinvolved in the establish-
ment and management of a single TVD.

First, the virtual infrastructure topology must be decomposed into constituent
TVDs, along with associated security requirements and policy model. Second, acapa-
bility modelof the physical infrastructure must be developed. Capability modelling is
essentially the step of taking stock of existing mechanismsthat can be directly used to
satisfy the TVD security requirements. In this section, we consider the case where both
steps are done manually in an offline manner; future extensions will focus on automat-
ing them and on dynamically changing the capability models based on actual changes
to the capabilities.
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Property Description
TVD Isolation Flow control policies in place for a TVD.
Network The actual topology of a virtual network in a

physical machine.
Network Policy Security policies for the network, such as

firewall rules and isolation rules stating
which subnets can be connected.

Storage Policy Policies for storage security, such as whether
the disks are encrypted and what VMs have
permission to mount a particular disk.

Virtual Machines The life-cycle protection mechanisms of the
individual VMs, e.g., pre-conditions for exe-
cution of a VM.

Hypervisor Binary integrity of the hypervisor.
Users The roles and associated users of a machine,

e.g., who can assume the role of administra-
tor of the TVD master.

Table 3.2: Examples of Security Properties used in Capability Modelling

Capability Modelling of the Physical Infra-structure

Capability modelling of the physical infrastructure considers both functional and secu-
rity capabilities. The functional capabilities of a host may be modelled using a function
C : H ← {V LAN, Ethernet, IP}, to describe whether a host has VLAN, Ethernet,
or IP support. Modelling of security capabilities includestwo orthogonal aspects: the
set of security properties and the assurance that these properties are actually provided.
Table 3.2 lists some examples of security properties and Table 3.3 gives examples of
the types of evidence that can be used to support security property claims.

TVD Establishment and Population

When the set of TVDs have been identified, the next step is to actually establish them.
The initial step for establishing a TVD is to create the TVD master (step 0 in Fig-
ure 3.10) and initialise the master with the TVD requirements (as formalised above)
and the policy model. The step involves the derivation of a comprehensive set of TVD
policies, which are maintained at the TVD master. The outputof the step is a TVD
object that contains the TVD’s unique identifier, i.e., the TVD master’s URL.

Once the TVD master has been initialised, the TVD is ready forbeing populated
with member entities, such as VMs. A VM becomes admitted to a TVD after the
successful completion of a multi-step protocol (steps 1 and2 in Figure 3.10).

1. A local representative of the TVD, calledTVD proxy, is created and initialised
with the URL of the TVD master.

2. The TVD proxy sets up a secure, authenticated channel withthe TVD master
using standard techniques.

3. The TVD proxy indicates the security and functional capabilities of the physical
machine. Using the capability model, the TVD master determines which addi-
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Past State Description
Trust A user believes that an entity has certain security prop-

erties.
Mutable Log The entity provides log-file evidence (e.g., audits) that

indicates that the platform provides certain properties.
Immutable Logs The entity has immutable logging systemsfor providing

evidence. Since the log cannot modified by the entity
itself, the resulting assurance is stronger than when mu-
table logs are used.

Present State Description
Evaluations Evaluation of a given state, e.g., Common Criteria eval-

uations [66].
Introspection Introspection of a system by executing security tests,

e.g., virus scanner.

Future State Description
Policies By providing policies and evidence of their enforce-

ment, a system can justify claims about its future be-
haviour. E.g., DRM policies and VM life-cycle protec-
tion policy.

Audit By guaranteeing regular audits, organisations can claim
that certain policies will be enforced in the future.

Table 3.3: Assurance for Past, Present, and Future States used in Capability Modelling

tional mechanisms must be provided at the level of the virtual infrastructure. For
example, if a TVD requirements specification includes isolation and the physi-
cal infrastructure does not have that capability, then special (VLAN tagging or
EtherIP) modules must be instantiated within the Dom0 of physical machines
hosting VMs that are part of the TVD.

4. The TVD master then replies to the TVD proxy with the TVD security policy
(such as flow control policies between VMs belonging to different TVDs hosted
on the same physical machine) and additional mechanisms that must be provided
at the virtualisation level.

5. The TVD proxy then instantiates and configures the required TVD-specific mod-
ules (e.g., vSwitch, VLAN tagging module, encapsulation module, VPN module,
policy engine, etc.) according to the TVD policy. After thisstep, the physical
machine is ready to host a VM belonging to the TVD.

6. As shown by step 2 in Figure 3.10, a command is issued at the VM to join the
TVD (active membership model3). This results in the VM contacting the TVD
proxy. Based on the TVD security policies, the TVD proxy may carry out an
assurance assessment of the VM (e.g., whether the VM has all required software
properly configured). Once the required verification of the VM is successful, the
TVD proxy may connect the vNICs of the VM to the appropriate TVD vSwitch.
At this point, the VM is part of the TVD.

3Alternatively, if the passive membership model is used, thecommand to join the TVD can be issued by
the VM manager component that instantiates the VM.
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Figure 3.11: Prototype Implementation of TVDs

3.3.4 Implementation in Xen

In this section, we describe a Xen-based prototype implementation of our secure virtual
networking framework4. Figure 3.11 shows the implementation of two TVDs, TVDα

and TVDβ. The policy engine, also shown in the figure, implements the policies cor-
responding to the TVDs specified in the information flow control matrix of Figure 3.6,
i.e., open connection within each TVD and closed connectionbetweenTV Dα and
TV Dβ .

Our implementation is based on Xen-unstable 3.0.4, a VMM forthe IA32 platform,
with the VMs running the Linux 2.6.18 operating system. Our networking extensions
are implemented as kernel modules in Dom0, which also acts asdriver domain for the
physical NIC(s) of each physical host. A driver domain is special in the sense that it
has access to portions of the host’s physical hardware, suchas a physical NIC.

The virtual network interface organisation of Xen splits a NIC driver into two parts:
a front-end driver and a back-end driver. A front-end driveris a special NIC driver that
resides within the kernel of the guest OS. It is responsible for allocating a network
device within the guest kernel (eth0 in Dom1 and Dom2 of HostsA and B, shown in
Figure 3.11). The guest kernel layers its IP stack on top of that device as if it had
a real Ethernet device driver to talk to. The back-end portion of the network driver
resides within the kernel of a separate driver domain (Dom0 in our implementation)
and creates a network device within the driver domain for every front-end device in
a guest domain that gets created. Figure 3.11 shows two of these back-end devices,
vif1.0 and vif2.0, in each of the two hosts A and B. These back-end devices correspond
to the eth0 devices in Dom1 and Dom2, respectively, in each host.

4Our preference of Xen is purely for practical purposes as both TVD and networking design are agnostic
to the underlying hypervisor.
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Conceptually, the pair of front-end and back-end devices behaves as follows. Pack-
ets sent out by the network stack running on top of the front-end network device in the
guest domain appear as packets received by the back-end network device in the driver
domain. Similarly, packets sent out by the back-end network-device by the driver do-
main appear to the network stack running within a guest domain as packets received by
the front-end network device. In its standard configuration, Xen is configured to simply
bridge the driver domain back-end devices onto the real physical NIC. By this mech-
anism, packets generated by a guest domain find their way ontothe physical network
and packets on the physical network can be received by the guest domain.

The Xen configuration file is used to specify the particular vSwitch and the partic-
ular port in the vSwitch to which a Xen back-end device is attached. We use additional
scripts to specify whether a particular vSwitch should use one or both of VLAN tagging
and encapsulation mechanisms for isolating separate virtual networks.

The vSwitches forTV Dα andTV Dβ are each implemented in a distributed fash-
ion (i.e., spread across hosts A and B) by a kernel module in Dom0, which maintains a
table mapping virtual network devices to ports on a particular vSwitch. Essentially, the
kernel module implements EtherIP processing for packets coming out of and destined
for the VMs. Each virtual switch (and hence VLAN segment) hasa number identi-
fier associated with it. The Ethernet packets sent by a VM are captured by the kernel
module implementing part of the vSwitch as they are receivedon the corresponding
back-end device in Dom0. The packets are encapsulated usingEtherIP with the net-
work identifier field set to match the identifier of the vSwitchthat the VM is supposed
to be plugged into. The EtherIP packet is given either a multicast or unicast IP address
and is simply fed into the Dom0 IP stack for routing onto the physical network. The
kernel module also receives EtherIP packets destined for the physical host. The mod-
ule un-encapsulates the Ethernet frames contained in the encapsulated EtherIP packets
and transmits the raw frame over the appropriate virtual network interface so that it is
received by the intended guest vNIC.

In addition to the kernel module for EtherIP processing, we have also implemented
a kernel module for VLAN tagging in Dom0 of each virtualised host. Ethernet pack-
ets sent by a VM are grabbed at the same point in the Dom0 network stack as in the
case of EtherIP processing. However, instead of wrapping the Ethernet packets in
an IP packet, the VLAN tagging module re-transmits the packets unmodified into a
pre-configured Linux VLAN device (eth0.α and eth0.β of hosts A and B, shown in
Figure 3.11) matching the VLAN that the VM’s vNIC is supposedto be connected to.
The VLAN device5 (provided by the standard Linux kernel VLAN support) applies
the right VLAN tag to the packet before sending it out onto thephysical wire through
the physical NIC. The VLAN tagging module also intercepts VLAN packets arriving
on the physical wire destined for a VM. The module uses the standard Linux VLAN
Ethernet packet handler provided by the 8021q.ko kernel module with a slight modifi-
cation: the handler removes the VLAN tags and, based on the tag, maps packets to the
appropriate vSwitch (α or β) which, in turn, maps them to the corresponding back-end
device (vif1.0 or vif2.0) in Dom0. The packets eventually arrive at the corresponding
front-end device (eth0 in Dom1 or Dom2) as plain Ethernet packets.

Below are some implementation issues we had to tackle in realising the VLAN and
encapsulation approaches.

5An alternative approach, which we will implement in the future, is to directly tag the packet and send
the tagged packet straight out of the physical NIC without relying on the standard Linux VLAN devices.
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Figure 3.12: NetIO Benchmark: Guest VM to Guest VM Throughput

1. Some Ethernet cards offer VLAN tag filtering and tag removal/offload capabili-
ties. Such capabilities are useful when running just a single kernel on a physical
platform, in which case there is no need to maintain the tags for making propa-
gation decisions. However, for our virtual networking extensions, the hardware
device should not strip the tags from packets on reception over the physical wire;
instead, the kernel modules we have implemented should decide to which VM
the packets should be forwarded. For this purpose, we modified the Linux kernel
tg3.ko and forcedeth.ko network drivers so as to disable VLAN offloading.

2. For efficiency reasons, the Xen front-end and back-end driver implementations
avoid computing checksums between them for TCP/IP and UDP/IP packets. We
modified the Xen code to also handle our EtherIP-encapsulated IP packets in a
similar manner.

3. The EtherIP encapsulation approach relies on mapping a virtual Ethernet broad-
cast domain to a IP multicast domain. While this works in a LANenviron-
ment, we encountered problems when creating VLAN segments that span WAN-
separated physical machines. We resolved this issue by building uni-directional
multicast tunnels between successive LAN segments.

3.3.5 Performance Results

We now describe performance results for the prototype implementation of our secure
virtual networking framework. We obtained the throughput results using the NetIO
network benchmark (version 1.23-2.1) and latency results using the ping tool.

We used the NetIO network benchmark to measure the network throughput for
different packet sizes of the TCP protocol. We measured the Tx (outgoing) and Rx
(incoming) throughput for traffic from one guest VM to another guest VM on the same
physical host. For this purpose, we ran one instance of the benchmark on one guest
VM as a server process and another instance on the second guest VM to do the actual
benchmark.

Figure 3.12 compares the throughput results for the standard Xen-bridged config-
uration (explained in Section 3.3.4) with configurations that include our VLAN tag-
ging and EtherIP encapsulation extensions. The graphs showthat the performance of
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our virtual networking extensions is comparable to that of the standard Xen (bridge)
configuration. The VLAN tagging extension performs slightly better than the encap-
sulation extension for the Tx path, whereas the opposite happens in the case of the Rx
path.

The major cost in the Tx path for the EtherIP method is having to allocate a fresh
socket buffer (skb) and copy the original buffer data into the freshskb. When first
allocating askb, the Linux network stack allocates a fixed amount of headroomfor
the expected headers that will be added to the packet as it goes down the stack. Unfor-
tunately, not enough space is allocated upfront to allow us to fit in the EtherIP header;
so, we have to copy the data around, which is very costly. However, there issomespare
headroom space, which is enough for the extra VLAN tag. As a result, the VLAN
tagging method does not suffer from the packet copying overhead. The cost of copying
data in the EtherIP case is greater than the cost of traversing two network devices (the
physical Ethernet device and the Linux-provided VLAN device) for the VLAN pack-
ets. That is why the VLAN method is more efficient than the EtherIP approach for the
Tx path. In a future version of our prototype, we will add a simple fix to the kernel to
ensure that the initialskbs have enough headroom upfront for the EtherIP header.

In the Rx path, there is no packet-copying overhead for the EtherIP approach; the
extra EtherIP header merely has to be removed before the packet is sent to a VM. In
the VLAN case, the packets have to traverse two network devices (as in the Tx path)
and the vSwitch kernel module. In the EtherIP case, the packets go straight from the
physical device to the vSwitch kernel module. As a result of the extra step of traversing
the VLAN device, the VLAN method performs slightly poorer than the EtherIP method
for the Rx path. Our next prototype will avoid using the LinuxVLAN code and have
our vSwitch module do the tagging/untaggingdirectly as in the EtherIP case. We expect
this enhancement to bring the Rx throughput of the VLAN approach on par with that
of the EtherIP approach.

Minimum Average Maximum Mean
Deviation

Bridged 0.158 0.208 0.295 0.030
VLAN 0.171 0.233 0.577 0.049
EtherIP 0.174 0.239 0.583 0.052

Table 3.4: Round-trip Times using Ping

Table 3.4 shows the round-trip times between two guest VMs ona physical host
for the bridged, VLAN, and EtherIP encapsulation cases obtained using theping -c
100 host command, i.e., 100 packets sent. The average round-trip times for VLAN
and EtherIP encapsulation are 12% and 14.9% higher than thatof the standard Xen
bridged configuration.
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3.4 Integrity Management

3.4.1 Introduction

Integrity measurement, recording, and reporting are amongthe most important features
of a Trusted Platform Module (TPM). Through these features,the TPM enables a veri-
fier to check whether the platform hosting the TPM is in a trustworthy state. The TPM
also enables integrity protection by restricting the stateunder which the platform can
perform certain sensitive operations.

Recent works such as [31, 34, 81, 84, 10] combine Trusted Computing (TC) [96]
and hardware virtualisation concepts for improving security in a virtualised environ-
ment. Many of these works designate the virtualisation software and its configuration
files as part of the Trusted Computing Base (TCB), whose trustworthiness is verified
using TC concepts.

In this section, we expand TPM-based integrity protection and verification mecha-
nisms to cover virtual machines (VMs) and devices that can begoverned by arbitrary
security policies. Examples include isolation policies for secure device virtualisation
or migration constraints for VMs. Our goal is to obtain a generic attestation and seal-
ing framework for VMs that is extensible and flexible. Byextensibility, we mean that it
should be possible to provide integrity functions even if the VMs include arbitrary vir-
tual devices.Flexibility means that the verifier should be able to specify which aspects
of VM’s integrity and the underlying platform’s integrity it cares about, and obtain only
the corresponding information for platform validation.

We make the following contributions. First, we describe a formal model for pro-
tecting and verifying integrity of VMs in a generic fashion.Our model also addresses
how these integrity management operations can be made privacy-preserving. Second,
we describe the architecture and protocols for realising generalised integrity protection
and verification in practice.

3.4.2 Integrity Management for Virtual Machines

In today’s virtualised environments integrity managementof VMs is an important chal-
lenge. Integrity management includes protection, measurement, reporting, and verifi-
cation of the integrity of VMs. In a traditional (non-virtualised) server environment,
users today are convinced that their servers are trustworthy by

• running the servers themselves,

• asking a provider to guarantee full control over the server (i.e., a root login, a
dedicated cage in a larger data centre, or a dedicated data centre),

• asking a provider to provide log files and other evidence thatallows the user to
heuristically validate critical installations, or

• performing regular audits of the hosted servers.

While many of the above concepts used for managing the integrity of machines in non-
virtualised server environments will also be applicable for virtual servers, integrity
management in a virtualised environment is even more difficult because of the unique
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security and privacy challenges that arise in such an environment. Users would like
to be convinced that virtual servers are as secure as physical servers. However, that
is non-trivial because the security of virtual servers depends not only on the server
configuration, but also on the security of the VMM and its services and on the ability
to guarantee an acceptable degree of non-interference and isolation among VMs. In
addition to being able to prove security to one user, an important privacy requirement
is a guarantee that this proof does not yield information about other users on the VMM.
In particular, when competing customers are co-hosted on the same physical hardware,
no “virtual cages” exist today that can guarantee their verifiable isolation. To provide
such guarantees, several aspects of the VMM need to be verifiable and protected:

• The VMM software needs to be designed to satisfy the securityrequirements of
a customer.

• The software running on the machine needs to correspond to a correct installation
of a given VMM.

• The policies and configuration files used by the VMM should guarantee the se-
curity requirements of the customer. In addition, the policies should prevent
unauthorised modification of the software.

We now introduce concepts that show how to verify and protectthe VMM installation
and policies. The first item listed above, dealing with the writing of correct software,
has been well-studied in the context of formal methods and would exceed the scope of
this section.

Virtual Machine Monitor Model

We now introduce an abstract notion of VMMs (shown in Figure 3.13) that we later
use for describing our security concepts for VMs. The VMM is configured by a policy
p. At a given timet, a VMM has a statest and produces log datalt that is computed by
a functionlog(st). st reflects the integrity of the VMM at timet. The state can often
be decomposed into a software statewt and a data statedt. As truthful reporting of
the state of a compromised VMM cannot be expected, log files and policies (that are
external to the VMM and cannot be modified by the VMM) are used for approximating
the actual security. Whereas the log file history yields an indication of past security,
security policies enable extrapolation of future securityguarantees. The series of log
entries is collected by an independent audit system in an audit log log∗. The software
provides installation integrity ifw0 = w for some installation softwarew, wheret = 0
indicates the installation time. Each useru has a set of security requirements that are
modelled by predicates. A software provides integrity if a user-defined predicateΠ(s)
is satisfied.

Generalised Sealing to Protect Integrity

Model: The concept of sealing can be used to make a data itemd inaccessible if the
VMM state does not provide sufficient integrity. It can be modelled by two functions,
seal andunseal. Theseal function done at timeti takes as input the data itemd, a log
projection functionp(), a predicateΠ, andKp, which is the public part of an encryption
key K. It produces an encrypted outpute ∈ {0, 1}∗, which is encrypted with respect
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Figure 3.13: Integrity Model for Virtual Machine Monitors

to Kp. The log projection functionp() takes the loglti
as input and outputs a subset of

lti
. Theunseal function done at timetj takes as inpute and the logltj

and outputsd iff
Π(p(ltj

)) = 1. A simple implementation of the predicateΠ would compare an inputx
to p(lti

), i.e.,Π(x) : x = p(lti
).

Assuming the audit system is correct, one possible implementation of sealing and
unsealing is as follows. Duringseal(), Kp(p(), Π, s) is obtained using the states. On
unseal(), the audit system decrypts this message using its secret keyKs and outputs
the states iff Π(p(ltj

)).
The predicateΠ models the various criteria for assessing the trustworthiness of the

platform. This can be a simple predicate that compares configurations such as the input
startup config with a fixed configuration at hibernation time.More complex predicates
could evaluate certain properties such as whether only certified or well-known software
is being used [53, 71, 78].

Usage:An important application of the sealing function in integrity management
would be to make certain secrets inaccessible if the integrity of the platform is not
guaranteed. An example usage is to seal data to a software application. The usage
can be implemented by a projectionp() that derives the software state from the log
lti

(assuming that the log file reliably reflects the software). If the software state at
the time of sealing isw = f(lti

) and the software state at the time of unsealing is
w′ = f(ltj

), then the predicateΠ would be defined asΠ(w′) iff w′ = w. Another
example usage would be to seal a hard disk to a VMM. In this case, the software is the
VMM. The secret is a key that is used to decrypt the hard disk.

Special Case – Trusted Platform Module:The TPM implements the special case
in which log entries are restricted to storing hash values ina limited number of PCRs.
The log file projectionp() is defined as a subset of the PCR indices{1, ..., n}. The
integrity predicate is defined as a desired PCR value for eachregister in this subset.

Generalised Attestation to Prove Integrity

Model: Attestation aims at convincing a user that the state of the machine is as ex-
pected. That is done by signing a projection of the log filelog∗. In our model, the log
file contains a list of all log entries. An attestation function attest obtains a challenge
c, a functionf() (described below), a log file projectionp(), and a secret keyKs, and
outputs a signed messageSignKs

(f(p(log∗)), c).
Usage:Attestation can be used in two ways:Binary attestationsigns a subset of
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(id; type; log)(id; type; log)

(id1; type1; log1)(id1; type1; log1) (id2; type2; log2)(id2; type2; log2)

(id11; type11; log11)(id11; type11; log11) (id21; type21; log21)(id21; type21; log21)

(id2n ; type2n ; log2n )(id2n ; type2n ; log2n )

...

...

Figure 3.14: Trees of log entries

the log file. This means that the functionf() is the identity function, i.e.,f(x) = x. It
enables the user to obtain a signed subset of the log file and requires the user to locally
assess its trustworthiness.Property-based attestation[71, 78, 35] allows the user to
obtain only the results of function evaluations on the log file. For example, a user can
specify what softwarew1, w2, ... he or she deems acceptable and define the functionf()
to assess from the log file whether any other software was executed. Similarly,f() can
be used to extract certain policies or evaluate other conditions. Attestation can be used
to convince a user of the integrity of the machine6. It can also be used to validate the
integrity of machines when connecting to a network (cf. Cisco’s Network Admission
Control).

Special Case – Trusted Platform Module:For the TPM,f() is the identity function
andp() is specified by a subset of the PCRs. The attestation token is asigned message
containing the challenge and a subset of the PCRs.

Extensibility and Flexibility

The model we have described so far is too simplistic for the real-world. In practice, a
VMM consists of a large number of subsystems and components that depend on each
other. Examples include hardware components such as CPU anddevices, software
components such as kernel, libraries, drivers, and user applications. To provide ex-
tensibility, new types of subsystems need to be added at run-time. Furthermore, it is
desirable that each subsystem be able to log and attest to arbitrary aspects of its be-
haviour. A disk, for example, should be able to selectively log its contents, its access
control list, or other aspects that need to be configurable bythe policy.

It is clear that in reality, it is difficult to justify a singlenotion of a state or a single
logging function. A more flexible alternative is to represent the state by a tree of triples
(see Figure 3.14), one triple for each component. Each triple contains an identifier, a
component typetype, and a vector of log valueslog. Subcomponents are modelled as
children of a node. The overall effect is that the log data is contained in a hierarchy
of vectors of log values. It can be extended by adding or removing children nodes.
Adding a device is, for example, reflected by adding a new typeof child to the sub-tree
of thetype device.

Note that while log files are represented by trees, we now haveto define how to
apply attestation and sealing to theselog trees. Sealing and attestation require a pro-
jection and a predicate. For a log trees, the projection function p() is simply a subset
of the nodes of the tree, and for each of those nodes in the subset, a subset of the log
entries. The predicateΠ is then defined onp.

6Note that this usually requires that the user have a independent computing device to perform this verifi-
cation. One example is a customer verifying a data centre.
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Privacy Protection

The integrity of certain sub-states can be essential to multiple users. Conversely, sub-
states can be private to one or more users. For example, whilethe integrity of the
VMM core would be of interest to all users, the state of a particular VM should be
visible only to the user of that VM. To satisfy these privacy requirements, we have
to introduceblinding into our integrity architecture. In other words, it is important
that attestation and sealing can be done on projections of the state, i.e., subsets of
the state. Furthermore, if a state is relevant for integritywhile containing information
about multiple users, it should be possible to prove integrity without revealing the ac-
tual state. For that purpose, it is necessary to have (1) a privacy requirement model
that defines visibility constraints or the requirements on the projection functions, (2)
privacy-preserving projections that satisfy those requirements, (3) a means of identify-
ing whether a projection is potentially privacy-invasive,and (4) a way of ensuring that
the predicate applied after a privacy-invasive projectioncan hide the private data7.

Given a set of usersU and a log tree, a privacy requirement specification is a func-
tion r() that assigns a subset ofU to each vector element in each node of the tree. The
subset assigned to a given vector element in a given node is called the access control
list (ACL) for that element. Although the number of ACLs may potentially be very
large, they can be implemented efficiently by attaching ACLsonly to some nodes and
vector elements and then using inheritance along the nodes and scoping rules along the
vector elements for a given node to derive the actual fine-grained access permissions.

A projectionp() applied by a useru ∈ U is privacy-protecting with respect to a
privacy requirements specificationr() iff the output only contains vector elements in
whichu was contained in the access control list.

If the projection is privacy-preserving with respect to a privacy requirement speci-
fication r() and a useru, then the sealing or attestation using this projection automat-
ically preserves privacy. This means that any evaluation function (for attestation) and
any predicate (for sealing) can be applied without infringing on the privacy of the users
of the system.

If the projection is not privacy preserving, we require thatthe function and predicate
be mutually agreed upon. Examples of such agreed upon functions can be “software
certified by a given list of certifiers.”

3.4.3 Detailed Component Interactions

In this section, we describe two examples of how the components introduced in Sec-
tion 3.2.2 interact to achieve high-level security functionality. The interactions are
structured as use cases. We assume that the core trusted computing base (including
Xen and Dom0 Linux) has been measured at start-up time. Additional services may
need to be measured based on policy. The step numbers in the description below relate
to the steps shown in the interaction diagrams, Figures 3.15and 3.16.
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Figure 3.15: TPM-based Attestation

TPM-based Attestation to the Current State of the Hypervisor

Figure 3.15 shows the component interactions for attestingthe current state of the TCB
and the hypervisor status information (such as which VMs arerunning on the physical
machine, how much memory is available, etc.).

The verifier directly interacts only with the CM through theattest() call pass-
ing anAttestationDescriptor and aUserCredential as parameter. The credential gets
verified and the CM checks whether the verifier is allowed to dothe requested at-
testation (not shown in Figure 3.15).AttestationDescriptor is a data object that
describes what the verifier wants to have attested. Essentially, the object provides
the log file projection functionp() described in Section 3.4.2. It consists of one or
more MeasurementDescriptors, each of which describes what has to be measured.
The CM checks whether the verifier is allowed to access all theparts the verifier
wants to attested by calling thederiveAllowedAttestationPieces(). If the check re-
veals that the verifier wants to have more attested than what he/she is allowed to,
then the entire attestation request is denied. Otherwise, the CM forwards the request
to the ISM (step 3), which forwards it to theAttestationService (step 4), which, in
turn, invokes theMeasurementService (step 5). TheMeasurementService calls the
ConfigurationMeasurement module (step 6), which retrieves the current state infor-
mation for the list of VMs by callinggetCurrentXenState() (step 7) of the CM.
The CM obtains this information from the VMM (steps 8–11) andpasses it to the
ConfigurationMeasurement component through theStateinfo object (step 12). The
ConfigurationMeasurement component measures theStateinfo object and passes the
result in theMeasurement object to theMeasurementService (step 13). Thereafter,
the AttestationService calls the attestTPM() of the TPMAttestation component
(step 15) to complete the attestation process. The next steps are to write the mea-

7Note that the result of any predicate applied after a privacy-preserving projection will always be privacy-
preserving.
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Figure 3.16: Creation of a VM with TPM-based Sealing

surement hashes generated into a PCR by callingTPM Extend() and to generate a
quote by callingTPM Quote(). TheAttestationResult consists of the quote and the
AttestationDescriptor with the results of the different attestation targets. A verifier
can verify the integrity of the attestation result by recomputing a hash over the at-
testation targets specified in theAttestationResult and comparing the resulting hash
with the hash in the PCR from the quote. The PCR in which theAttestationResult is
stored gets reset after the attestation process has finished. Therefore, we need a TPM
that implements the TCG version 1.2 specification, and the PCR index for storing the
AttestationResult hash has to be more than15.

Creation of a VM with TPM-based Sealing

Figure 3.16 shows how a VM with a sealed disk is (re)started. Suppose the policy
specifies that the virtual hard disk has to be measured to obtain the key for unsealing
the VM. Suppose further that the policy specifies that the TPMshould reveal the key
only if the measurement value written into a specified PCR matches the value against
which the key was sealed.

To enforce the above policy, the CM calls the ISM interfaceenforcePolicy()
(step 1). The SealingService, which gets called by the ISM, extracts the
MeasurementDescriptor from theSealingDescriptor (step 2). Then, theSealingService

calls theMeasurementService (step 3), which measures the virtual disk by call-
ing measureStorage() (step 4). After retrieving the measurements (steps 5–8),
the SealingService component invokes theunseal() function of the TPMSealing

component to unseal the key (step 9). TheTPMSealing component invokes the
(TPM Extend()) function of the TPM (step 10) and if successful, tries to unseal the
key through theTPM Unseal() function (step 12). For simplicity, Figure 3.16 does not
show details of key handling such as loading a sealing wrapper key into the TPM. If
the measurement matches, theTPMSealing component returns the key (steps 14–16).
The CM callsconfigAndUnlockDisk() to attach and unlock the disk (step 17).
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3.4.4 Summary

In this section we have described a flexible and extensible integrity management ar-
chitecture for VMMs. The architecture allows arbitrary portions of the system to be
measured and these measurements to be used for sealing and attestation. We have
furthermore described a unified model and approach to property-based and binary at-
testation and sealing. The core idea is that the verifier can specify whether he or she
wants to obtain raw log data or output of certain security evaluations of the log. We
also described how the design can be realised in the context of the Xen hypervisor.

Note that trusted computing is no silver bullet for improving security in virtualised
environments. A party interacting with a TPM-equipped platform can verify the in-
tegrity of the platform, and thereby assess the amount of confidence and trust that can
be placed on the interaction with the platform. Building software that warrants suffi-
cient trust is an ongoing independent research challenge.

We have implemented parts of the design in the context of the Xen hypervisor. The
design and the implementation still are work in progress. Asa consequence, we expect
future improvements based on lessons learned during a complete implementation.
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Chapter 4

L4 Security Services
A.-R. Sadeghi, M. Wolf, C. Stüble, M. Scheibel, R. Landfermann, H. Löhr,

S. Schulz, M. Unger, P. Stewin (RUB)

4.1 High-Level Software Architecture

In this section we describe the basic concepts and components of our security services,
followed by our implementation of these concepts and components.

The general idea behind our architecture is to establish various compartments on
one computing platform where each compartment can have its own security policy.
The policy defines

• the protection level for the data accessed and processed in acompartment as well
as for the applications that run in this compartment, and

• the information flow between individual compartments as well as between the
compartments and external parties.

The goal is that each compartment behaves as if it is a single platform separated
from other compartments. Furthermore, the underlying architecture should provide
channels to the corresponding compartments where the channel properties are specified
by the overall security policy.

4.1.1 Basic Concepts

The concepts of security services briefly sketched in the following section provide
mechanisms to realise abstract concepts like, e.g., trusted channels and trusted storage
that have been defined to provide secure platforms for futureapplications.

Terms and Definitions

We define acompartmentas a software component that is logically isolated from other
software components. Theconfigurationof a compartment unambiguously describes

54  
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the compartment’s I/O behaviour based on its initial stateS0 and its set of state trans-
actions that convey a compartment from stateSi to stateSi+1. Moreover, we distin-
guish secure, trusted, and plain communication channels between compartments.Plain
channelstransfer data without providing any security property.Secure channelsensure
confidentiality and integrity of the communicated data as well as the authenticity of
the endpoint compartment.Trusted channels are secure channels that additionally
validate the configuration of the endpoint compartment. Finally, integrity of informa-
tion obtained from a channel or compartment is provided, if any modification is at
least detectable. TheTrusted Computing Base(TCB) consists of all security relevant
components of the platform, e.g., kernel and security services.

Security Services

These services allow applications to use enhanced securityfunctionalities strengthened
by Trusted Computing. They also mediate and monitor access to resources. Thus,
they enforce isolation of compartments and control communication between processes
running in different compartments. The following servicesare defined in our approach:

• User Manager: The User Manager (UM) maps between real user names and
system-internal user identifiers. Moreover, it performs user authentication and
manages secrets attached to each user, e.g., to allow the Storage Manager to bind
data to a user. The programming interface offered by the UserManager hides
the concrete user model. Thus, it is possible to use a UNIX-like user model, or a
role-based model without modifications of other system components.

• Storage Manager: The Storage Manager (SM) provides persistent storage for
the other compartments while preserving integrity, confidentiality, availability
and freshness of the stored data. Moreover it enforces strong isolation by bind-
ing the stored data to the compartment configuration and/or user secrets1. The
Storage Manager has access to the configuration of its clients, since it communi-
cates with them over trusted channels.

• Compartment Manager: The Compartment Manager (CM) manages creation,
update, and deletion of compartments. It controls which compartments are
allowed to be installed and enforces the mandatory securitypolicy. During in-
stallation of compartments, it derives its configuration tobe able to offer a map-
ping between temporary compartment identifiers2 and persistent compartment
configurations.

• Trust Manager: The Trust Manager (TM) offers functions that can be used by
application-level compartments to establish trusted channels between remote and
local compartments.

• Secure I/O: The Secure I/O (SIO) renders (e.g., displays, plays, prints, etc.)
content while preventing unauthorised information flow. ThusSIO incorporates
all compartments that are responsible for secure output of content (e.g., drivers,
trusted GUI, etc.).

1SinceSM does not provide sharing of data between compartments, it does not realise a regular file
system.

2A compartment identifier unambiguously identifies a compartment during runtime.
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In the following sections we explain how these services are used to provide the nec-
essary security properties and concepts, i.e., privacy, trusted channels, secure storage,
and fresh storage.

Trusted Channels

According to the definition above, trusted channels allow the involved communication
end-points to determine their configuration and thus to derive their trustworthiness.
Other integrity measurement architectures, [82, 84] however, report the integrity of
the whole platform configuration includingall currently running compartments to
remote parties, and thus violating user privacy. In contrast, our architecture supports
to establish trusted channels between single compartmentswithout the involvement of
the whole platform. This has the following advantages:

• Privacy: A remote party only needs to know the configuration of the appropriate
compartment including its trusted computing base, and not the configuration of
the whole platform.

• Scalability:Remote parties do not have to derive the trustworthiness of all com-
partments executed on top of the platform, to determine the trustworthiness of
the appropriate compartment.

• Usability: Since a compartment’s trustworthiness can be determined indepen-
dently of other compartments running in parallel, the derived trustworthiness
stays valid even if the user installs or modifies other compartments.

Trusted channels can be established using the functions offered by the Trust Man-
ager and the Compartment Manager, while the Compartment Manager, which is re-
sponsible for installation and manipulation of compartments, provides the mapping
from compartment identifiers into configurations. Thus, trusted channels can be es-
tablished assuming that the TCB including the Compartment Manager and the Trust
Manager is trustworthy. In Section 4.1.2, we will explain how remote parties can de-
termine the trustworthiness of the TCB.

We distinguish between trusted channels between compartments running on the
same platform (local trusted channels) and trusted channels between a remote and a
local compartment (remote trusted channels).

Local Trusted Channels: Since both the sender and the receiver are executed on
top of the same TCB, an explicit verification of the TCB’s trustworthiness does not
make sense in this case. Therefore, trusted channels can easily be established using
secure channels offered by the underlying TCB, and the functions provided by the
Compartment Manager: The sending compartment first requests the configuration of
the destination compartment from the Compartment Manager.On successful validation
that the destination configuration conforms to its securitypolicy, the source compart-
ment establishes a secure channel to the destination compartment.

Remote Trusted Channels:The required steps to establish a remote trusted chan-
nel from a remote compartment to the local compartment are asfollows: If a local
compartment receives a request from a remote compartment, the local compartment
requests the Trust Manager to provide a credential including its own configuration.
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Figure 4.1: System Architecture

Then the Trust Manager generates the credential based on both the compartment con-
figuration provided by the Compartment Manager and the configuration of the plat-
form’s TCB. The resulting credential is returned to the invoking local compartment
that forwards it to the remote compartment. That can now verify the trustworthiness of
the local compartment and, on success, using the credentialto open a trusted channel.

Trusted Storage

Compartments running in parallel on one physical platform need a possibility to store
data securely, i.e., data of one compartment has to be kept isolated from data of an-
other compartment. In our approachSMguarantees this isolation by providing trusted
storage to the compartments. Thisstrong isolationis needed to ensure certain security
properties like confidentiality and integrity. Additionally the SM is capable to guaran-
tee authenticity and freshness.

4.1.2 Implementation

Our system architecture based on security frameworks as proposed, e.g., in [79], [83]
and shown in Figure 4.1 aligns with the high-level architecture as described in section
1.3. We briefly explain each layer of our implementation, theinitialisation process as
well as the implementation of the core components, namely the Trust Manager and the
Storage Manager.

Our implementation primarily relies on a small security kernel, virtualisation tech-
nology, and Trusted Computing technology. The security kernel, located as a control
instance between the hardware and the application layer, implements elementary se-
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curity properties like trusted channels and isolation between processes. Virtualisation
technology enables re-utilisation of legacy operating systems and present applications
whereas Trusted Computing technology serves as root of trust.

On top of the security kernel, a para-virtualised legacy operating system (currently
Linux) including legacy applications, and the Secure I/O are executed in strongly iso-
lated compartments runningin parallel as user processes. In the following, we briefly
describe each implemented layer in more detail.

TC-enabled Hardware Platform (cf. 2.1): The hardware platform has to provide
additional components as defined by the TCG in various specifications (e.g., [102]).
The central component forms a low-cost tamper-resistant cryptographic chip, called
Trusted Platform Module(TPM). Currently, the TPM is implemented as a dedicated
hardware chip. It offers amongst others acryptographic hash function(SHA-1), a
cryptographic engine(RSA) for encryption/decryption as well as signing, a hardware-
basedRandom Number Generator(RNG), hardware protectedmonotonic countersas
well as some amount ofprotected storage. It provides a set of registers in protected
storage calledPlatform Configuration Registers(PCR) that can be used to store hash
values. Protection mechanisms ensure that the value of a PCRcan only be modified
in a predefined way3 (see also Section 2.1). The TPM is primarily used as a root
of trust for platform’s integrity measurement and reporting. During system startup,
a chain of trust is established by cryptographically hashing each boot stage before
execution. The measurement results are stored protected inthe PCRs. Based on this
PCR configuration, two basic functions can be provided:Remote Attestationallows
a TC-enabled platform to attest the current measurement andSealing/Bindingof data
to a certain platform configuration. Our implementation uses a TPM in the present
version 1.2 [102] since previous TPM versions cannot be usedto provide fresh storage
by monotonic counters.

Virtualisation Layer: The main task of the virtualisation layer is to provide an ab-
straction of the underlying hardware, e.g., CPU, interrupts, devices, and to offer an
appropriate management interface. Moreover, this layer enforces an access control
policy based on this resources. Device drivers and other essential operating system
services, such as process management and memory management, run in isolated user-
mode processes. In our implementation, we kept the interfaces between the layers
generic to support also other virtualisation technologies. Thus, the interface offered by
the virtualisation layer is similar to those offered by virtual machine monitors or hy-
pervisors like sHype and Xen [70, 83, 27]. However, we actually decided to employ a
L4-microkernel that easily allows isolation between single processes without creating
a new full OS instance in each case such as when using Xen.

Trusted Service Layer: The trusted service layer, based on the PERSEUS security
architecture [69, 76, 79]. It provides elementary securityproperties like trusted chan-
nels and strong compartment isolation as well as several elementary management com-
partments (e.g., I/O access control policy) that realise security critical services inde-
pendent and protected from compartments of the applicationlayer. The main services
are the Trust Manager, the User Manager, the Compartment Manager, and particularly

3 PCRi+1 ← Hash(PCRi|x), with the old register valuePCRi, the new register valuePCRi+1, and
the inputx (e.g., a SHA-1 hash value). This process is calledextendinga PCR.
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the Storage Manager. Our implementation of the Trust Manager is based on the open-
source TCG Software StackTrouSerS[100].

Application Layer: On top of the security kernel, several instances of the legacy
operating system (L4Linux) as well as security-critical applications (e.g., Secure I/O)
are executed in strongly isolated compartments such that unauthorised communication
between applications or unauthorised I/O access is prevented.4 The legacy operating
system provides all operating system services that are not security-critical and offers
users a common environment and a large set of existing applications. If a mandatory
security policy requires isolation between applications of the legacy OS, they can be
executed by parallel instances of the legacy operating system.

Secure Initialisation: The security of the whole architecture relies on a secure boot-
strapping of the trusted computing base. A TPM-enabled BIOS, theCore Root of Trust
for Measurement, measures the integrity of theMaster Boot Record(MBR), before
passing control to it. A secure chain of measurements is thenestablished: Before
program code is executed it is measured by a previously measured and executed com-
ponent. For this purpose, we have modified theGRUB boot loader5 to measure the
integrity of the core compartments, i.e., the virtualisation layer, all compartments in-
teracting directly with the TPM – Compartment Manager, Trust Manager and Storage
Manager – as well as the TPM device driver. The measurement results are securely
stored in the PCRs of the TPM. All other compartments (including the legacy OS) are
subsequently loaded, verified, and executed by the Compartment Manager according
to the effectual platform security policy.

Upon completion of the secure Initialisation, an authorised compartment (such as
the Trust Manager) can instruct the TPM to generate a credential for the Trusted Com-
puting Base. This credential consists of all PCR values reflecting the configuration of
the TCB and a key pair which is bound to these PCR values. Together with an I/O
access policy management service that is of course also partof the TCB, the private
key can only be used by compartments that are both part of the TCB and are authorised
to access the TPM.

4.2 High-Level Requirements Specification

In this section we present a formal analysis of requirementsfor the design of security
services. Subsequently components that allow to meet theserequirements are shown.

4.2.1 Informal Requirements

This is a collection of informal requirements:

• Mandatory Security Policies

– It should be able to enforce Bell-LaPadula.

– It should be able to enforce Chinese Wall.

• Persistent Storage

4However, covert channels are still feasible.
5www.prosec.rub.de/trusted grub.html
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– Function: Integrity of data.

– Function: Confidentiality of data.

– Function: Binding of data to property, e.g., platform, TCB,compartment.

– Policy: Preventing compartments from binding data.

– Policy: Forcing compartments to bind data.

– Policy: Applications should be able to bind data to itself.

– Policy: If the policy allows compartments to bind data to. itself, it should
be impossible to bypass this binding. Denial of Service (DoS) should be
impossible.

• Attestation

– Function: A remote compartment should be able to attest a local compart-
ment including its TCB.

– Policy: Entities (the attested compartment, the MandatoryAccess Control
MAC) should allow to restrict the attested properties of a compartment.

• Trusted Channel

– Local and remote compartments should be able to open a securechannel to
a local compartment that is bound to properties of that compartment.

4.2.2 Security Environment

Assumptions

/A 10/ Trusted Administrator

The security administrator of the system is non-malicious.

/A 20/ Correct hardware

The underlying hardware (e.g., CPU, devices, TPM, ...) doesnot contain back doors,
is non-malicious, and behaves as specified.

/A 30/ No Physical attacks

Physical attacks against the underlying hardware platformdo not happen.

/A 40/ Attestation

The platform provides a mechanism that allows the Security Kernel to convince remote
parties about its trustworthiness.

Example mechanisms are to perform an attestation protocol based on an environ-
ment providing authenticated boot. Another example would be a tamper-resistant hard-
ware environment that can uniquely by identified as such be a remote party, e.g., based
on a signature key stored inside.
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/A 50/ Security Kernel Binding

The IT-environment offers a mechanism that allows the Security Kernel to store in-
formation such that it cannot be accessed by another Security Kernel configuration.
Example mechanisms are the sealing function offered by a TPMas specified by the
TCG in combination with an authenticated bootstrap architecture, or a tamper-resistant
storage in combination with a secure bootstrap architecture.

/A 60/ No man-in-the-middle attack

An attack that relays the whole communication between a local user and the I/O devices
to another device does not happen.

Threats

In the following section we present threats that exist related to our approach and todays
computer systems in general.

/T 10/ Security Kernel Replacement

An adversary may try to violate security policies by replacing the TOE by another
system under full control of the adversary.

/T 20/ Security Kernel Integrity Violation

An adversary may try to violate security policies by violating the TOE’s integrity such
that security policies can be bypassed.

/T 30/ Malicious Device Drivers

An adversary may try to violate security policies by (directly or indirectly) installing
a device driver that uses hardware functions (e.g., direct memory access) to violate
security policies.

/T 40/ Virtualisation

An adversary may try to access sensitive information by running the Security Kernel
on top of a Virtual Machine Monitor that is under control of the adversary.

/T 50/ Trojan Horse

An adversary may try to get access to sensitive information by deceiving
Administrators or Users (see Section 4.2.3) such that a compartment under control
of the adversary claims to be a(nother) trusted compartment.

/T 60/ Unauthorised User

An unauthorised user may use a compartment to read or modify information owned by
another user.
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/T 70/ Unauthorised Administrator

An unauthorised user may use a management functionality of the Security Kernel to
grant itself access to sensitive information.

/T 80/ Unauthorised Data Access

An unauthorised compartment may read or manipulate user information persistently
stored by another compartment.

/T 90/ Unauthorised Memory Access

An unauthorised compartment may read or manipulate user information stored within
the address space of another compartment.

/T 100/ IPC Confidentiality

An unauthorised compartment may read the communication between two other com-
partments to access sensitive user information.

/T 110/ IPC Integrity

An unauthorised compartment may manipulate the communication between two other
compartments.

/T 120/ IPC Authenticity

A compartment may claim to another compartment a wrong identity. An example is a
malicious compartment that claims to be a security-critical service or another trusted
compartment.

/T 130/ Security Vulnerability

An malicious entity may use a security vulnerability of an uncritical compartment to
gain access to security-sensitive information.

/T 140/ Unauthorised Data Binding

An unauthorised compartment may bind user data to the platform or a specific soft-
ware configuration such that is not available after a software update or a change of the
platform.

/T 150/ Replay Attack

A malicious user may reset the state of a compartment, e.g., the licence, by replaying
an older state, e.g., a backup.

4.2.3 Functional Requirements (Use Case Model)

We provide a list of functional requirements for the system that is developed.
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Figure 4.2: Use case view of the Security Kernel

Target Groups

• Home user (Single-user platform at home)

• Employee (Multi-user platform in enterprise environment)

Roles and Actors

• Anonymous : A subject (human user) accessing/using the Security Kernel.

• User : An authenticated subject of the Security Kernel.

• Administrator : The administrator of the Security Kernel.

• RemoteClient : A remote party that can communicate with compartments.

• Compartment : An isolated compartment that is running locally on top of the
Security Kernel.

• TrustedCompartment : A trusted service offering security-critical services to
compartments or clients (also on local platforms).

• LegacyOS : An isolated compartment running an instance of a virtualised legacy
operating system.

• AuthorizedEntity : An authorised combination of user, compartment, and plat-
form specified by a security policy.

Overview

Figure 4.2 illustrates the use cases detailed in Section 4.2.3 and their dependencies.
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Use Cases

Other use cases can be found in Appendix A.3

USE CASE UNIQUE ID / UC 10 /
TITLE Initialisation
DESCRIPTION An unauthenticated subjects starts the Security

Kernel.
ACTORS Anonymous

PRECONDITIONS The Security Kernel is correctly installed.
POSTCONDITIONS Anonymous.
NORMAL FLOW

1. Anonymous activates the Security Ker-
nel.

2. The Security Kernel (resp. its compo-
nents) are started and initialised.

3. A Compartment , e.g., aLegacyOS , is
started and initialised.

4. Anonymous has access to a compart-
ment.

ALTERNATIVE FLOW

(AUTHENTICATED ACCESS) 1. Anonymous activates the Security Ker-
nel.

2. The Security Kernel (resp. its compo-
nents) are started and initialised.

3. Anonymous performs an authentication
process (and thus becomesUser ).

4. User has access to a compartment.

The bootstrap process starts an initial process (the ”root task“) that starts and ini-
tialises the Security Kernel as well as the first compartment. The input of the root task
is measured by the boot process.

In the first case, the first compartment can be a Legacy OS. We have to ensure that
the compartment is started only if the TOE is initialised properly.

In the second case, the first compartment can be the authentication component. The
Legacy OS can be bootstrapped before or after the authentication process takes place.
Security Kernel components that have to be measured by the boot process are:

• compartment management (to be able to start other compartments)

• property management (to perform measurements of other compartments)

• the TPM driver (to securely store the measurements. Else, a malicious TPM
driver could write wrong values about its own configuration). But only for au-
thenticated boot, not for secure boot.
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• a data source (file system, network) to load the other compartments to be loaded.

• all components required to execute and initialise the components

All other Security Kernel components and compartments can be started and measured
by the compartment manager itself.

4.2.4 Security Objectives

Security Objectives for the IT-Environment

/OE 10/ Security Kernel Identity Prove

The IT-environment provides a mechanism that allows the Security Kernel to convince
remote parties and local users about its identity. Common examples of such a mech-
anism are a unique signature key protected by a tamper-resistant device, or a TPM
securely mounted to the platform.

/OE 20/ Security Kernel Integrity Prove

The IT-environment provides a mechanism that allows the Security Kernel to convince
remote parties and local users about its integrity. An example of such a mechanisms is
the authenticated bootstrap architecture as specified by the TCG [102].

/OE 30/ Backup

The IT-environment ensures that the information stored by the Security Kernel is
backed up in regular intervals.

Security Objectives for the Security Kernel

/O 10/ Security Kernel Identity

Using functionalities offered by the IT-Environment, the Security Kernel should be
able to prove its identity to both remote parties and local users.

/O 20/ Security Kernel Integrity

Using the functionalities offered by the IT-Environment, the Security Kernel should be
able to convince remote parties and local users that the integrity of the Security Kernel
is not violated.

Changes in the Security Kernel must be detectable by both theuser and remote
parties. Such changes can drastically affect the security properties of the system, and
therefore mechanisms must be put in place to prevent entrusting sensitive data to such
a compromised system.

/O 30/ Strong Isolation

The Security Kernel should strongly isolate compartments from each other. The isola-
tion has to be enforced on the address-space level and on the data level.
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/O 40/ Admin Authentication

The Security Kernel should always identify and authenticate administrators before
granting access to management functions of the Security Kernel.

/O 50/ User Authentication

Depending on the underlying security policy, the Security Kernel should be able to
identify and authenticate users before granting access to compartments.

/O 60/ Trusted Channel Between Compartments

The Security Kernel should provide a trusted communicationchannel between com-
partments, i.e., a channel providing integrity, confidentiality, and authenticity of the
compartment’s configuration.

/O 70/ Trusted Path to Users

The Security Kernel should provide a trusted communicationchannel, i.e., a channel
providing integrity, confidentiality, and authenticity ofthe compartment’s configura-
tion, between compartments and local users. Moreover, the Security Kernel should
provide a trusted communication channel between itself andlocal users.

/O 80/ Secure Persistent Storage

The Security Kernel should provide data containers to persistently store information
providing (at least) the following list of security properties:

• Integrity: Allow the compartment to detect an integrity violation.

• Confidentiality:

– Security Kernel:Allow a compartment to bind information to the Security
Kernel.

– Compartment : Allow a compartment to bind information to a compart-
ment configuration.

– Role:Allow a compartment to bind information to a specific user role.

Freshness:Allow compartments to store information such that a replay attack
can be detected.

/O 90/ Data Availability after Security Kernel Update

The Security Kernel should ensure the availability of user data not bound to a specific
Security Kernel version after a Security Kernel update providing the same security
properties.

/O 100/ Data Availability after Compartment Update

The Security Kernel should ensure the availability of user data not bound to a specific
compartment version after a compartment update providing the same security proper-
ties.
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/O 110/ Data Availability after Security Kernel migration

The Security Kernel should ensure the availability of user data not bound to a specific
Security Kernel version after a migration to another Security Kernel providing the same
security properties.

/O 120/ Data Availability after IT-environment migration

The Security Kernel should ensure the availability of user data not bound to a spe-
cific IT- Environment after a migration to another IT-Environment providing the same
security properties.

• an update of the Security Kernel,

• an update of aCompartment ,

• a migration to another Security Kernel,

• a migration to another IT-environment

4.2.5 Security Requirements

/SR 10/ Integrity of the TCB

The TCB should be protected from manipulations to guaranteethe enforcement of
security policies. No modification of the TCB must be allowed, except for changes
that have been authorised by theAdministrator .

/SR 20/ Confidentiality and Integrity of Application Data

Application data should remain confidential and integer during execution and storage.

/SR 30/ Trusted Path to User

The inputs/outputs of the application a user interacts withshould be protected from
unauthorised access by other applications.

/SR 40/ Trusted Channel between Trusted Compartment and External Parties

Trusted channels must be provided to allow remote parties tointeract with the Security
Kernel system while being assured of its well-behaviour andits willingness to conform
to their security policy.

/SR 50/ Information Flow

Information flow should only be possible where allowed by thesecurity policy6. Pri-
marily, eavesdropping on another, non-cooperating compartment must be foiled.

6Covered channels may still exist, but due diligence must be taken to minimise their impact.
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4.2.6 Supplementary Requirements

Preconditions

/PR 10/ L4-based resource management layer

L4 must offer a method of achieving access control for L4 IPC calls between different
L4 tasks (which constitute compartments).

/PR 20/ Trusted boot loader

A boot loader with TPM-support is required.

/PR 30/ TPM Interface Specification Driver

A TIS-Driver is required to use TPMs of version 1.2.

Required Criteria

In this section we present required criteria to realise supplementary requirements.

/MR 10/ L4 Support

The realisation of the use cases should be deployable on an L4-based architecture.

/MR 20/ Common Management Layer

Both the L4-based architecture and the Xen-based architecture should offer the same
interface to the legacy OS (Linux).

/MR 30/ Single-user Support

The security architecture should support at least one user.

/MR 40/ Trusted Compartment

The product should support one untrusted and one trusted compartment at least.

/MR 50/ TPM Support

The Security Kernel should support a TPM of version 1.2 (or higher) to protect the
Security Kernel integrity.

/MR 60/ Virtualisation

The product should not prevent a virtualisation of the security kernel or executed com-
partments technically. However, attacks using virtualisation attempting to compromise
system integrity have to be considered.

Desired Criteria

/DR 10/ Multi-User Support

The Security Kernel should be able to handle multiple users.
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/DR 20/ Multiple compartments

The product should support multiple compartments.

Execution Environment

Software:

• Microkernel-based Architecture

– Fiasco L4V2µ-kernel

– L4Env V0.2

– L4-Linux

Hardware:

• Intel LaGrande Platform

• AMD Pacifica Platform

• TPM 1.2 Platform

Development Environment

This section specifies hard- and software that developers need at least to implement the
Security Kernel successfully.

Software:

• Linux 2.6.x

• gcc 3.4.x

• eclipse-3.1

• Borland Together 6.2

• AMD Pacifica Simulator

Hardware:

• Intel LaGrande Development Platform

• AMD Pacifica Development Platform

• TPM 1.2 Development Board

• VESA 2.0 Graphics adaptor
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4.3 High-Level Software Architecture Specification

4.3.1 Security Model

Currently, we assume sHype as the underlying security model. sHype is a security
model that is able to enforce different Mandatory Access Control policies like Bell
La-Padula or Chinese Wall. It uses an sHype security serviceto enforce these policies
based on a virtualisation layer. So compartments running onthe virtualisation layer
are able to communicate with or access other compartments asit is specified in a se-
curity policy. Therefore, a list of security labels (colours) is assigned to every object
and every subject and e.g. components marked with the same colour are allowed to
communicate.

Users

A list of security labels is assigned to every user. So far, weidentified the following
user roles:

• Owner: The entity that owns the platform running the Security Kernel. The
owner can be a private person, or a company.

• User: A local entity that is authorised to use the Security Kernel in certain ways.

• Client: A remote entity that uses the Security Kernel in certain ways.

Subjects

So far, we identified the following types of subjects: A compartment running on top
of the Security Kernel. More concretely, a set of threads that share a set of address
spaces. Security attributes of subjects are:

• Explicitly: A session object defining the user/roles attached to that subject.

• Explicitly: A list of subject roles defining the subject’s capabilities.

• Explicitly: A list of resources.

• Implicitly: A list of security labels.

Subject Roles Subject Roles define the required capabilities of a subject to perform
a certain task. Examples of such roles are:

• Application: Needs read access to naming service.

• Service: Needs write access to naming service.

• Video Driver: Needs access to a PCI/AGP device and physical memory of a
specific range.

• Browser: Application that needs access to a network and storage.

• Mailer: Application that need access to network, address book, and storage.

• GUI: Service that needs access to video driver and input driver.
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Resources

So far, we identified the following types of resources:

• CPU cycles: Explicit

• Memory page: Explicit or shared

• Physical Memory (PCI-mapped)

• Thread: Explicit

• Interrupt: Explicit

• PCI Bus: Explicit

• PCI device: Explicit

• I/O Port: Explicit

• Frame buffer: Explicit

Objects

So far, we identified the following objects:

• Session: An object defining the attributes of the user/rolesassigned to a subject.

– User: type user

– Security label

• Container: (e.g., Partition, Hard disk, File, USB-partition etc.). A Data Con-
tainer that guarantees security properties like integrity, confidentiality, binding,
freshness, etc. Security Attributes are:

– A security label

– A security policy defining who is allowed to do what.

• Network: An output channel or input channel (or both) to an external network.
Security Attributes are:

– A security label

– A security policy defining who is allowed to do what.

– (Optionally) a VPN authentication secret.

• Frame buffer: An output channel and input channel to a local user. Security
Attributes are:

– A security label
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Mandatory Access Control (MAC): On the level of the Mandatory Access Con-
trol, the Security Kernel only knows about domains and operations between them.
Domains are logical groups of objects and subjects, while the possible operations are
read() and write(). The . Mandatory Access Control securitypolicy mainly defines
information flows (none, read-only, write-only, and read-write) between domains. The
main security objective of the Security Kernel is to enforcethis information flow secu-
rity policy.

In addition to the information flow policy between domains, certain properties of
domains can be defined by the administrator. Until now, the following properties have
been identified:

• Storage: enforce/prevent/allow one of the following security properties - In-
tegrity, freshness, domain-binding, user-binding

• Network: VPN Key

• Capabilities: List of actions allowed to other domains

• Compartments: Required properties of compartments (i.e.,applications)

Currently, we assume that only one domain is assigned to an object.

Discretionary Access Control (DAC): In contrast to the mandatory access control
policy described above that is defined by the administrator,the discretionary access
control policy is defined by theownerof each object.

Subjects, Objects, and their Attributes: We identified the following objects and
their attributes:

• Owner: Property, Role

• Object: Domain, Owner

• Process: Domain, Role, Property

• Secure Container: Domain, Owner

• Virtual Network: Domain, Owner

We identified the following subjects and their attributes:

• User/Roles: Domain

• Processes: see above

4.3.2 Logical View

Overview

Legacy operating systems and security-critical applications are executed on top of
the Security Kernel security architecture including the underlying hardware (see Fig-
ure 4.3).

Within the Security Kernel security kernel package, we identify the following sig-
nificant sub-packages:
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Figure 4.3:Basic System Architecture.Trusted parts of the system are shown in red,
untrusted parts in blue

• Compartment Management

• User Management

• Trusted Storage

• Trusted Network

• Trusted Channel

• TPM Virtualisation

Architecturally Significant Design Packages

Figure 4.4 gives an overview of the architecturally significant design packages includ-
ing dependencies between them.

Compartment Management: The package Compartment Management is responsi-
ble for the creation, deletion, and update of new compartments and for the translation
of high-level security policies into low-level access control rules enforced by the Se-
curity Kernel. Moreover, this package provides information about compartments to be
used by other compartment to determine trust relationships(see Figure 4.5).

The package includes the following logical classes and components:

• Compartment Manager (CM)

• Property Provider (PP)

The CM is the main component of the compartment management package pro-
viding a public interface to start respectively stop new compartments and to manage
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Figure 4.4: Significant design packages and their dependencies.

-value -myID

«datatype»
CompID

«datatype»
ByteString

CompartmentManager

+ start(comp : ByteString) : CompID
+ load(lib : ByteString)
+ kill(comp : CompID)

Compartment
- myID : CompartmentManagement::CompID
+ Compartment()

-name

«datatype»
String

Property
- name : String
- value : ByteString

«service»
PropertyManager

+ getProperties(comp : CompartmentManagement::::Compartment) : List<Property>
+ getCompartments(props : List<Property>) : List<CompID>

Figure 4.5: PackageCompartment Management

shared libraries. Internally, the CM ‘measures’ compartment properties before execut-
ing them according to a defined policy. A common example of measuring would be to
hash the image of the new compartment. Another responsibility of the CM is to restrict
the compartments to be started and to derive their capabilities.

The responsibility of the PP component is to offer the measurement results to other
compartments. According to a given security policy, compartments can query prop-
erties of other compartments to determine the trustworthiness of these compartments.
The PP also includes the functionality of a naming service, i.e., it provides a mapping
between service interfaces and compartment identifiers.

Secure User Interface: The packageSecure User Interface provides access to
the I/O interfaces used by the local user, i.e., output devices like the video card and
input devices like keyboard and mouse. Figure 4.6 illustrates the design model of the
Secure User Interface package.
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UserInterface
- inputs : InputDevice
- outputs : OutputDevice
+ refresh(region : Region)
+ notify(msg : String)
+ close()

OutputDevice

-inputs

-outputs

UserInterfaceManager

+ open() : UserInterface

InputDevice

Figure 4.6: PackageSecure User Interface

User Manager

+ manageSubjects()
+ selectSubjects()
+ selectSubject() : Subject
+ authenticateSubject(subject : Subject) : SubjectSecret

SubjectSecret

Subject
- myID : SubjectID

Figure 4.7: PackageUser Management

User Management: The packageUser Management provides functions to create,
delete, select, and authenticate subjects, which are platform-global entities. Despite its
name, such a subject needs not be a user in the classical sense, but could also be a
role, group, or other principal. Figure 4.7 illustrates thedesign model of theUser
Management package.

The general idea behind this design is that the classUserManager completely
hides the concrete implementation of the user model, e.g., role-based, users/groups as
in many Unix’s, or smart-card-based. Since the internals are hidden, the classUser-
Manager has to provide its own management interface invoked bymanageRoles().
Even the authentication of subjects is performed by the class UserManager itself. To
allow other compartments to bind data to subjects, UM returns an authentication secret
SubjectSecret on successfull authentication.

Trusted Network: The packageTrusted Network offers compartments the func-
tionality to access virtual and physical networks connected to the Security Kernel.
From the compartment’s perspective, access a physical network cannot be distin-
guished from a virtual private network. Both are ”seen“ as separated network inter-
faces. Figure 4.8 illustrates the design model of theTrusted Network package.

PackageIntegrity Management: The packageIntegrity Management offers com-
partments the functionality (i) to attest properties and (ii) to createtrusted channels,
i.e., secure channels to remote entities that are bound to certain compartment proper-
ties. Figure 4.9 illustrates the design model of theIntegrity Management package.

Trusted Storage: This package features secure and trusted persistent storage that is
used to enforce a variety of security properties. Figure 4.10 illustrates the design model
of theTrusted Storage package.

Currently, the following security properties are defined:

• Integrity: Integrity protection enforces checking content for alteration.
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«service»
NetworkManager

# create() : NetworkManagement::::::Network
# delete(net : NetworkManagement::::::Network)
+ getNetworkList() : List<Network>

«service»
Network

- myNetworkPolicy : NetworkPolicy
+ send(p : NetworkManagement::Packet)
+ receive() : NetworkManagement::Packet
+ getNetworkPolicy() : NetworkPolicy

NetworkPolicy

+myNetworkPolicy

Figure 4.8: PackageTrusted Network

-pubCert

PrivatePropertyCredential

BindingData
- pubCert : PublicPropertyCredential
- privCert : PrivatePropertyCredential

PropertyCertificate

-privCert

IntegrityManager

+ attest(props : List<Property>) : PropertyCertificate
+ bind(props : List<Property>) : BindingData
+ unbind(cert : PrivatePropertyCredential, cipher : ByteString) : ByteString

PublicPropertyCredential

Figure 4.9: PackageIntegrity Management

Block

-myPolicy

Container
- myPolicy : ContainerSecurityPolicy
+ open()
+ close()
+ load(id : BlockID) : Block
+ store(id : BlockID, block : Block)
+ getPolicy() : ContainerSecurityPolicy

ContainerSecurityPolicy

StorageManager

# create(policy : ContainerSecurityPolicy) : Container
# delete(c : Container)
+ getContainerList() : List<Container>

Figure 4.10: PackageTrusted Storage
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Figure 4.11: PackageVirtual TPM

– Basic Integrity Checking:Basic integrity checking verifies that content was
not maliciously altered by another party, but allows replays of earlier states,
e.g., to allow backups.

– Freshness:Protects integrity, but additionally prevents restoring of earlier
states.

• Confidentiality:To protect the confidentiality of information, data can be bound
to the following architectural abstractions:

– Compartment Binding:Ensure that only compartments with an identical
configurationcan access the information.

– Subject Binding:Ensure that information can only be accessed if the ap-
propriate subject has been authenticated.

– TCB Binding:Ensure that information can only be accessed by a TCB with
an identicalconfiguration.

Each stored item can be protected by any combination of the binding options, while
compartment bindingimpliesTCB binding, andfreshnessimplies integrity.

Virtual TPM: This package offers compartments a virtual TPM instance. Such a
virtual TPM is unaffected by any change made to another virtual TPM, and offers the
functionality defined by the TPM specification of the TCG. Figure 4.11 illustrates the
design model of theVirtual TPM package.

Use-Case Realisations

The corresponding use-cases were described in section 4.2.3 and Appendix A.3.

/ UC 10 / Initialisation

A user activates the Security Kernel. It executes a secure boot sequence in order to
establish a chain of trust from some trusted instance (e.g.,a hardware TPM).

/ UC 30 / Start Compartment

A client that intents to start a new compartment invokes theCompartment Manage-
ment Service and provides it with the image and configuration parameters to be used
for the compartment. TheCompartment Management Service loads and measures
the image and the configuration parameters (the image being instantiated according
to the given parameters). The measurements taken are storedusing theConfiguration
Provider 7. As the end result of the start compartment invocation, theCompartment

7The measurements can be retrieved from theConfiguration Provider at a later time by, e.g., a
Compartment for attestation purposes.
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Management Service passes theCompartmentID of the created compartment to
the client. ACompartmentID is generated in a way that prevents collisions with pre-
viously generated IDs (even if the corresponding compartments no longer exist).

/ UC 40 / Start Legacy Operating System

In this special case of / UC 30 /, the compartment to be startedis a legacy operating sys-
tem, the configuration parameters of which may include the file system images utilised
by the legacy OS.
As in / UC 30 /, the client that intends to start the new compartment invokes theCom-
partment Management Service, this time providing it with the image and config-
uration parameters of the legacy OS, e.g., Linux. TheCompartment Management
Service loads and measures the Linux kernel including its configuration (i.e., com-
mand line) parameters. After that, the Linux kernel is responsible for the continuation
of the layered secure boot process – for example, by measuring a file system that it
intends to mount.

/ UC 50 / Stop Compartment

A client that intents to stop a compartment invokes theCompartment Management
Service and provides it with theCompartmentID of the compartment to be stopped.
The Compartment Management Service stops the compartment and releases the
resources associated to it. This includes the measurement values stored by theConfig-
uration Provider. After that, theCompartment Management Service informs the
Client about the result of the operation.

/ UC 70 / Store Data

Store (and load) require a component which handles providing trusted non-volatile
storage. The store use case is realised with the help of several other components. De-
pending on the protection options selected, different processing needs to be carried out.
If content is supposed to be bound to a compartment configuration, theConfiguration
Provider is queried for that configuration of the storing compartment. This informa-
tion is stored in metadata, which is held confidential and freshness-protected. For this
option, as well as TCB binding, the data is transformed usingan internal key of the
Transformer.

User binding is done similarly, however, encryption and decryption keys are han-
dled by theUser Management Service, which is queried for an encryption key for
the specified user. Role hierarchies and other “special semantics” need to be imple-
mented in theUser Management Service.

Simple integrity checking is achieved by attaching an unforgeable signature to
the data object, while freshness can be realised by maintaining said signature in the
freshness-protected metadata.

/ UC 80 / Load Data

Loading data is realised very similarly to / UC 70 /. The storage component needs
to access its metadata to determine what protection optionswhere specified for the
requested piece of data, and if it is even known. If a piece of data is unknown, this
results in an error.
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If the data is indeed known, it is retrieved fromNon-Volatile Storage, and its
integrity is verified if so demanded by the metadata. Any encryptions are removed
in reverse order (depending on the order of encryption whichis utilised in / UC 70 /),
making interactions with the same components as in / UC 70 / necessary. TheStorage
Service will decrypt data encrypted in such a way if and only if the configuration
recorded in metadata matches the current configuration of the loading compartment.

/ UC 240 / Local Trusted Channel

A Client requests a trusted channel to aCompartment from the Trusted-
ChannelEstablisher. The TrustedChannelEstablisher invokes theConfigura-
tionProvider to obtain aConfiguration of the Compartment , and provides it to the
Client . It also opens a secure channel from theClient to the Compartment ; the
Client can then use theConfiguration to decide if the channel is trusted.

To enforce least privilege,TrustedChannelEstablisher maintains a policy about
which compartment may receive the configuration of another compartment in order
to avoid unauthorised compartments from obtaining configurations of other compart-
ments.

/ UC 240 / Remote Trusted Channel

A RemoteClient requests a trusted channel to aCompartment from the Trust-
edChannelEstablisher. The TrustedChannelEstablisher queries theCompart-
mentManagementService for the Configuration of the requested destination
Compartment and generates an asymmetric key pair (PublicKey, PrivateKey) and
aCertificate on the generated key. The certificate states that the keypairhas been gen-
erated for aCompartment which – at the time of the request – possessed the stated
Configuration. BothCertificate andPublicKey are sent toRemoteClient which ver-
ifies the signature and verifies thatConfiguration conforms to its policy. A successful
validation implies thatPrivateKey is “bound” to Configuration, and that data en-
crypted withPublicKey is therefore “bound” toCompartment . Thus, an encrypted
communication channel can be established usingPublicKey, which guarantees con-
fidentiality, integrity, and (if communication is successful) the correct configuration
(otherwise, decryption would fail).

/ UC 290 / Remote Trusted Channel via Proxy

A trusted channel betweenRemoteClient andCompartment usingProxy is realised
by establishing a trusted channel betweenRemoteClient andProxy (see / UC 240 /)
and a local trusted channel betweenProxy andCompartment (see / UC 240 /). The
Proxy then transmits theConfiguration of Compartment to theRemoteClient .

/ UC 250 / Remote Attestation

Attestation is realised as a trusted channel (cf. / UC 290 /) where no actual data except
a nonce is being sent. TheRemoteClient sends a nonce via the trusted channel to the
destinationCompartment . ThatCompartment proves its ability to decrypt the nonce
to RemoteClient which can then be sure that theCompartment is currently config-
ured as described in theCertificate which was transferred during the establishment of
the remote trusted channel.
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/ UC 300 / TPM usage

A compartment uses the interface defined by the TPM specification of the TCG. It con-
nects to theTPM Interface, which provides it with theCompartmentID of a vTPM
instance. With theCompartmentID, it performs a compartment configuration query
(see / UC 260 /) to verify the trustworthiness ofvTPM.

4.4 High-Level Design of a Secure Virtual Private Net-
work

This section provides a high-level design of a secure Virtual Private Network for the
PERSEUS security framework. A use case model and an analysisof such a VPN mod-
ule are presented, and the design of an L4-based server (“bridge server”) implementing
virtual networking – which is required for the secure VPN – isdescribed.

A prototype of such a secure VPN solution, called Turaya-VPN, was implemented
within the EMSCB project.

4.4.1 Introduction

Encryption systems are widely used to protect stored and communicated data from
unauthorised access. Application areas include device (e.g., hard disk) encryption as
well as Virtual Private Networks (VPN).

Unfortunately, most software-based encryption products suffer from various vul-
nerabilities such as insecure storage and usage capabilities for security-critical crypto-
graphic keys and operations. The underlying operating systems cannot prevent other
(potentially malicious) applications from gaining accessto the critical key data. The
reasons lie in conceptual weaknesses of common computing platforms, in particular in
insecure OS architectures. This is evident by the huge number of exploits and constant
security updates. We present a security architecture that allows secure, reliable and
user-friendly encryption of TCP/IP communication. The security architecture strongly
isolates the secret (key) information and all related security-critical operations from
the operating system. A security software layer is installed between the hardware layer
and the operating system layer to isolate the legacy operating system (including legacy
applications) from security-critical applications. Thisis similar to a hardware based
solution but far more cost-effective. Moreover, the architecture is capable of using
Trusted Computing functionalities to protect the secret information and to assure soft-
ware integrity during the booting process of the system.

Structure of this Section. Section 4.4.2 provides an overview of our requirements
and an analysis of a secure Virtual Private Network. Since this analysis assumes the
availability of virtual networking, the following section4.4.3 introduces an L4-based
server that can provide such a virtual network.

4.4.2 Requirement Specification

Overview

This section presents our requirements for a secure VirtualPrivate Network (VPN) in
the form of a use case model.
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The solution has to establish a VPN by using the security platform and there-
fore facilitate protected communication with servers (webservers, email servers, news
servers, etc.) in a protected intranet. The solution must ensure that a user within an
insecure network gets secure access to a protected area. Thecommunication between
the user and the secure area is protected by the OpenTC security platform. The secret
required for establishing the connection is managed by OpenTC. The user operating
system has no access to the information.

The bridge server is an isolated network driver for OpenTC. The main goal of the
bridgeserver is to outsource the DMA-enabled network drivers8 in an isolated compo-
nent that may additionally contain virtual private network(VPN) and firewall function-
ality. Clients open (and close) a network device, and read from (and write to) a previ-
ously opened network device. Additionally the bridgeserver allows to enforce access
control on which clients may open a network device and provides a simple manage-
ment interface. The client interface as well as the management interface should be as
simple as possible to be easily adaptable to a generic character device driver interface.

Security Environment

This subsection describes the security aspects of the environment in which the SVPN
is intended to be used and the manner in which it is expected tobe employed.

The OpenTC security platform ensures that the secret required for establishing the
connection is kept in safe custody. The user operating system gets no access to the
secret. This ensures that compromising the user operating system does not endanger the
security of the whole VPN, because the secret is not within reach of the user operating
system.

Assumptions

A description of assumptions shall describe the security aspects of the environment in
which the SVPN will be used or is intended to be used. This shall include the following:

• information about the intended usage of the SVPN, includingsuch aspects as the
intended application, potential asset value, and possiblelimitations of use; and

• information about the environment of use of the SVPN, including physical, per-
sonnel, and connectivity aspects.

/A 70/ Correct hardware

The underlying hardware (e.g., CPU, devices, TPM, ...) is non-malicious and behaves
as specified.

/A 80/ No man-in-the-middle attack

An attack using a dummy device that relays the whole communication between the
user and the platform to another device does not happen.

8DMA (Direct Memory Access) allows a device to access main memory directly. A malicious device
driver can misuse DMA to read out confidential data from main memory.
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/A 90/ Trusted Administrator

The compartment administrator of the system must be trustedsince he will have access
to all encrypted data.

Threats

A description of threats shall include all threats to the assets against which specific
protection within the SVPN or its environment is required. Note that not all possible
threats that might be encountered in the environment need tobe listed, only those which
are relevant for SVPN operation.

/T 160/ Key spoofing

An adversary may try to eavesdrop the cryptographic key usedfor encryption/decryp-
tion.

/T 170/ Spoofing of authentication information

An adversary may try to eavesdrop the user authentication information.

/T 180/ Key manipulation

An adversary may try to violate integrity requirements of the cryptographic key used
for encryption/decryption.

/T 190/ Faked user interface

An adversary may try to deceive users by a platform providinga faked user interface.

/T 200/ Faked identity

An adversary may try to bypass control mechanisms by pretending a faked identity.

/T 210/ Software manipulation

An adversary may try to violate security requirements by maliciously manipulating the
security kernel.

/T 220/ Device driver manipulation

An adversary may try to manipulate device drivers such that hardware functions (e.g.,
direct memory access) are used to violate security policies.

Use Case Model

Additional use cases can be found in Appendix A.4.
The use case “Client Authentication” describes how a clientprocess (e.g. a

browser) from the user system accesses a server (e.g., a web server) located in a pro-
tected intranet. To obtain access to the server’s service itis necessary that the SVPN
system establishes a protected channel to the corresponding intranet gateway server
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Figure 4.12: Use Case: Client Authentication

on request of the user system. Subsequently, the client process is able to exchange
confidential data with the server.

At this point, the user system has to authenticate itself at the server. The authen-
tication is carried out by a secret protected by the SVPN system. Every user system
request is proceeded through the OpenTC security platform to the SVPN system, gets
encrypted there and is transmitted to the gateway of the protected intranet. Additionally
to the encryption, the integrity of the data transmitted from the gateway of the protected
intranet is also ensured.

Consequently, two communication channels with different security properties ex-
ist. The communication channel between the user system and the SVPN system is
managed and protected by the OpenTC security platform. The communication channel
between the SVPN system and the gateway of the protected intranet obtains its secu-
rity by an encrypted connection. The secret required for establishing the connection is
protected by the SVPN system and not accessible by the user system. The encryption
is transparent for the user system.

Roles and Actors

Role Client The client wants to access a network (e.g., Internet, Intranet, Virtual
Private Network, WLAN).

Role Server The server provides network access and enforces access control.

Role Compartment An isolated compartment that is running locally on top of the
Security Kernel.

Role AuthorizedEntity An authorised combination of user, compartment, and plat-
form specified by a security policy.
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USE CASE UNIQUE ID / UC 20 /
TITLE Create Connection
DESCRIPTION A client process running on the user system

wants to establish a connection to a server in
a protected intranet.

RATIONALE The server demands an authentication (pre-
shared key, certificate, . . . ) to approve a con-
nection establishment. While establishing the
connection, a session key, which is used to en-
crypt the subsequent communication, is trans-
mitted securely.

ACTORS Server, client
INCLUDES Authentication
PRECONDITIONS The client requests data from a server.
POSTCONDITIONS Once a connection is established, the client is

able to access all data provided for it.
NORMAL FLOW

1. The client sends a request for connection
establishment to the server.

2. The server demands the client’s authenti-
cation.

3. The client authentication is successful.

4. The server approves the connection es-
tablishment of the client.

ALTERNATIVE FLOW

1. The client sends a request for connection
establishment to the server.

2. The server demands the client’s authenti-
cation.

3. The client authentication fails.

4. The connection establishment is aborted.

Functional Requirements

/FR 10/ Network Device Selection

Clients may choose different network devices to open by connecting to different bridge-
server instances.

/FR 20/ Fast Communication

The bridgeserver realises String IPC. Shared memory communication via the Drops
Streaming Interface (DSI) is planned for a later release.
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/FR 30/ Packet Scheduling

The bridgeserver realises best effort packet delivery.

/FR 40/ Network Transparency

The bridgeserver offers full transparency of packet/framedelivery on all network lay-
ers, i.e., no packet/frame headers are parsed or modified. Packet/frame processing
(e.g., masquerading) is done by common Linux system components such as netfilter
and racoon.

Security Requirements

This part defines the security requirements that have to be satisfied by the SVPN.

/SR 60/ Access Control

The management interface should implement a rudimentary access control. The task
IDs9 of applications that have permission to open a network device should be explicitly
defined over a management interface.

/SR 70/ Denial of Service

Denial of service of the bridgeserver is prevented by the L4 (round robin) task sched-
uler, i.e., each application only has a limited amount of time to occupy the bridgeserver.

General Architecture Description

In the context of the OpenTC environment, a certificate-based VPN shall be imple-
mented. The following requirements to the communication channel are made:

• Integrity of the transmitted data

• Confidentiality of the transmitted data

The host system which is operated by the user. The VPN described above is based
on a security platform such as OpenTC. All platform securityaspects are also reflected
by and part of the security mechanisms of the complete system.

In the following, we will distinguish between the user system (e.g., Linux) and the
Platform-VPN system. Both work on a host system and are managed by the OpenTC
security platform. The user system is the user operating system the user interacts with.
Every input (keyboard, mouse, etc.) is processed by the usersystem. The Platform-
VPN system is executed in parallel through the security platform on the same host
system. Every network request of the user system is forwarded to the Platform-VPN
system by the core security platform. There, the requests are classified and processed
according to their security property. This can mean that thePlatform-VPN system
establishes a secure connection to a protected intranet gateway and the data transmitted
are encrypted.

9A task ID unambiguously identifies an application during runtime.
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Figure 4.13: Architecture Overview

4.4.3 Design of Virtual Networking for L4

In this section the design of the bridgeserver implementingvirtual networking, which
is required for the secure VPN, is described.

Architecture Description of the Bridge Server

The architecture of the bridge server is illustrated in Figure 4.14. Clients and server use
a Linux TUN device driver which provides a virtual network interface. Communication
between client-side and server-side TUN interfaces is implemented with the L4 Inter-
Process-Communication (IPC) facility.

Implementation

Figure 4.15 illustrates the client-server protocol. Client and server first initialise a vir-
tual network device (tun device). The server task registersitself at the naming service
so that the client task can do an open()-call. Upon successful completion of the open()-
call, client and server maintain a mapping from each other’sthread id to their virtual
local network device. Ethernet frames written to a virtual network device are then
transferred via IPC to the peer task.

Command line synopsis

The command line options for the bridgeserver set the bridgeserver in client or server
mode, and specify the number and names of the virtual networkinterfaces (TUN

Open_TC Deliverable 05.1



CHAPTER 4. L4 SECURITY SERVICES 87

Bridgeserver-eth0
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fd0tun0

eth0

wlan0

fd0 tun0

tun1
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Routing

tun2

IPC0 IPC0

Client2

fd0tun1 fd1TUN/TAP String IPC TUN/TAP
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Figure 4.14: Bridgeserver Architecture

open() 

Client Bridgeserver

- create tun-device
- ask naming service
  for "bridgeserver"
- map tun-device to server 
  thread id
- call open()
- server_loop()

- create tun-devices
- register main thread 
  as "bridgeserver"
- server_loop()
- on open() call:
  map tun-device to client
  thread id

write(frame)

write(frame)

Figure 4.15: Protocol

devices):

bridgeserver2 -c|-s <tun-device> [<tun-device> ...
<tun-device>]
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Chapter 5

Security Services Management
S. Cabuk, D. Plaquin, C. I. Dalton (HPL)

This chapter introduces a hypervisor-agnostic integrity management solution that em-
ploys Trusted Computing technology in ways to provide a moreflexible and dynamic
trust management scheme for virtualised platforms. First,specifics of an abstract in-
tegrity management model are detailed that is agnostic to the underlying platform and
the component structure. Then, a security services management framework (SSMF) is
presented that (1) hierarchically represents security services on virtualised platforms,
(2) keeps track of their static and dynamic measurements, (3) manages their security
credentials while regulating the access to them, and (4) allows third-parties to attest
their integrity.

5.1 Integrity Management Model

In this section, the integrity management model that provides a fine-grained and a dy-
namic view on what to trust and under what conditions to do so is introduced. The
model is centred around two key concepts: First, a tree-based representation describes
the component hierarchy in a platform based on the integrityrelations between the com-
ponents. Second, the dynamic measurement model enhances the current static TCG
model and enables more flexibility in terms of component integrity measurement. The
model is additionally evaluated in comparison to the TCG model. In brief, the model
provides (1) a finer-grained representation of platform components, (2) a more scal-
able and efficient measurement model, and (3) a more flexible integrity management
scheme that enables components to switch between differentmodes of operation with-
out requiring a restart.

5.1.1 Objectives and Definitions

Our model is based on the Trusted Computing technology, hence we borrow some of
the basic terminology, constructs, and mechanisms from theliterature [7, 101]. In par-
ticular, integrity measurements and immutable logs (i.e.,logs that cannot be modified
and provide trustworthy evidence) are the building blocks of the design.

88  
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Design Objectives

The model is designed to provide generic integrity management functionalities to sup-
port a large range of platform components (e.g., security services) while minimising
the software complexity for its implementation. Hence, theobjectives are two-fold:

Generic Trust Management.The primary objective for the management model is to
devise a generic management interface that is not bound to the underlying platform ar-
chitecture and the component structure. That is, the model is agnostic to usage models
and component types.

Minimal Trusted Computing Base.The secondary design objective is to minimise
the set of components that require hardware-protected immutable logs for a minimal
Trusted Computing Base (TCB)1. Hence, a side objective is to define the critical set of
platform components that are required to be in this set and extend the trust chain to the
rest through the functionality provided by this minimal set.

As a final note, this work is different from the on-going research that focuses on
reducing the TCB size that yields a smaller trusted OS [59] (e.g., Dom0 in Xen [8]).
Although, we are particularly investigating a similar problem for an integrity manage-
ment framework.

Component Structure

The scheme introduced in this section manages the integrityrelation between platform
components. Below, a semi-formal definition of a platform component is provided that
is generic enough to comply with the first design objective stated above.

Component definition.A component (C) is a generic platform entity that can
change the state of the platform through execution. As an example, a component can
potentially be a service residing in a virtual domain (as in Section 5.2) or a group of
such services. Alternatively, a component can be the virtual domain itself if the man-
agement model is used to represent the integrity dependencybetween virtual domains.
Hence, the exact granularity in defining platform components depends on the granular-
ity of integrity management that is required on the platform.

Nevertheless, this abstract definition of a component is enhanced below while keep-
ing its generality. In particular, a component is comprisedof:

1. An execution environmentEnv in which the functionality group executes.

2. A configuration groupΦEnv that defines the parameters forEnv.

3. A functionality groupF : (SEnv, ΦEnv) → S′
Env that provides the necessary

component functionality and changes the platform state fromS to S′ that is local
to Env.

In addition to these, a component is required to employ a Measurement Agent (MA)
(e.g., either as part of its implementation or as a plug-in) that will monitor ongoing
changes made to the component structure.

A central point that will allow us to devise a component hierarchy is the concept of
the execution environment. We claim that if a componentC ’s state changing impact

1In this work, the TCB is equivalent to the set of components whose measurements are stored on trusted
hardware (e.g., on a Trusted Platform Module).
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PARENT DYNAMIC COMPONENT

CHILD DYNAMIC COMPONENT

DYNAMIC
TRUSTED ENTITY

Integrity Metrics Manager
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Static Register

Dynamic Register

Policy MA
EnvΦF

Figure 5.1: A parent and a child dynamic component coupled with the child compo-
nent’s dynamic trusted entity.

(through execution or changes made to the component) is contained within its execu-
tion environment, then the integrity of the components residing outside this execution
environment will remain unaffected through this state change. The level of isolation
that can be guaranteed by the execution environment dependson the technology used to
implement such an environment. An example execution environment with such capa-
bility is the Java virtual machine (JVM). Another example are virtual domains running
on secure hypervisors that are hosted directly on hardware (e.g., Xen) or within a host
operating system (e.g., VMware).

Component types.A component can be of static or dynamic type. Static com-
ponents comprise the minimal set of components that reside in the TCB and provide
trust management functionality to the rest of platform components (i.e., dynamic com-
ponents). These components serve as the software root-of-trust for their descendant
components in the component hierarchy and offer protected storage, dynamic measure-
ments, and cryptographic operations through trusted interfaces (i.e., dynamic trusted
entities as explained in the following section). A platformcomponent that is not a
static component is a dynamic component. Dynamic components use trusted inter-
faces provided by the closest static component in the hierarchy, for example, to request
access to secrets stored in persistent storage on behalf of them. The specifics of the
access are controlled by a policy that is enforced by the static components.

5.1.2 Hierarchical Integrity Model

Each dynamic componentCi is created by its parent componentCi−1 within the par-
ent’s execution environment. When such a dynamic componentis launched by a parent
component, a special type of trusted entity is associated with it on a one-to-one basis
(this special type of trusted entity is hereinafter called a“dynamic trusted entity” – or
‘DTE’ – to indicate that it is related to a dynamic component). The DTE is a trusted
entity that runs in a trusted environment (e.g., in a separate trusted compartment). As
depicted in Figure 5.1, the DTE has a persistent identity andinterfaces that provide
access to a static and a dynamic register that hold integritymeasurements made on the
dynamic component in protected storage.

Figure 5.2 shows a hierarchical arrangement of two dynamic components (Ci,
Ci+1) each with its own dynamic trusted entity (DTEi, DTEi+1). Each dynamic com-
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C(i) DTE(i)   .

C(i+1) DTE(i+1)

Figure 5.2: A hierarchy of dynamic components and their associated dynamic trusted
entities.

ponentCi is created by its parent componentCi−1 along with the associatedDTEi.
Hence, each child component’s execution environment is a subset of its parent’s exe-
cution environment. Thus, each componentCi can only have one immediate ancestor
(i.e., parent). The resulting dependency relation can be represented with a component
tree that is rooted in the root-of-trust of the trusted platform concerned.

In a real platform, these components form a dependency tree similar to the one il-
lustrated in Figure 5.3 in which each dynamic component (white circle) is associated
with a respective dynamic trusted entity DTE. The dynamic components are organised
hierarchically. In the figure, six dynamic components are shown, individually identi-
fied by the lettersB to G, but only the DTE of the dynamic componentE has been
shown for reasons of clarity. The DTE holds a persistent identity on behalf of the com-
ponent it represents. Further, it provides access to the static and dynamic registers of
the component that are actually stored in the protected storage by a static component
that forms the root componentA of the hierarchy; by way of example, Figure 5.3 shows
in protected storage the static and dynamic registers associated with the dynamic com-
ponent. The static component also holds the expected measurement values for each
descendant dynamic component.

The static componentA, like the dynamic components, preferably comprises a
functionality group, an execution environment, and a configuration group. Addition-
ally, it provides protected storage and cryptographic resources for use by the dynamic
components. The integrity manager of each DTE of Figure 5.3 primarily serves as an
interface to the static component. Dynamic components use these interfaces to update
their respective associated static and dynamic registers and to request access to other
secrets stored in protected storage on their behalf.

In this setting, the static component is part of the trusted computing base, TCB, of
the platform (the trusted computing base being the collection of entities, including the
static component, that can potentially affect the trustworthiness of the platform). The
trust chain of the platform extends from its root of trust (typically based on a hardware
trusted module) to the static component and then on through the hierarchy of dynamic
components, to the extent that their respective states justify this.

The static componentA holds data detailing the structure of the tree of dependent
components and the software to manage this tree. For simplicity, only a single static
component has been described in Figure 5.3, but the above-described arrangement can
be generalised to multiple static components each with its own tree. Dynamic com-
ponents do not possess any information about the tree structure except the identity of
their parent components (this information is held by the corresponding DTE).
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Figure 5.3: An example representation of platform component hierarchy with a single
static component (A) and an example DTE associated with the dynamic componentE.

5.1.3 Dynamic Measurement Model

In the following description of the measurement model, changes to which a platform
component may be subject to are divided into first (irreversible) and second (reversible)
types. The categorisation of a change as first or second type is component dependent,
being set in a ‘change-type’ policy associated with the component, but as a rule of
thumb:

• A change of the first (or irreversible) type is one that requires the component
to be restarted to re-establish its integrity. Such a changeis one made to the
integrity critical part of the component; that is, to the code or other data of the
component that has a potential impact on the ability of the component to im-
plement its intended functionality correctly. For convenience such a change is
referred below to as a “critical” change. An example of a critical change might
be a kernel loading a new driver in its memory or an application loading a plug-in
in its memory in a way that will affect its behaviour.

• A change of the second (or reversible) type is a change that isnot of the first type.
Such a change is one made to a non integrity-critical part of the component; that
is to code or other data of the component that has no impact on the component’s
ability to implement its intended functionality. A change of the second type is
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referred to below as a “non-critical” change. A particular example of a non-
critical change might be a configuration or mode change.

As an alternative definition, a platform component for whichsuch a classification
of changes is made and used in determining the integrity of the component is referred
to below as a dynamic component (“dynamic” because its trustworthiness may change
any number of times).

In addition to code providing the component’s intended normal functionality, a
dynamic component comprises a change-type policy element for use in determining
whether a change to the component is a trust-irrecoverable or trust-recoverable change,
and measurement agent(s) for measuring changes to the component itself. An appropri-
ate mechanism is provided for enabling the dynamic component to communicate with
its associated DTE. Both the change-type policy and the measuring agent, although
shown as part of the dynamic component, can be separately disposed while remaining
associated with the component.

An integrity measurement stored to the static register of the DTE in Figure 5.1
is combined with the existing value held in the register, that is, the register value is
extended (for example, in a manner similar to the way a PCR is extended). In contrast,
an integrity measurement stored to the dynamic register simply replaces the previous
value held in that register. The DTE further comprises an integrity metrics manager
providing the interface for storing integrity measurements and reliably reporting the
register values. The DTE may also allow access to the expected measurement values
for the component.

When the dynamic component is created, the parent componentacquires an in-
tegrity metric of at least those parts (code and other data) of the dynamic component
that have a potential impact on the ability of the dynamic component to implement its
intended functionality correctly, and puts the value of this metric into the static register
using the DTE. The parent component may also acquire an integrity metric of at least
those parts (code and other data) of the dynamic component that have no impact on the
component’s ability to implement its intended functionality, and puts the value of this
metric into the dynamic register using the DTE. From then on,the static register can
only be updated by the component itself (with the aid of the integrity metrics manager)
whereas the dynamic register can be updated (via the integrity metrics manager) both
by the component and the parent (assuming the latter has access to the policy or has
equivalent knowledge to be able to recognise a non-criticalchange).

The dynamic component is entitled to measure and report changes to its structure.
Thus, when a change is determined, the dynamic component measures its effected part
(that is, either its integrity-critical parts in the case ofa critical change or the non-
integrity-critical parts for non-critical changes). For acritical change, the resultant
measurement is used to extend the value in the static register, effectively creating a
permanent indication that a critical change has taken place. For a non-critical change,
the new integrity measurement simply replaces the previousvalue held in the dynamic
register.

Depending on the measurement values stored in both registers, the dynamic compo-
nent can be in one of three local integrity states: If the values in the static and dynamic
registers are consistent with the expected measurement values, the integrity is ‘intact’
(the component itself is trustable). If the value in the static register is consistent with
the expected measurement value but the value in the dynamic register is not, the in-
tegrity is recoverable. In all other cases, the integrity isirrecoverable. The relations
between these states is depicted in the state diagram in Figure 5.4.
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Figure 5.4: State diagram depicting platform component integrity states.

The foregoing arrangement enables a dynamic component thathas only been sub-
ject to non-critical changes to be restored to its trustablecondition and have this re-
flected in its integrity metric values stored in both registers. Also, a user may be willing
to trust a dynamic component which according to the expectedregister values known
to the DTE is in its recoverable state because the dynamic register matches an expected
value known to the user and not the DTE.

5.1.4 Evaluation of the Model

Lastly, the security model is evaluated in comparison to thecurrent TCG model. The
new security model has many advantages over the current one due to the level of flex-
ibility it provides. However, one has to prove certain isolation properties as a prereq-
uisite to employing the model. Therefore, the model may not be suitable for platforms
for which no such guarantees can be given.

Advantages

Manageability.The hierarchical dependency model (i.e., tree-of-trust) is an improve-
ment over the current solutions that offer linear models (i.e., chain-of-trust). If the
necessary isolation properties are guaranteed, the model provides a finer-grained in-
tegrity management solution that allows:

Better representation The hierarchical model enables components with no depen-
dency relation (in terms of integrity) build separate integrity chains. Thus, the
integrity of a component only involves the integrity of itself plus its ancestors.
As an example, in Figure 5.3, the integrity of componentE does not depend
on the integrity of the componentF . Therefore, one can still potentially trust
componentE even though componentF may be in an untrusted state.

Isolation Changes to the platform components are isolated only to the appropriate
branch of the integrity chain, thus do not affect the complete platform. As a
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result, a critical change will no longer require restartingand re-measuring the
complete platform but only the appropriate branch. Using the same example
from above, an irrecoverable integrity state for componentF only requiresF to
be restarted whileE can continue its operation.

Scalability The measurement model provides a more scalable scheme than the current
one because the latter requires hardware registers to storethe complete set of
integrity measurements. Because we use software measurements and store the
values in software registers in protected storage, our model can support virtually
infinite number of such measurements.

Dynamic measurements and adaptability.On-going monitoring and reporting al-
low components to reflect their latest state in a distributedmanner. This provides up-to-
date information about the platform components. Moreover,the dynamic measurement
model enables components to re-establish trust without requiring a complete restart un-
der certain conditions. This is particularly advantageousfor platforms with components
that change frequently and operate in various security modes.

Limitations

Two challenges are listed in implementing the new model. Thefirst challenge is to
prove both vertical and horizontal isolation properties for platform components. As
illustrated in Figure 5.3, horizontal isolation guarantees that components that do not
share the same execution environment (hence do not have an ancestry relationship –
such asC andD) do not have any impact on each other in terms of integrity. Similarly,
vertical isolation guarantees that a compromise on a child component’s integrity does
not compromise its parent’s integrity. As an example, should each VM residing on a
secure hypervisor be a platform component, then a compromised VM should not have
an impact on other VMs’ integrity (horizontal isolation) and on the secure hypervisor’s
integrity (vertical isolation). Our management model is orthogonal to both horizontal
and vertical isolation and relies on the underlying technology to provide such guaran-
tees.

The second challenge is to prove the non-critical nature of reversible changes (i.e.,
second type) on component structure and configuration that allow components to al-
ternate between a trusted and a less trusted state. The challenge here is to prove that
the change is reversible and does not have any future effectson the component in ques-
tion or any side effects on other platform components. Because proving both claims are
hard problems, a conservative approach is taken to deem mostof the changes as critical
(first type). In fact, only well-defined configuration related changes will be regarded as
reversible (second type).

5.2 Security Services Management Framework

In this section, the security services management framework (SSMF) is presented that
realises the abstract trust management model described in the previous section for vir-
tualised platforms. The framework mainly manages the trustrelations between security
services that provide higher-level functionality to suspecting users.
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Figure 5.5: Components that comprise the security servicesmanagement framework
(SSMF) and the corresponding interface (SSMI).

A crucial service offered by the framework is the managementof security creden-
tials that are used by these services to perform security-critical operations requested
by service users. A popular practice is to couple each credential with an access policy
and allow its usage if and only if certain security properties are met. For example, the
framework employs integrity policies to provide guarantees to users that these creden-
tials will be accessed iff the integrity is intact. This way,suspecting users can verify
the correct operation of the security services plus the platform before exchanging data
with them. The SSM framework orchestrates this and similar trust relations between
the security services and users, and provides the necessarytrusted interfaces.

5.2.1 Framework Architecture

The SSM framework is comprised of basic management modules that provide the core
functionality and add-on enhancements that provide further capabilities such as creden-
tial management. Figure 5.5 illustrates this arrangement.Mainly, the core framework
is responsible for managing the hierarchical integrity model as well as orchestrating
the dynamic integrity measurements. Two crucial enhancements introduced on top of
the core SSM provide service interfaces for credential management through a creden-
tial manager, and third-party interfaces for remote service-level attestation through an
attestation manager. The resulting framework (with core and enhanced functionality
combined) offers the security services management interface (SSMI) that is both used
by the services (for life-cycle management, credential management, and integrity re-
porting) and users (for remote attestation). In particular, the combined SSM interface
allows services to

• Create dynamic child service components within the parent’s execution environ-
ment and manage the life-cycle of these children services.

• Store their security credentials in protected storage.

• Access their security credentials according to the corresponding access control
policies (i.e., integrity policy).

• Report ongoing static and dynamic (i.e., first and second type) changes to their
structure and configuration, respectively.

• Report their integrity status on service-level.
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Effectively, the SSM framework is a stripped down implementation of a virtual
TPM [10] with two enhanced functionalities: service hierarchy and dynamic measure-
ments. Therefore, SSMF employs existing definitions and research around software
TPMs and reuses existing interfaces especially for credential management. These in-
terfaces are enhanced to support a hierarchy of multi-levelstatic and dynamic measure-
ments.

5.2.2 Core Security Service Management

The core management framework serves as the static component introduced in the
management model in Section 5.1. It is the central componentin SSMF that keeps track
of the service hierarchy and enables dynamic measurements.In particular, the core
SSM (1) manages the DTE dependency tree, (2) provides storage for measurements
and secure storage for credentials, and (3) provides service and reporting interfaces for
dynamic service creation and integrity reporting, respectively.

DTE Dependency Tree

Each dynamic service component is coupled with a Dynamic Trusted Entity (DTE)
whose structure is depicted in Figure 5.1. To keep track of the dynamic service hierar-
chy, the core SSM manages a data structure whose nodes are composed of DTEs. The
resulting data structure is a tree similar to the one illustrated in Figure 5.3. Each tree
node is a DTE representing the corresponding service component. Each DTE denotes
the location of the service component in the hierarchy. Further, each DTE provides
the necessary interface to its service that will allow the latter to interact with the SSMI
through a trusted channel.

DTE Identification

Every SSMI command requires identifying the requesting service to determine whether
the service is a managed service, and if so, to locate it in theservice hierarchy. The
actual nature of identity management and authentication schemes employed by the core
SSM is implementation dependent. Two identity management models are investigated
that use DTEs in different ways to guarantee service identity. In the simple model,
each DTE and the attached dynamic component is identified by aweak / strong and a
temporary / persistent identity, depending on the platformrequirements. In this setting,
each SSMI command requires the requesting service to specifically identify itself using
the identity provided to it during registration. Alternatively, DTE interfaces can be used
as a means of identifying the services. In this case, a service is no longer required to
explicitly specify its identity if it is capable of using itsDTE interface to interact with
the SSMI. Both alternatives are investigated in more detailin [15].

Protected Storage

The core SSM keeps track of dynamic and static integrity measurements for each ser-
vice component. Further, security credentials used by eachservice are managed and
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stored by the core SSM. Both pieces of information are sensitive data and the core SSM
employs a protected storage service to store each piece of data for each component.
Specifics of this storage is implementation dependent. As anexample, a secure storage
service can employ a trusted hardware module (TPM) to protect sensitive information
stored on ordinary storage.

Registration and Reporting Interfaces

Access to the DTE tree and measurements is regulated throughregistration and re-
porting interfaces. Theregistration interfaceis used by dynamic services to register
child services with the system. A service may choose not to register with the SSMF.
However, services are not allowed to access their credentials unless they go through a
registration process during which the corresponding DTEs are created and the service
is added to the service hierarchy.

Registration can be requested via a singleregister() request. Upon receiving the
request, the component manager

1. authenticates the requesting service (i.e., the parent)using the underlying au-
thentication model,

2. creates the DTE and optional identities for the child service,

3. updates the DTE tree with input from (1) and (2), and

4. initialises both the static and dynamic registers for thechild service with the
initial measurements.

Upon successful completion of the above steps, the component manager returns a
full handle to the DTE to the child service and a restricted one to the parent (i.e., for
future dynamic measurements).

Thereporting interfaceis composed of a singlereport() request that can be used to
report both static and dynamic changes. Upon receiving sucha request from a service,
the reporting manager

1. authenticates the requesting service using the underlying authentication model,

2. locates the requester service in the service hierarchy, and

3. updates the static or dynamic register for the service accordingly.

Further details on both interfaces can be found in [15].

5.2.3 Credential Management

Credential management is central to the operation of the SSMframework. Services
employ security credentials in a variety of ways. For example, a credential can be
an asymmetric cryptographic key that is used by a service to sign data. In this set-
ting, ability to sign data can give service users sufficient proof that the service can be
trusted. Access policies can be used to define the conditionsunder which the services

Open_TC Deliverable 05.1



CHAPTER 5. SECURITY SERVICES MANAGEMENT 99

A B

D

C

E

F

G

H

I

TCB

Figure 5.6: An example service hierarchy. Grey nodes denoteservice components,
black nodes denote TCB components including the static componentA (i.e., the
SSMF), and boxes denote the static and dynamic registers – one for each service com-
ponent. An empty rounded box indicates that the service’s cumulative integrity is intact
whereas a filled rounded box indicates that it is not.

are allowed to access these credentials. If the underlying platform that enforces these
policies can be trusted, users can potentially deduce that the service can access to the
credential iff the policy conditions are satisfied.

The SSM framework provides verifiable means to securely store, manage, and pro-
vide access to these security credentials. Further, it provides guarantees that the man-
agement and usage of these credentials will be performed by trusted entities that can
be verified by third-party users.

Integrity policies play a crucial role in credential management. In particular, the
SSM framework uses cumulative integrity policies to determine whether a service can
have access to its security credential.Cumulative integrityof a service component
is defined as the accumulation of the integrity of the service, its ancestors, and the
underlying platform (i.e., the TCB). A service can access toits security credential iff
its cumulative integrity is intact. As an example, in Figure5.6, the dynamic service
componentF can have access to its credential iff the integrity ofF , C, B, and the TCB
are intact. Note that, for example, the integrity ofE has no effect on the cumulative
integrity ofF .

An important security property is that at no time the framework reveals the security
credentials to the requesting services. That is, security credentials are always kept on
the trusted framework side. Access to these credentials is only allowed through the cor-
responding credential usage interface. This is because if aservice obtains possession
of its security credential, the framework can no longer revoke the credential should
the dynamic service component reports a static or a dynamic change. Hence, in this
setting, services do not possess their credentials but are given access to them through
trusted channels.
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Management and Usage Interfaces

Credential management involves two phases: provisioning and usage. The former is a
one time phase during which the credential is registered with the platform and sealed
to the protected storage along with its access policy. To do so, the requester uses the
credentialprovisioning interfaceto invoke aprovision() or agenerate() request. Upon
receiving the request, the credential manager

1. authenticates the requesting service using the underlying authentication model,

2. locates the service for which the credential will be provisioned or generated in
the service hierarchy,

3. generates a credential for the service with the given properties if generate() is
issued, and

4. employs the underlying secure storage interface to request secure storage.

Upon successful completion of the above steps, the credential manager returns a
ticket that can be used later by the requester service to request access to the sealed
credential.

In the usage phase, the service component uses the credential usage interfaceand
the ticket to access its security credential. Initially, this interface is internally used to
unseal the service credential iff the platform integrity isintact. Upon receiving such a
request, the credential manager uses the ticket to unseal the credential from protected
storage.

Once the credential is brought into the framework, servicescan use the same in-
terface to access their secrets. Such access should not reveal any information on the
nature of the credential to the requester service component. Further, credentials are not
allowed to leave the SSMF. Therefore, the external usage interface is a simple crypto-
graphic interface that is merely composed of anencrypt() and adecrypt() operation.
Upon receiving either request, the credential manager

1. authenticates the requesting service using the underlying authentication model,

2. locates the service in the service hierarchy,

3. retrieves the credential using the ticket if the credential is stored on the secure
storage (one-time operation),

4. evaluates the cumulative integrity of the service,

5. performs theencrypt() or decrypt() operation if (4) is successful, and

6. returns the resulting blob to the requester.

The details of the above interface can be found in [15] where asoftware TPM-
based interface that is enhanced to support service hierarchy and cumulative integrity
is described.
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5.2.4 Remote Attestation

Lastly, the framework provides an optional service-level attestation scheme to third-
party users that would like verify the integrity of the service before exchanging data
with it. The attestation protocol is the same as the one describe by the TCG in [7]
with one difference. In the current setting, instead of running a full-scale platform
attestation, the framework allows users to run a much finer-grained service integrity
quote. This way, a user can request thecumulative integrityof any service in Figure 5.6
from B to I.

Attestation Interface

We implement two types of attestation protocols that differon the choice of the entity
that verifies the integrity results (i.e., the user or the platform). Both protocols are
initiated using the singleattest() request with the proper option.

Attestation Protocol I. Supposing that a third-party user that attests a service com-
ponent, sayC, also acts as the verifier of the integrity (i.e., has access to the expected
values for all components on the platform including the TCB). In this setting,

1. The verifier uses the attestation interface to attest the integrity of serviceC and
request the signed copies of all related current integrity measurements.

2. The framework locatesC in the hierarchy using the identity of itsCDTE .

3. The framework returns the integrity ofC, B, and the TCB (i.e., the register val-
ues) plus a signatureSignA(SignA(IC , IB), SignTM (ITCB)) that is composed
of signed copies of the integrity ofC, B, and the TCB signed by the static com-
ponentA and a trusted module TM, respectively.

4. Upon receiving the measurements and verifying the signatures, the user com-
pares the current register values for all three with the expected ones and decides
whether to trustC or not. (In this particular example,C ’s cumulative integrity is
intact).

Attestation Protocol II. In this setting, the verifier is the platform and the user ei-
ther receives atrusted answer with a proof or a singlenot trusted answer. The first
two steps of the protocol are the same as above. In the third step, instead of return-
ing the integrity measurements, the framework compares thecurrent and the expected
configuration. For example, for serviceC, it returns atrusted answer after compar-
ing the static and dynamic measurements of bothC andB to the expected values.
Along with the answer, the framework returns the integrity of the TCB and the signa-
tureSignTM (ITCB) as the proof. This is because, the user still needs to verify that the
answer is generated by a trusted platform. However, if, for example,G is attested and
anot trusted answer is returned, the user requires no further proof.

The details of the above interface can be found in [15].
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5.3 Conclusions and Chapter Summary

This chapter introduced a hypervisor-agnostic integrity management solution that em-
ploys Trusted Computing technology in ways to provide a moreflexible and dynamic
trust management solution for virtualised platforms.

The Model.First, specifics of an abstract integrity management model that is ag-
nostic to the underlying platform and the component structure were detailed. Using the
execution environment argument combined with vertical andhorizontal isolation guar-
antees, platform components were modelled hierarchicallyresulting in a dependency
tree. Further, a dynamic integrity measurement model that observes that changes to
component configuration may be less critical than changes tocomponent structure was
devised. This observation yielded a more flexible integrityscheme as compared to
static TCG measurement models that deem every change as irreversible.

The Framework.Second, the model was realised concretely with a security services
management framework (SSMF) that employs the abstract model to (1) hierarchically
represent security services on virtualised platforms, (2)keep track of their static and
dynamic measurements, (3) manage their security credentials while regulating the ac-
cess to them, and (4) allow third-parties to attest their integrity.

In theory, the framework is sufficiently generic to be utilised on platforms with
any hypervisor type, including Xen and L4. Although, the approach mainly targets
architectures that are comprised of various disaggregatedcomponents that run in small
compartments2. In Xen-speak, each compartment is a virtual domain. In L4-speak,
each compartment is a task. Currently, L4 provides better disaggregation of services
that run on the hypervisor, hence the framework can be betterutilised on an L4 hyper-
visor. Recent Xen research aims at a similar approach to devise smaller compartments
with disaggregated services running on them, which will make the SSMF approach
more desirable for integrity management on Xen.

Future Work.In the short-term, a Xen-based prototype implementation ofthe latter
will be presented that implements a subset of the SSM framework. A challenge here
is to determine the minimal set of functionality these modules provide that will be
essential to our framework (to support the minimal TCB objective). This prototype will
be used to manage components of varying granularity. As an example, the prototype
will manage security services that reside in a single VM on a virtualised platform.
Alternatively, it will be used to manage the trust relationsin a hierarchy of VMs.

In the mid-term, the security model will be fully formalisedand the framework
interfaces will be documented in detail. In the long-term, the focus will be on the
integration of this framework with other layers of the trusted platform (e.g., the basic
management interface, or BMI).

2If the model is employed at the application granularity, these compartments can be execution environ-
ments that enable sufficient separation of applications (e.g., Java virtual machines)
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Chapter 6

Public Key Infrastructure
P. Lipp, M. Pirker (IAIK), G. Ramunno, D. Vernizzi (POL)

6.1 Introduction

This chapter outlines a basic design for integration of Trusted Computing (TC) features
into a Public-Key Infrastructure (PKI). The adoption of Trusted Computing technolo-
gies demands an enhancement of existing infrastructures aswell as an adaption of
procedures within PKIs. One can identify multiple areas where new development for
Trusted Computing is needed:

• First, the design of a trusted platform agent (TPA). Its taskis to support initial-
ising, activating and deactivating the TPM security chain under user control. It
supports the most important mechanisms and services for creation (or request
creation) of keys and credentials related to Trusted Computing. It is capable of
communicating with network PKI services.

• Further, a so called “Privacy CA”, an entity offering PKI operations (certificate
issuance, validation, . . . ) just like traditional certification authority services, but
specialising in Trusted Computing specific tasks. This includes the handling of
the TPM Attestation Identity Key credential creation cycleand managing asso-
ciated request/response messages, keys and credentials. Also, offering services
for determination of current status and possible re-evaluation of credentials.

• As a communication protocol between local services (TPA) and network service
(privacy CA) the XML Key Management Protocol [107] is employed. It offers
functionality to transport traditional PKI operations andenough flexibility for
new Trusted Computing specific operations.

• Advanced services are out of scope of this document, only basic services are
covered here. The implementation experience of the basic services will lead
to a refinement of the services design. Additional services are, e.g., the inte-
gration of Subject Key Attestation Evidence (SKAE) extension support, Direct
Anonymous Attestation (DAA) as a replacement concept for the privacy CA, and
automated policy checking plus validation support. Further, once the XKMS im-
plementation reaches a stable state, an alternative communication protocol will
be researched.

103  
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6.2 Basic Trusted Computing PKI

A public key infrastructure is a framework enabling authentication, confidentiality and
integrity services using public key cryptography. It helpsthe users of a (public) network
to, e.g., authenticate the identity of communication partners and thus establish levels
of trust and/or secure communication channels.

The Trusted Computing concept introduces new types of security credentials and
procedures. Some fit established structures, some require small adoptions and some
represent new concepts.

Associated with the credentials is a life cycle of introducing them to the infrastruc-
ture, exchange of information between nodes in the network,(re)validation/evaluation
of their information value and finally withdrawal from use.

The new components of a basic Trusting Computing PKI are discussed in the fol-
lowing sections.

6.2.1 EK Certificate

Every Trusted Platform Module (TPM) is (should be) accompanied by a corresponding
TPM Endorsement certificate. This certificate contains the public part of the Endorse-
ment Key (EK) pair, which can be viewed as a TPM identity. The private part, called
the private Endorsement Key, is stored permanently inside the TPM and can not be re-
trieved once inserted. The certificate is (typically) signed by the TPM manufacturer and
represents an assertion that the specific TPM conforms with the required specifications
and the private Endorsement Key is kept safe by a TPM.

Extraction

As per [94] specification a distinct location of non-volatile RAM on the TPM chip is re-
served for the TPM EK certificate. Further, the TPM commands to extract non-volatile
memory content from the TPM are standardised. Thus, an obvious function of the TPA
is to extract the EK certificate. Unfortunately, to this datethe only manufacturer to
include a TPM EK certificate on chip in every shipped TPM is Infineon.

Creation

If a TPM is shipped without a manufacturer issued certificate, a “late” construction of
an EK certificate may be applicable in selected scenarios, e.g., a limited deployment
in a department wide setup. Tools for creation of an EK certificate, utilising the real
public Endorsement Key of a TPM, are already available from OpenTC partner IAIK.
Integration of this functionality into a TPA is aimed for.

Who signs the TPM EK certificate and thus vouches for its integrity is of crucial
importance. In a limited deployment scenario a centralisedentity can issue homegrown
EK certificates as well as offer services for their validation.
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In the case of TPM vendor Infineon the necessary certificate chain for validation is
freely available for download from the manufacturers homepage. In the case of a self
made certificate, the signing authority certificate must be made available and accessible
to a validation entity later.

Note that a proof of possession of an EK private key can only bedone with a full
AIK cycle (see section 6.2.3). This is an intentional limit of the TPM design.

Note also that a TPM EK certificate is the only proof that the corresponding public
Endorsement Key actually belongs to a specific type of TPM. Only a certificate signed
by a manufacturer (or equivalent important entity) is proofthat the referenced TPM is a
hardware TPM. Self created certificates may contain an EK public key which actually
belongs to a TPM software emulator (e.g.,http://tpm-emulator.berlios.de/)

Validation

Validation of an TPM EK certificate may be accomplished in multiple steps:

• A local user can read the public EK key from the local TPM and compare it to the
one contained in the sample TPM EK certificate. Upon match, one can assume
the certificate belongs to the TPM in the local machine.

• If the issuer certificate chain is locally available and the Trusted Platform Agent
contains the necessary cryptographic support, a cryptographic validation of the
signatures of the certificate chain is possible.

• A thin TPA with minimal footprint may offload certificate verification to a remote
service with more resources. In this design the usage of XKMSis suggested (see
section 6.4.4).

Note that the “how” is not as important as the security implications of remote
verification. The EK uniquely identifies the TPM, thus, everyoperation showing
the EK to third parties must ensure that the third party can betrusted. Also,
security of the communication link with the remote service has to be considered.

• Full validation also requires a check with a PKI of the manufacturer of the spe-
cific TPM model (or series), if there are any known conditionsaffecting the
security of the TPM. This infrastructure is out of scope for abasic infrastructure.

Revocation checking is not part of the Basic PKI.

6.2.2 Platform Certificate

The platform manufacturer vouches for the parts of a platform with a Platform Endorse-
ment (PE) Credential. It represents an assertion that the specific platform incorporates
a properly certified TPM and the necessary infrastructure according to TCG specifi-
cations. There is a requirement for a “root of trust” (CRTM) to be a starting point for
building a “chain of trust” and related security measurements are implemented to check
the integrity of the platform.

So far no PE certificate is known to have been regularly shipped with a platform.
However, a tool to create PE certificates is available from OpenTC partner IAIK. As the
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PE certificate is primarily part of the AIK cycle (see section6.2.3) to be implemented
for the basic PKI, the creation of a fake PE certificate with “random” values is aimed
for as proof of concept.

6.2.3 Attestation Identity

As the Endorsement Key uniquely identifies a TPM and hence a specific piece of sur-
rounding hardware, the privacy of the user(s) is at risk if the EK is used directly for
transactions. As a consequence, the TCG introduced Attestation Identity Keys (AIKs)
and associated AIK certificates (standard X509 Public Key Certificates that include ex-
tensions defined by TCG), which cannot be backtracked directly to a specific platform.
The only entity that possibly knows more details is a trustedthird party that issues the
AIK certificates, the so called Privacy CA.

AIK certificate creation cycle

In order to create an AIK certificate the following steps are taken:

• The Trusted Platform Agent (TPA, see section 6.3) running ona machine con-
taining a TPM, calls theCollateIdentityRequest function of the Trusted Software
Stack (TSS) layer.

• This creates an Attestation Identity RSA key pair and a certification request in-
tended for the Privacy CA.

• The request is transported to the Privacy CA, using proper PKI operational pro-
tocols.

• The Privacy CA validates the request content (and included EK and PE certifi-
cates). On success it issues an AIK certificate, encrypted with the public EK key
of the TPM and thus only readable by the indented recipient.

• The Privacy CA result is communicated back to the TPA.

• The TPA calls theActivateIdentity function of the Trusted Software Stack, thus
unwrapping the AIK certificate.

• The TPA stores the AIK certificate locally.

Summarising, an activated AIK identity comprises a) an “identity” TPM keypair and
b) an associated certificate proving that the keypair belongs to a “valid” TPM, vouched
for by a Privacy CA entity.

Privacy CA

The role of the Privacy CA (PCA) is of being a trusted third party that works as an
anonymiser. For privacy reasons the unique TPM EndorsementKey should only be
shown on a “need to know basis”. In the concept of the AIK cycle(see previous
section) the Privacy CA issues AIK certificates for a “derived” AIK key. This ensures
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better anonymity of the EK key holder, but still contains proof of the underlying Trusted
Computing supported hardware.

Operation of a Privacy CA is guided by a published policy. It should clearly de-
scribe how the relationship EK certificate versus issued AIKcertificates is managed.
The implementation options for a Privacy CA cover a spectrumfrom “remember every-
thing” to “know enough for the specific operation, forget everything after completion
of operation”. Thus, the usage of a specific PCA may be usage scenario dependent.

Implementation of a Privacy CA covers functionality for

• A network front end for receiving/sending requests/responses. The design in this
document uses the XML Key Management Standard (XKMS).

• A unit implementing the AIK cycle.

• Local storage. The PCA handles multiple types of certificates. It receives Trusted
Computing specific certificates (EK, etc.), it issues AIK certificates and needs
foreign certificates for validation (e.g., EK manufacturercertificate chain). The
storage must accommodate multiple types.

• A validation unit, capable of determining the status of certificates.

In the easiest scenario the validation concerns self issuedcertificates, thus trans-
forming a validation operation to a simple signature check or lookup in local
storage. Further, the validation unit should be preloaded with manufacturer cer-
tificate chains (e.g., those already available from Infineon), if possible, too.

The more complex case of actively contacting external entities for missing pieces
required for validation is out of scope for a basic PKI.

6.3 Trusted Platform Agent

A PKI requires both server side components, such as certificate authorities, as well as
client side applications that provide access to PKI services. In the context of Trusted
Computing such a client application is referred to as theTrusted Platform Agent(TPA).
For wide user acceptance it is crucial that the TPA makes all Trusted Computing re-
lated functionality available in a consistent and user-friendly way. Ideally, the TPA
is designed and implemented in a modular way that provides aneasy integration of
additional advanced services later on. Furthermore, in terms of user friendliness the
TPA is expected to provide an abstraction of the underlying system concepts that is
understandable and manageable for an average user: for thispurpose a simple API is
provided as well as console commands running on top of it. TheTPA largely relies
on the services provided by the TSS stack. The overall architecture design of the TPA
and the individual system layers is presented in Figure 6.1.Dark grey boxes represent
components that will be possibly developed for the AdvancedPKI.

The initial basic core functionalities provided by TPA fallin the following cate-
gories:

• TPM and platform management. This category includes operations such as
TakeOwnership, enabling and disabling the TPM and reading TPM status in-
formation.
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Figure 6.1: Trusted Platform Agent (TPA) and underlying layers

• TC credentials management. This category includes operations needed to man-
age the life cycle of TC credentials (EK, PE, and AIK certificates) by interacting
with TC-enabled authorities. The TPA and the latter communicate through net-
work protocols, XKMS will be used for the first prototype (required extensions
will be developed as needed)

– EK certificate: extraction, creation, validation

– Platform certificate: creation, validation

– AIK certificate: creation, validation, reissue, revocation

• Light support for standard X.509 credentials. A simplified support to request a
standard X.509 certificate is provided: it is possible to manage certificate with
standard profiles using the TC-enabled PKI. This support does not include the
interaction with standard PKI authorities; however the interoperability of the
issued certificates with existing standard PKIs is guaranteed.

• Local storage for TC-related and standard keys and certificates

• Integrity measurement and reporting. This category includes the following TPM
operations: extending PCRs, reading PCRs, activating identities (i.e., AIK cer-
tificates) and TPM quote operation.

• API to access all functionalities provided by TPA.

In addition, the TPA can also act as an integration point for anumber of other services in
the context of Trusted Computing. The main benefit of this approach for the user is that
all Trusted Computing related tasks can be done from a singlepoint, the TPA. Adding
additional services is facilitated by the modular nature ofthe TPA. These additional
services might include (but are not limited to):

• Management of the DAA communications among the different roles (Trusted
Platform, Issuer and Verifier)

– Standard formats for the exchanged DAA data and messages forusing
DAA as a standalone protocol or integrated within other protocols

– A network protocol for using the DAA as a standalone application protocol
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• Support for another TC-PKI operational protocol likeCertificate Management
Messages over CMS(CMC) [41] in addition to XKMS.

• Support for the Subject Key Attestation Evidence (SKAE) extension for X.509
credentials.

• A front end for key backup and key migration.

• A user and policy management framework.

6.4 XKMS mapping

A public key infrastructure integrates multiple actors – clients, certification authorities
and specialised services. Over the years multiple protocols were developed in the area
of PKI and credential management. For Trusted Computing it is necessary to carry
traditional PKI services as well as TC specific attributes, queries and data blobs.

XML Key Management Services (XKMS) [107]) is chosen for a first basic Trusted
Computing enabled PKI setup, which is in line with the considerations of the TCG in
[95] (chap. 6.5.2/p.43) and their recommendation:

“XKMS provides a way to express certificate management function in XML, while
providing a wrapper over legacy CA services designed for X.509 certificates. As such,
XKMS provides the most attractive solution for credential management for existing
CAs in the PKI industry.”

XKMS supports four standard registration service functions: Register, Recover,
Reissue and Revoke. These offer a wide range of parameters and thus cover the whole
life cycle support of credentials.

Further, two key information service functions, Locate andValidate, provide search
and status query functionality about credentials deployedin the PKI.

Considering the PKI components outlined in section 6.2 and 6.3, in the following
sections a mapping of PKI operations to XKMS specific requests and responses is
established and interaction with Trusted Computing usage discussed.

6.4.1 Message Structure

XKMS is an XML based protocol for common PKI operations. The revised edition 2.0
of XKMS [107] reached recommendation status in June 2005. Inorder to reduce du-
plicate descriptions in the following sections, the commonXML structures of a typical
XKMS request and response message are discussed.

Request

The following block outlines the structure of a typical XKMSrequest:

<?xml ve rs ion=” 1 .0 ” encod ing =”UTF−8” ?>
< . . . Request xmlns=” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms#”

xm lns :ds =” h t t p : / / www. w3 . org / 2 0 0 0 / 0 9 / xm lds ig #”
xmlns :xenc =” h t t p : / / www. w3 . org / 2 0 0 1 / 0 4 / xmlenc #”

Open_TC Deliverable 05.1



110 OpenTC D05.1 – Basic Security Services

Id=” . . . ”
S e r v i c e =” h t t p : / / open tc . i a i k . t u g r a z . a t / xkms / . . . ”>

. . . pay load . . .
<Authen t i ca t i on>

. . .
< / Authen t i ca t i on>

< / . . . Request>

The XML tag name of an XKMS request message always ends inRequest. Exam-
ple tag names areLocateRequest, ValidateRequest, etc. The XKMS XML
schema includes the schemata of the XML digital signature standard [108] as well
as the XML encryption standard [109]. A good solution is to assign the default XML
namespace to XKMS and assign easy recognisable prefixes for the inclusions, as shown
above.

Every XKMS message must carry a uniqueId identifier generated by the originator
of the message. Typically this is a random string of at minimum 32 characters (to
provide sufficient entropy against attacks).

TheService attribute contains the URI of the network service endpoint.For a
basic PKI infrastructure the HTTP protocol is sufficient as transport medium. Thus, a
XKMS request is mapped to a HTTP POST operation:

POST / xkms / . . . HTTP / 1 . 0
Conten t−Type: t e x t / xml
H o s t : open tc . i a i k . t u g r a z . a t
C o n n e c t i o n : Close
Cache−C o n t r o l : no−cache
Conten t−Leng th : . . .

<?xml ve rs ion=” 1 .0 ” encod ing =”UTF−8” ?>
< . . . Request . . . . . >

The path component “/xkms/...” is used to distinguish categories of
requests. An obvious mapping would be, e.g., “.../aik” for all AIK specific

requests and “.../ek” for EK related operations. Implementation experience is ex-
pected to define useful groupings.

An optionalAuthentication component is employed for operations which
are restricted to specific clients or need proof of knowledgeof a shared secret. The
XKMS standard contains a description of an algorithm to derive a cryptographic
key from a secret string (e.g., password). One can then use this key to generate
a XML digital signature inside theAuthentication message component which
references theKeyBinding type payload of the request. If the validation of the
Authentication element fails at server side, the response message contains
“ResultMajor=Sender” with “ ResultMinor=NoAuthentication”.

Response

The following block outlines the structure of a typical XKMSresponse:

<?xml ve rs ion=” 1 .0 ” encod ing =”UTF−8” ?>
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< . . . R e s u l t xmlns=” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms#”
xm lns :ds =” h t t p : / / www. w3 . org / 2 0 0 0 / 0 9 / xm lds ig #”
xmlns :xenc =” h t t p : / / www. w3 . org / 2 0 0 1 / 0 4 / xmlenc #”
Id=” . . . ”
Reques t I d =” . . . ”
Resu l tMa jo r =” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms# Success ”
Resu l tM ino r=” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms # . . . ”
S e r v i c e =” h t t p : / / open tc . i a i k . t u g r a z . a t / xkms / . . . ”>

<Signa ture xmlns=” h t t p : / / www. w3 . org / 2 0 0 0 / 0 9 / xm lds ig #”>
. . . g l o b a l message s i g n a t u r e o f XKMS r e s p o n d e r . . .

< / Signa ture>
. . . pay load . . .

< / . . . R e s u l t>

The XML tag name of an XKMS response message always ends inResult. Example
tag names areLocateResult, ValidateResult, etc. Note that there also exists
a basicResult response message. This one is emitted by the server when he cannot
properly parse an invalid request and thus cannot determinethe more specific type of a
request.

In comparison to the XKMS request message the result messagecontains additional
components:

• RequestId is a copy of theId of the corresponding request message. It en-
ables a client with multiple XKMS messages in transit to match request-response
pairs.

• ResultMajor specifies the overall outcome of the request. In case of process-
ing of the request without failure aSuccess result is expected. In the case of
an errorResultMajor contains an indication who is assumed to be the cause
of the error,Sender or Receiver.

• An optionalResultMinor specifies additional details of the result status of a
request, if the value inResultMajor can not alone represent all interesting
information.

A response by an XKMS service is expected to be always signed.This XML digital
signature encloses the whole XKMS message. In order for the client to verify the sig-
nature, the public key of the XKMS service must be known on theclient side. Typically
the public key is shipped to the client in form of a X509 type certificate.

The result received from an XKMS request submitted using HTTP POST typically
looks like:

HTTP / 1 . 1 200 OK
D a t e : . . . . .
Con ten t−Type: t e x t / xml ; c h a r s e t =UTF−8
Conten t−Leng th : . . .
C o n n e c t i o n : c l o s e

<?xml ve rs ion=” 1 .0 ” encod ing =”UTF−8” ?>
< . . . R e s u l t . . . . .
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6.4.2 RegisterRequest

A XKMS RegisterRequest is used to build a binding of information, typically to a
public key(pair). The registration request message contains a prototype of the requested
binding.

In the context of Trusted Computing a RegisterRequest may perform the following
functions:

Creation of an EK certificate

The TCG infrastructure concept requires the public endorsement key of a TPM accom-
panied by a certificate. To integrate TPMs (or TPM emulators)without a certificate, a
function to create one from a public key is desired.

Structure of a request, including a RSA public key:

<Reg is te rRequest . . .>
<Proto typeKeyBinding Id=” . . . . . ” >

<KeyInfo . . .>
<KeyValue>

<RSAKeyValue>
<Modulus> . . .< / Modulus>
<Exponent> . . .< / Exponent>

< / RSAKeyValue>
< / KeyValue>

< / KeyInfo>

< / Proto typeKeyBinding>
<Authen t i ca t i on>

. . . S i g n a t u r e r e f e r e n c i n g Pro to t ypeKeyB ind ing . . .
< / Authen t i ca t i on>

< / Reg is te rRequest>

Creation of an AIK identity

The exchange between a client system TPM/TSS and a Privacy CAto create an AIK
certificate is almost fully standardised in the TCG specifications. Basically, it com-
prises a transfer of an encrypted binary blob (namely an array of bytes) to the Privacy
CA, resulting in 2 binary blobs as an answer. Unfortunately the features of the XKMS
protocol do not allow for an obvious mapping. To prevent early modification of XKMS
we decide to transfer the blob information in this case in theOpaqueClientData
tag. As the name suggests the content of this tag should be opaque to the server, how-
ever the gain of experience of getting a running prototype faster has priority. In a later
implementation of an advanced PKI the use of, e.g., the XKMS MessageExtension
feature for a cleaner solution may be considered.

Structure of the request:

<Reg is te rRequest . . .>
<Proto typeKeyBinding Id=” . . . . . ” >

<KeyInfo . . .>
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<KeyValue>
<RSAKeyValue>

<Modulus> . . .< / Modulus>
<Exponent> . . .< / Exponent>

< / RSAKeyValue>
< / KeyValue>

< / KeyInfo>

< / Proto typeKeyBinding>
<Authen t i ca t i on>

. . . S i g n a t u r e r e f e r e n c i n g Pro to t ypeKeyB ind ing . . .
< / Authen t i ca t i on>

< / Reg is te rRequest>

The blob element containing the binary blob as returned by the
CollateIdentityRequest function of the TSS.

Structure of the response:

<R e g i s t e r R e s u l t . . .>
<Signa ture> . . .< / Signa ture>
<KeyBinding>

<KeyInfo . . .>
<X509Data>

<X 5 0 9 C e r t i f i c a te> . . .< / X 5 0 9 C e r t i f i c a te>
< / X509Data>

< / KeyInfo>

<Sta tus S t a t u s V a l u e =” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms# V a l i d ”/>
< / KeyBinding>

< / R e g i s t e r R e s u l t>

With blob1 containing the symCaAttestation and blob2 the
asymCaContents answer of the Privacy CA, to be passed to theActivateIdentity

function of the client TSS.
For a discussion of otherAuthentication possibilities, see also section 6.4.5.

6.4.3 LocateRequest

A XKMS LocateRequest provides a discovery function. It resolves the passed query
keybinding and matches request information with local and/or remote data. The answer
of a Locate service makes no assertions to any validation criteria. However, a result of
a Locate service may be forwarded to a validation service, or, if possible, additional
trust verification is done locally.

The following services are useful in a Trusted Computing context:

Query for an AIK certificate

AIK certificates do not contain a subject distinguished nameof the certificate owner,
but only alabel, chosen freely at AIK certificate creation time by the client/user. To
retrieve a specific AIK certificate a locate request for a specific label name is desired.
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An obvious mapping to XKMS would be to use theX509SubjectName in the
KeyInfo portion, however, as some XKMS libraries may check this fieldstrictly for
X509 name rules compatibility (and the AIK label specification is less restrictive) this
is avoided and theKeyName field used instead.

Thus, a query for a specific AIK certificate looks like:

<LocateRequest . . .>
<RespondWith>h t t p : / /www. w3 . o rg / 2 0 0 2 / 0 3 / xkms# X509Cert< / RespondWith>
<QueryKeyBinding>

<KeyInfo . . .>
<KeyName> l a b e l O f A i k C e r t i f i c a t e< / KeyName>

< / KeyInfo>

< / QueryKeyBinding>

< / LocateRequest>

An answer is of the form:

<L o c a t e R e s u l t . . .
Resu l tMa jo r =” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms# Success ”. . .>
<Signa ture> . . .< / Signa ture>
<Unver i f iedKeyBinding>

<KeyInfo . . .>
<X509Data>

<X 5 0 9 C e r t i f i ca t e> . . .< / X 5 0 9 C e r t i f i ca t e>
< / X509Data>

< / KeyInfo>

< / Unver i f iedKeyBinding>

< / L o c a t e R e s u l t>

Note that depending on the policy of the Privacy CA the AIK label may not be unique
and in theX509Data component multiple certificates may be returned.

6.4.4 ValidateRequest

The operations of an XKMS ValidateRequest are similar to a LocateRequest (see pre-
vious section), however, the returned status of a binding isevaluated from well defined
validation criteria. A validation service returns only information which has been vali-
dated by the service. Its validation policy is expected to bepublicly available.

In order to validate a specific certificate, it is sent to the service:

<Va l ida teRequest . . .>
<RespondWith>

h t t p : / /www. w3 . o rg / 2 0 0 2 / 0 3 / xkms#X509Chain
< / RespondWith>
<QueryKeyBinding>

<KeyInfo . . .>
<X509Data>

<X 5 0 9 C e r t i f i ca t e> . . .< / X 5 0 9 C e r t i f i ca t e>
< / X509Data>

Open_TC Deliverable 05.1



CHAPTER 6. PUBLIC KEY INFRASTRUCTURE 115

< / KeyInfo>

< / QueryKeyBinding>

< / Va l ida teRequest>

The expected result upon positive validation is anX509Chain, a certificate chain
build from the supplied certificate to a trusted root.

<Va l i da teResu l t . . .
Resu l tMa jo r =” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms# Success ”. . .>
<Signa ture> . . .< / Signa ture>
<KeyBinding>

<KeyInfo xmlns=” h t t p : / / www. w3 . org / 2 0 0 0 / 0 9 / xm lds ig #”>
<X509Data>

<X 5 0 9 C e r t i f i c a te> . . .< / X 5 0 9 C e r t i f i c a te>
<X 5 0 9 C e r t i f i c a te> . . .< / X 5 0 9 C e r t i f i c a te>
<X 5 0 9 C e r t i f i c a te> . . .< / X 5 0 9 C e r t i f i c a te>

< / X509Data>
< / KeyInfo>

<Sta tus S t a t u s V a l u e =” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms# V a l i d ”>

<ValidReason>
h t t p : / /www. w3 . o rg / 2 0 0 2 / 0 3 / xkms# I s s u e r T r u s t

< / ValidReason>
<ValidReason>

h t t p : / /www. w3 . o rg / 2 0 0 2 / 0 3 / xkms# S i g n a t u r e
< / ValidReason>
<ValidReason>

h t t p : / /www. w3 . o rg / 2 0 0 2 / 0 3 / xkms# V a l i d i t y I n t e r v a l
< / ValidReason>

< / Sta tus>
< / KeyBinding>

< / Va l i da teResu l t>

The corresponding result message contains the certificate chain as an array of certifi-
cates and aStatus component describing more detailed evaluation results.

In Trusted Computing it is of interest to check the status of EK and AIK certificates.
For a basic PKI the XKMS validation message exchange is the same for both cases.

Note that a PE certificate is an attribute certificate whereasXKMS is designed for
X509 certificates. An attribute certificate may be included somehow in raw form as
array of bytes, but the feasibility of this concept still hasto be determined.

Note that it is a policy decision of the service whether the service only validates
its own issued certificates or also uses external resources.E.g., validation of an EK
certificate may be done locally at the server if the certificate chain is known, however
proper validation should also include a revocation check with a manufacturer PKI, if
available.

6.4.5 RevokeRequest

An XKMS RevokeRequest manifests the desire to invalidate a previously issued bind-
ing. The payload consists of what to revoke, a certificate, etc.:
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<?xml ve rs ion=” 1 .0 ” encod ing =”UTF−8” ?>
<RevokeRequest . . .>

<RevokeKeyBinding Id=” . . . ” >

<KeyInfo . . .>
<X509Data>

<X 5 0 9 C e r t i f i ca t e> . . .< / X 5 0 9 C e r t i f i ca t e>
< / X509Data>

< / KeyInfo>

<Sta tus
S t a t u s V a l u e =” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms# I n d e t e r m i n a t e ”/>

< / RevokeKeyBinding>
<Authen t i ca t i on>

. . . S i g n a t u r e r e f e r e n c i n g RevokeKeyBinding . . .
< / Authen t i ca t i on>

< / RevokeRequest>

It is expected that this function is always restricted to a specific client population, thus
always requires anAuthentication element.

The response consists of a simpleSuccess (or not):

<?xml ve rs ion=” 1 .0 ” encod ing =”UTF−8” ?>
<RevokeResult . . .

Resu l tMa jo r =” h t t p : / / www. w3 . org / 2 0 0 2 / 0 3 / xkms# Success ”>

<Signa ture . . .>
. . .

< / Signa ture>
< / RevokeResult>

The XKMS options ofAuthentication and/orRevocationCode require re-
examination under Trusted Computing. Both represent an assurance to the service that
one is a valid entity, allowed to withdraw/revoke information from the PKI.

In the case of use of aRevocationCode during the RegisterRequest (see sec-
tion 6.4.2) a code is specified and only if a RevokeRequest supplies the identical code
again the revocation is accepted.

TheAuthentication signature can be generated from a shared secret – a pass-
word. Usage of a (TPM) private key itself to generate anAuthentication XKMS
signature (effectively a proof of possession signature) isnot always feasible in a trusted
computing context. The private endorsement key is not available for generic crypto-
graphic operations and the private key corresponding to an AIK certificate is also not
designed to be used for arbitrary signing operations.

6.4.6 ReissueRequest

XKMS ReissueRequests are similar to RegisterRequests (seesection 6.4.2), the goal
being to issue the same item again. The obvious application is to forward an expired
certificate and obtain a fresh one of same content, but with a new validity period (the
old one getting revoked).

Issues ofAuthentication are similar to those described in section 6.4.5.
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Reissuing Trusted Computing related credentials is out of scope for a basic PKI.
This point may be revisited when more experiences with certificate life expectancy,
usage scenarios and validity periods are available.

6.4.7 RecoverRequest

The XKMS RecoverRequest serves to recover a private key associated with a previ-
ously binding. This is only possible if the private key was previously escrowed at the
server or server generated. In the context of a basic TrustedComputing infrastructure
there is no application for this type of request, as this would invalidate the concept of
TPM bound keys, thus can be ignored.

6.5 Open Issues

Design and implementation of a basic trusted PKI for OpenTC highlights multiple
issues to be considered. Among them are

• Certificates and issuing authorities require clear and distinct policies. This in-
cludes human readable text as well as associated Object Identifiers (OIDs) for
automated processing. Only standardisation of these ensures interoperability and
spreading of a Trusted Computing PKI.

• The basic PKI outlined in this document assumes XKMS as transport protocol
and no specific schema extensions for Trusted Computing. However, even a ba-
sic scenario suggests that new URI string definitions for KeyUsage, UseKeyWith
etc. would be useful to clearly distinguish TC specific operations from common
PKI operations.

• The public documents of the TCG currently only discuss security credentials
in X509 certificate format. Some documents however hint at the possibility of
future XML based credentials. The inclusion of XML credentials directly in
XKMS is a tempting outlook, however the resulting schema extensions and ef-
fects on alternative protocols and designs have to be carefully considered.

• At time of this writing the only TPM manufacturer shipping EKcertificates with
its TPM chips is Infineon. There are no known public platform certificates. There
is no known public AIK cycle test. A first basic PKI implementation is hopefully
a stimulus for accelerated development, but this highlights that this area is still
under major development. Future design adoptions are to be expected.

• The software platform designated to implement this first design on is Linux with
its Trusted Software Stack (TSS) called TrouSerS (http://trousers.sf.net). At
the time of writing this document this is the only freely available fully imple-
mented TSS for the Linux platform. Therefore all experiments and prototyping
is using the TrouSerS specific implementation of the AIK cycle. Being heavily
tied to low level C structures, level of compatibility of theTrouSerS implemen-
tation with other TSS implementations is unknown.
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• We have developed prototype implementations of key TCG PKI components. We
solved the cryptographic challenges of interacting with a TPM. To our knowl-
edge we are the first to actually demonstrate a working publicfull PrivacyCA
cycle, using TCG style certificates and a dedicated client-server network setup.
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Chapter 7

Advanced Security Services

7.1 Privacy-enhancing Protocols

M. Schunter, E. Van Herreweghen (IBM), H. Löhr, C. Stüble,A.-R. Sadeghi
(RUB)

The TCG solution for (remote) verification of platform integrity is a mechanism
called (remote)attestation, more concretelybinary attestation. Loosely speaking, this
mechanism measures all code executed by using a certain metric and some system
components assumed to be trusted.

Unfortunately, this raises substantial privacy concerns.If individuals are forced to
reveal their complete configuration, their machines can easily be identified. In addition,
if traditional public key schemes are used, each machine canbe traced by its key pair.

In order to overcome the privacy challenges of trusted computing technology, we
propose several technologies. The first step is privacy-friendly certificates that only
prove that a person owns a platform with a TPM without revealing any identifying
information. This “Direct Anonymous Attestation” scheme is covered in WP3 and will
be described in a WP3 deliverable.

Our focus is on preventing identification of users by means oftheir platform con-
figuration. In order to resolve this challenge, we proposeproperty-based attestation as
a privacy-protecting alternative to binary attestation.

This report is based on two earlier research paper [78, 71] describing the general
idea of property-based attestation. The article proposes asecurity architecture required
to securely attest properties of a machine. Moreover, the paper suggests several ideas
on how to prove properties based on different trust assumptions, e.g., using a zero-
knowledge protocol. Such a zero-knowledge protocol realising a delegation-based ap-
proach to property-based attestation that relies on property-configuration certificates
has been published recently (see [19]).

The idea of property-based attestation is to use TPM technology to provide a ver-
ifier with evidence of well-defined security properties of a remote verified platform
without the ability (and need) to know what exact implementation has been used on
that platform. In the following chapters we will describe different approaches for the
implementation of property-based attestation.

Property-based attestation improves scalability as well as flexibility. It resolves
the privacy, security and discrimination issues since the verification proxy hides the

119  
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configuration information and it enables openness since thesame security property can
be provided by many implementations by multiple vendors.

As a consequence, a verifier only learns that a given platformsatisfies his security
requirements without learning the detailed configuration.As a consequence, configu-
rations can no longer be used to trace individual machines.

7.1.1 Outline of this Section

This section is structured as follows: The next subsection explains the terms and defini-
tions, including the basic system model. Section 7.1.3 briefly reviews the main aspects
of the TCG specification. Section 7.1.4 introduces a corresponding abstract model of
the TCG functionality and discusses why the offered mechanisms should, in our opin-
ion, not be used on more abstract system levels. In Section 7.1.6, we introduce the
basic idea of property-based attestation, while Section 7.1.7 discusses several practical
realisations of property-based attestation that differ intheir assumptions and their trust
models. Section 7.1.11 explains our solution based on microkernels. Section 2.4 dis-
cusses work that is implicitly or explicitly related to thisreport. Finally, Section 7.1.12
briefly reviews the open problems and concludes with a short summary.

7.1.2 Terms and Definitions

Power set: Given the setE := {e0, . . . em} we denote the power set of the setE

with P(E).

Protocols and Algorithms: We denote the execution of a protocolProtocol(),
i.e., aprotocol run, between two partiesA andB as follows:

(A : outA; B : outB)← Protocol(A : inA; B : inB; ∗ :)

where the identifier * denotes the common input both parties have access to,inA re-
spectivelyinB represent the individual inputs ofA andB, andoutA andoutB denote
the outputs of the protocol toA andB after the protocol run. The protocol outputs
may include an indicatorind ∈ {true, false} indicating that the corresponding party
accepts/rejects. We sometimes omit the common input in abstract protocol notation.

Cryptographic Primitives: An encryption scheme is denoted with the tuple
(GenKey(), Enc(), Dec()) for the key generation, encryption and decryption algo-
rithms. The tuple(PK X ,SKX) denotes the public and private key of a partyX . Fur-
ther, a digital signature scheme is denoted with the tuple(GenKey(), Sign(), Verify())
for the key generation, signing and verification algorithms. With σ ← SignSKX

(m)
we denote the signature on a messagem using the signing keySKX . The re-
turn value of the verification algorithmind ← VerifyPKX

(σ, m) is a Boolean value
ind ∈ {true, false}. A cryptographic hash function is denoted byHash(). A certificate
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on a quantityQ with respect to a verification keyPKX is a signature generated by
applying the corresponding signing keySKX .1

If we are concerned with local algorithms performed by a single party, we use the
same notation but omit the corresponding names of the parties.

Basic Model

Machines: A machineM is defined by a deterministic finite state machine
(id,S, I, O, ∆) whereid denotes the unique identifier,S the set of machine states
with s0 ∈ S the initial state,I a set of input actions,O a set of output actions, and the
transition∆ : S × I → S × O. An empty input or output is denoted byo. Further,
we use the termempty machineto indicate a machine with empty setsI, O, and∆ and
only one state.

Channels: Machines exchange information using communication channels. We
write Out ← name(In) to indicate that a machine uses a channelname sending the
informationIn and (optionally) receiving the informationOut. Channels may pro-
vide different security properties. We call a channelsecure, if it provides integrity,
confidentiality, and authenticity.

Configuration: The configurationCM of a machineM is defined by the tuple
(s0, ∆). Having this tuple one can analyse the state set as well as certain aspects of the
I/O behaviour of this machine. We denote an encoding of a configurationCM (e.g., an
integer) withcs , and also call it configuration.

An example ofCM is a software binary including the initial state of all variables
and the instruction set. For simplicity, we assume that all security relevant inputs (e.g.,
configuration files) are included ins0 and/or∆.

Machine creation and initialisation: The secure channelidM := create() indi-
cates that a parent machine creates an empty child machine with the identifieridM.
The secure channelinit(CM) is used by the parent to overwrite the configuration of
the child machine. Further, we writeidM := exec(CM) to indicate that a machine
invokes the sequenceidM := create() andinit(CM).

Platform: A platform PF represents the system architecture under consideration.
PF is a state transition machine that itself is defined as a tree of machines(Mj

i ), i ∈
I, j ∈ Ji with the index setI := {0, . . . , n} identifying the depth and the index set
Ji := {0, . . . , mi} identifying machines of the layeri.

We call the parent machineMj
i (j ∈ Ji∪0) thehostmachine of its child machines

Mk
i+1 k ∈ K ∈ P(Ji). Further, we call the childrenMk

i+1 theclientsofMj
i . More-

over, we assumem0 = 0 and call the machineM0
0 the root hostand the machines

Mj
n(j ∈ Jn) theapplications.
In the context of a TCG-enabled PC, the root host is the basic hardware includ-

ing memory, CPU, TPM, and CRTM (Core Root of Trust Measurement) (see Section
7.1.3),M0

1 could be a virtualisation layer like a microkernel-based architecture [57, 69]
or a Virtual Machine Monitor (VMM), e.g., the IBM hypervisorsHype [81],(Mk

2),
k ∈ J2 the set of operating systems, and(Ml

3), l ∈ J3 the set of applications.

1We do not consider more complex certificates such as X.509 certificates, but assume that an appropriate
mapping exists.
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Figure 7.1: The basic system architecture including layersof machines.

For simplicity, in the sequel we only consider the sequences(M0,M1, · · · ,Mn)
of machines where only machineMi is the client of the machineMi−1. In this sim-
plified model, however, every platform has only one applicationMn.

As we will see in more detail later, the trustworthiness of a certain machine in
this model depends on the “trustworthiness” of its underlying hosts up to the root host
which is assumed to be trusted.

Properties: We define a propertypi of a machineM to be a certain aspect of that
machine. We denote a set of properties withP , and an encoding/value of a property
(e.g., an integer) withps . We also callps a property.

Examples of properties are abstract descriptions of the machine’s behaviour (e.g.,
subsets of views of the machine’s I/O behaviour), the fact that a machine has been
evaluated according to a specific Common Criteria protection profile, or a real-time
capability.

Match Function: We define the functionind ← match(pi,M) to returntrue only
if the machineM has the propertypi and otherwisefalse. See Section 7.1.6 for a
discussion about possible realisations of thematch() algorithm.

Roles

In this section, we consider the main parties involved in ourtrusted computing model.

Owner: The ownerO of a platformPF is an entity that defines the allowed con-
figurationsC of the underlying platform. Note that this also includes certain
changes to the platform’s configurationC. In practice, these changes are patch-
es/updates. Typical examples are an enterprise represented by an administrator
or an end-user owning a personal platform.

User: The userU of a computing platformPF is an entity interacting withPF under
the platform’s security policySPO. Examples are employees using enterprise-
owned hardware. User and owner might also be identical.
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Verifier: The verifierV is interested in verifying a certain property of a platform.This
party can be a local user or a remote challenger.

Provider: A provider denotedPR is any party that provides services or content.

Attestor: The attestorA is a machine that reports about a client machine in response
to the request of a verifying machineV . More concretely,A may confirm a
certain statement or quantity of this machine. In this context, aproperty attester
Ap determines (attests) the property of a client machine, and abinary attesterAb

determines/measures the configuration of a client machine according to a certain
metric. An attestor can be local, i.e., located on the platform PF , or it can be
distributed.

An example of an attestor is a Trusted Platform Module (TPM) (see Section
7.1.3), or a combination of a TPM and a software component hosting a machine
to be attested.

Attested machine: This is a machine that has been subject to the attestation proce-
dure, i.e., attested by the attestorA. We denote this machine withM.

Certificate issuer: The issuer, denoted byCI, is the party who certifies mappings be-
tween properties and configurations. We call such certificate, linking a property
ps to a configurationcs , aproperty-certificatethat is represented by the signature
of CI, i.e.,σCI ← SignSKCI

(ps , cs).

Trust Relations

We call a machineM, representing a system component,trusted by the partyX when
M can violate the security requirements ofX . If a machine is trusted by all involved
parties we call itfully trusted. The attestor is a security-critical component which has
to fulfil certain security requirements. Independently of the concrete realisation, the at-
tested machine (or its user/owner) has to trust the attestornot to leak information about
its configuration, e.g., in order to guarantee privacy and unlinkability requirements.
The verifier, however, needs to trust in the correctness and integrity of the attestor (e.g.,
in order to guarantee certain security aspects). Therefore, in our model the root host
M0

0 is fully trusted.
A trusted computing base (TCB) for a client machineMj

i consists of all machines
that are security-relevant for a correct execution ofMj

i . We denote the TCB of machine
Mj

i with TCBMj

i
. Note that the security-relevant machines forMj

i include all hosts
down to the root host, together with their TCB.

Reconsider, for instance, the hypervisor example discussed in the platform defi-
nition (Section 7.1.2): the hypervisorM0

1 executes several operating systems in iso-
lated domains(Mj

2). Thus, the TCB of an applicationM0
3 that is client ofM1

2 is
TCBM0

3

:= {M0
2,M

1
2,M

0
1,M

0
0}: the hardwareM0

0, the hypervisorM0
1, the client

operating systemM1
2, and the security management compartment (domain 0)M0

2 ex-
ecuted in parallel to the client operating system.

Since we assumed in the definition of a platform (see Section 7.1.2) a platform
model including only one machine per layer (and thus providing only one application
Mn), the TCB ofMn is TCBMn

:= {Mj|Mj = host(Mi), n ≥ i ≥ 1}.
In practice, a TCB consists of software and hardware components, and the common

assumption is that it cannot be manipulated. This assumption translates into different
assumptions on tamper-resistance regarding software and hardware: For instance in
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the context of TCG the hardware component Trusted Platform Module (TPM) [102]
and the software componentTrusted Software Stack(TSS) [93] are both trusted, how-
ever, one usually relies more on the tamper-resistance of the TPM. Hence, in many
applications, the TPM is fully trusted whereas the TSS is only trusted by the platform.

As mentioned before, the trustworthiness of a certain machine in our model de-
pends on the trustworthiness of its underlying hosts up to the root host which is as-
sumed to be trusted.

Further, certificate issuing parties likeCI are usually assumed to be fully trusted,
i.e., by both attestor and verifiers.

Attestation

The main parties involved in the attestation procedure are averifierV and an attestor
A. The machine to be attested is denoted byM, whereV receives the resulttrue only
if M fulfils a certain requirementR which is the common input to the protocol. We
denote this protocol with

(V : ind ; A : −)← Attest(V : −; A :M; ∗ : R).

In this context, we use the termbinary attestationif the verifier requires the machine to
have a certain configurationC, and the termproperty attestationif the verifier requires
the machineM to have a certain propertyp.

Since the behaviour of a machineMn depends on its configuration and the con-
figuration of its TCB, i.e.,{M0 . . .Mn−1}, all machines{M0 . . .Mn} have to be
attested in a chain of attestations.2 The chain of attestations starts with the root host
M0 (that is fully trusted and thus does not have to be attested) attesting the machine
M1, which then becomes the new attestor to attestM2 and so forth. The attestation
chain ends with the applicationMn attested by machineMn−1.

The attestation of all machines of a platformPF := {M0 . . .Mn} is then consid-
ered as an attestation of the whole platformPF .

Sealing

Sealing is the protocol between a providerPR, an attestorA, and a machineM,
whereM receives the informationD only ifM fulfils a certain requirementR of PR,
otherwise an empty stringǫ. This is denoted with(D)R. We define the sealing protocol
as follows

(PR : −; A : −, M : (D)R)← Seal(PR : D , R; A :M, R;M : −)

where the main inputs ofPR andA are the dataD and the machineM respectively.
Similar to the attestation algorithm described in Section 7.1.2, the providerPR has
to perform a chain of sealings based on the machines{M0 . . .Mn−1} before it can
perform a sealing protocol with the applicationMn of platformPF .

7.1.3 Main Aspects

In this section, we briefly review the main functionalities,including binary attestation
and binary sealing, of the specifications version 1.1b [96] and 1.2 [102] of theTrusted
Computing Group(TCG).

2Note that the functioninit() allows hosts to overwrite the configuration and thus the behaviour of a
client machine.
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TCG Components

The main components of the TCG proposal are the hardware componentTrusted Plat-
form Module(TPM), a kind of (protected) pre-BIOS3 called theCore Root of Trust
for Measurement(CRTM), and a support software calledTrusted Software Stack(TSS)
which performs various functions like communicating with the rest of the platform or
with other platforms.

Trusted Platform Module (TPM) A TPM is the main component of the specifica-
tion providing an RSA key generation algorithm, cryptographic functions like RSA en-
cryption/decryption, a secure random number generator, non-volatile tamper-resistant
storage, and the hash function SHA-14.

TPMs can be compared to integrated smart-cards containing aCPU, some mem-
ory, and special applications. The assumption is that the chip is tamper-resistant and
mounted on (or integrated in) the motherboard. The main chipcontains a special se-
curity controller with some internal, non-volatile ROM forthe firmware, non-volatile
EEPROM for the data and RAM. Furthermore, it contains a cryptographic engine for
accelerating encryption and decryption processes, a hash accelerator and a random
number generator (needed to generate secure cryptographickeys). Figure 7.2 shows
the main architecture of the chip.

ROM

EEPROM

Platform

Configuration

Trusted Platform Module (TPM)

Cryptographic
Engine

RAM

Controller

Number
Generator

Low Pin Count

(LPC−I/O)

Registers (PCRs)

Input/Ooutput

Random

Figure 7.2: Simplified architecture of the TPM

The TPM uses the synchronous Low Pin Count-I/O-Interface (LPC-I/O) on the
motherboard to communicate with the host PC. The data transmission is done through
a FIFO inside the TPM LPC-I/O interface which can be accessedfrom both sides. The
connection of the TPM to the motherboard is illustrated in Figure 7.3. The protocols
defining the order of commands and transmissions between thehost and the TPM are
a challenge-and-response dialogue, i.e., after every challenge the host waits for the
corresponding response from the TPM before it sends a new request.

Due to the physical properties of the LPC interface, checksums for block protection
are not required. To configure the chip, configuration registers can be used to enable or

3Basic I/O System
4SHA-1 [63] generates 160-bit hash values from an input of (almost) arbitrary size. One of the stated

security goals for SHA-1 was that finding any collisionmusttake280 units of time. Recently, Wang et. al.
[106] described an algorithm to find such collisions in time269, see also [55]. Though attacking SHA-1
would be challenging, SHA-1 clearly has failed its stated security goals. In contrast to some applications,
full collision resistance is essential in Trusted Computing. Hence, we anticipate revised specifications to
switch to another hash function.

Open_TC Deliverable 05.1



126 OpenTC D05.1 – Basic Security Services

Northbridge Southbridge

Main
Memory

Super−I/O

Trusted Platform

Module (TPM)

S
E

R

P
A

R

P
S

/2

F
D

PCI

USB

AC’97

HOST−PC

CPU

IDE

Figure 7.3: Integration of the TPM into a PC platform.

disable functions of the TPM chip, and to configure the I/O addresses for communica-
tion with the chip. Data registers are used for data transferbetween the host PC and the
TPM chip; status and command registers are used to audit and control the performed
operations. Depending on the used TPM chip, different layers may exist above the
hardware to transport control information, vendor-specific information, or application
data (e.g., data to be signed or commands to generate keys).

We can abstractly describe a TPM with the tuple(EK ,SRK , T ): the endorsement
key EK , an encryption key that uniquely identifies each TPM; the Storage Root Key
(SRK ) or Root of Trust for Storage (RTS), uniquely created insidethe TPM. Its private
part never leaves the TPM and is used to encrypt all other keyscreated by the TPM;
the TPM stateT contains further security-critical data shielded by the TPM.

Moreover, the TPM provides a set of registers calledPlatform Configuration Regis-
ters(PCR) that can store hash values. The hardware only accepts PCR register changes
in the following form:PCRi+1 ← SHA1(PCRi|I), with the old register valuePCRi,
the new register valuePCRi+1, and the inputI. This process is calledextendingof a
PCR.

A TPM can create different types of asymmetric keys:

• Migrateable keys(MK): Migrateable keys are those cryptographic encryption
keys that are only trusted by the party who generates them (e.g. the user of
the platform). A third party has no guarantee that such a key has indeed been
generated on a TPM.

• Non-migrateable keys(NMK): Contrary to a migrateable key, a non-migrateable
encryption key is guaranteed to reside in a TPM-shielded location. A TPM can
create a certificate stating that a key is an NMK.

• Certified-migrateable keys(CMK): Introduced in version 1.2 of the TCG specifi-
cation, this type of encryption key allows a more flexible keyhandling. Decisions
to migrate and the migration itself is delegated to two trusted entities, chosen
by the owner of the TPM upon creation of the CMK with a separatecommand
TPM CMK CreateKey: TheMigration-Selection Authority(MSA) controls the
migration of the key, but does not handle the migrated key itself. In contrast, the
Migration Authority(MA) handles the migration of the key: To migrate a CMK
to another platform, the TPM commandTPM CMK CreateBlob expects a cer-
tificate of an MA stating that the key to be migrated can be transferred to another
destination. Furthermore, the certificate of the CMK that the owner/user uses to
prove that it was really created by a TPM contains information about the identity
of the MA resp. MSA.
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• Attestation identity keys(AIK): These non-migrateable signature keys provide
pseudonymity resp. anonymity of platforms including a TPM.AIKs are locally
created by the TPM. The public part is certified by aPrivacy Certification Au-
thority (Privacy CA) stating that this signature key is really undercontrol of a
secure TPM. In order to overcome the problem that this party can link transac-
tions to a certain platform, version 1.2 of the TCG specification defines a cryp-
tographic protocol calledDirect Anonymous AttestationDAA [13], eliminating
the Privacy CA.

TPM signatures: The TPM can create a TPM signature denoted byσTPM . There
are two possible ways of generatingσTPM . The first one is a DAA signature. The
second way is a DAA signature on an arbitrary attestation signing keyAIK together
with an ordinary signature under the keyAIK. For simplicity, we do not distinguish
these two cases, and denote the private signing key used to create TPM signatures
σTPM ← SignSKTPM

(m) on a messagem with SKTPM and the corresponding public
verification key used to verifyσTPM with PKTPM .

TCG Functionality

Based on this functionality, the TCG specification defines four mechanisms calledin-
tegrity measurement, attestation, sealing, andmaintenancewhich are explained briefly
in the following. Note that our descriptions focus on the PC-specific realisation of the
TCG specification [103].

Integrity measurement: Integrity measurement is done during the boot process by
computing a cryptographic hash of the initial platform state. For this purpose, the
CRTM computes a hash of (“measures”) the code and parametersof the BIOS and ex-
tends the first PCR register5 by this result before passing control to the BIOS. Similarly,
the enhanced BIOS has to measure the master boot record (MBR)of the boot device
before passing control to the boot loader. A chain of trust isestablished if the boot
loader also measures the loaded code (e.g., the operating system) before it transfers
control.

This chain strongly relies on explicit security assumptions about the CRTM. The
PCR valuesPCR0, . . . ,PCRn provide evidence of the system’s state after boot. We
call this state the platform’sconfiguration, i.e.,cs := (PCR0, . . . ,PCRn).

Note that the TCG specification does not define the code that has to be measured
by the boot loader. Thus, different strategies can be realised: The boot loader can
measure the whole system state including operating system,applications, and data.
Alternatively, the boot loader can only measure the operating system kernel which may
itself provide mechanisms to attests single applications.

Attestation: The TCG attestation protocol is used to give a verifierV assurance about
the platform configurationcs . To guarantee integrity and freshness, the TPM must sign
this value and a fresh nonceR provided by the verifier with anAttestation Identity Key
(AIK). The challenger can then decide whether the attested platform is in configuration
cs or not. For increased flexibility, the attestation protocolallows the attested machine
to consider only certain PCR values (e.g.,PCR1, PCR3, andPCR7) that can be

5During a reset, all PCR registers are initialised with zero.
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defined by a binary vector. Section 7.1.5 describes the TCG approach to attestation in
more detail.

Sealing: Data D can be cryptographically bound to a certain platform configura-
tion cs by using theTPM Seal command. We denote this command abstractly with
(D)cs ← Seal(PR : cs ,D) meaning thatD is sealed forthe configurationcs . The
TPM Unseal command releases the decrypted data only if for the current configura-
tion cs ′ it holds thatcs ′ = cs , i.e., D = Unseal((D)cs) ⇔ ((D)cs ← Seal(PR :
cs ,D) ∧ (cs ′ = cs)).

Thus sealing allows software, e.g., an operating system, tobind secrets like a master
encryption key to its current configuration and therefore prevents that security mecha-
nisms can be bypassed by rebooting a maliciously modified platform configuration.

Maintenance: The maintenance functions can be used to migrate the SRK to another
TPM: The TPM owner can encrypt the SRK under a public key of theTPM vendor
using theTPM CreateMaintenanceArchive command. To finish the migration
in case of a hardware error, the TPM vendor can decrypt the SRKand integrate it into
another TPM.

Unfortunately the maintenance function is only optional and, to our knowledge,
not implemented by currently available TPMs. Furthermore,the maintenance function
works only for TPMs of the same vendor.

7.1.4 TCG Model

We introduce an abstract model for the basic functionalities provided by TCG-
compliant platforms as illustrated in Figure 7.4. It consists of several state transition
machines: the machineM represents a client machine to be attested, while the host
ofM is the attestorA. Note that in the TCG model,M represent the software com-
ponents and hardware devices of a computing platform, whileA represents, e.g., the
TPM, the CRTM, and the CPU. The third machineV represents a (remote) verifier, and
machineU the local user.

U
secure channelinsecure channel

platform

data(D)

A

V

send(m)

receive(m)

seal(hash(C ),D)

   

M

attest(hash(C ))

boot(C ’)

exec(C )M
M

M

M

Figure 7.4: Abstract Model of the TCG functionality

The machines are connected by insecure and secure (authentic, integer and con-
fidential) directed communication channels:V can communicate withM using an
insecure input channelsend() and an insecure output channelreceive(), which are
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used for common communication. The attestor offers an insecure initialisation channel
boot() to the userU .6 It accepts a configurationC := (s0, ∆) ofM which is locally
stored and then used to executeM on top ofA using the channelexec(). This en-
sures that the attestor always knows the configuration ofM. Compared to the boot
example discussed in Section 7.1.3,C represents the hashed chain of the basic mod-
ules (i.e., BIOS, boot-loader, and operating system) at thetime the operating system is
bootstrapped.

A secure output channelattest() returns toV the hash valuecs := Hash(C) of the
configurationC ofM. A secure input channel ofA calledseal() receives dataD and
a hash of the desired configurationcs ′. If cs is equal tocs ′, the attestorA sendsD to
M using the secure output channeldata().

Assumptions

The functionality mentioned above is provided under the following assumptions:

1. The platform configuration cannot be overwritten after measurement, i.e., after
the hash values are computed and securely stored in TPM. Thisis an important
assumption, because the attestor only makes statements about the initial state of
M. If malicious modifications would be possible after measurement, verifiers
could not rely on the information provided by the attestor. In our model this
assumption is fulfilled sinceM’s configuration can only be modified by the ma-
chine itself and the attestor using theinit() channel (which models a reboot).
Unfortunately, currently available operating systems such as Windows or Linux
can easily be modified, e.g., by exploiting security bugs or by changing memory
which has been swapped to a hard disk.

2. Given the hash value representingM’s configuration, the verifier can determine
whether the platform configurationC is trustworthy. In our model, this assump-
tion is fulfilled since we assumed that the verifier can derivethe machine’s be-
haviour from(s0, ∆). The trusted computing base of today’s operating systems
is very complex, which makes it very difficult, if not impossible, to determine
their trustworthiness.

3. The secure channels can be established. This assumption is fulfilled using three
different mechanisms:

(a) The channels between hardware components (e.g., between TPM and CPU)
are assumed to be secure since both components are integrated on the same
hardware.7

(b) The communication between attestor and verifier is secured based on a
public key infrastructure (PKI) [102].

(c) The operating system has to provide a secure communication mechanism
between machines, e.g., between attestor and attested machine.

Hence, a secure operating systems is required that (i) effectively prevents unautho-
rised modifications, that (ii) is small enough to allow an evaluation of its trustworthi-
ness, and that (iii) provides a secure inter process communication (IPC) mechanism.

6The reason why the channelboot() is modelled as insecure is that in practice even local users cannot be
sure whether a secure operating system has been loaded.

7Experience shows that this assumption does not hold for the currently available TPM platforms, since it
is possible to observe resp. modify the communication between CPU and TPM.
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Figure 7.5: TCG Attestation Architecture

However, such a secure operating system can be efficiently provided by security kernels
based on micro-kernel architectures [69, 77, 30].

7.1.5 The TCG Approach: Binary Attestation

The TCG specifications [96, 97] define mechanisms for a TPM-enabled platform to
reliably “report its current hardware and software configuration to a local or remote
challenger” [7]. This ‘binary attestation’ (based on measurements of binary executa-
bles) is based on (1) the platform building a chain of trust from the hardware up to the
operating system (and, potentially, including applications) by measuring integrity met-
rics of modules and storing them in the TPM, and (2) the TPM being able to report on
these metrics in an authenticated way. A verifier obtaining such authenticated metrics
can then match them against the values of a known configuration and decide whether
the verified machine meets her security requirements or not.

Binary Attestation Architecture Figure 7.5 represents a modularised architecture
corresponding to the TCG concept of binary attestation.

The following entities are involved in the attestation and verification process:

Verified Machine A machine that has a Trusted Platform Module (TPM) and a com-
puting base that may execute untrusted code.

Verifier Machine The machine of the verifier. All modules on this machine are known
and trusted by the verifier.

Directory Servers Servers that provide additional authenticated information about
components in signed component directories. Examples include Tripwire di-
rectorieswww.tripwire.com.

We make certain definitions to speak about this architecture:

Verified Platform The computing environment on the verified machine.

TPM The Trusted Platform Module (TPM) on the verified machine. Itis used by the
verified platform to store measurements of code executed in the verified platform.
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Configuration Validator The module that obtains a (TPM-authenticated) measure-
ment and reconstructs the platform’s configuration. To do this, it uses a configu-
ration log file (see Section 7.1.5) additionally provided bythe verified platform
as well as configuration descriptors certified in Component Directories.

Configuration AssessmentGiven a configuration, the assessment determines whether
this configuration satisfies the requirements of the verifier. This assessment typi-
cally involves matching the configuration against a set of configurations allowed
by the verifier.

Component Directory A signed repository of information related to components. An
example of a component directory is a software vendor’s database providing hash
values and associated descriptions of its latest products.

Binary Attestation and Verification Mechanisms We now explain the interactions
that implement binary attestation. The ability of the TPM reliably to report on the
verified platform’s computing environment follows from theTPM-enabled measure-
ment and reporting. Our description in the following paragraphs focuses on the PC-
platform [7].

The measurement and storage of integrity metrics is startedby the BIOS Boot
Block (a special part of the BIOS which is believed to be untampered) measuring itself
and storing the measurements in a TPM PCR (Platform Configuration Register) before
passing control to the BIOS. In the same way, the BIOS then measures option ROMs
and the Boot Loader and records these measurements in a TPM PCR before passing
control to the Boot Loader. The process continues as the BootLoader measures and
stores integrity metrics of the OS before executing it, the OS in turn measuring and
storing integrity metrics of additionally loaded OS components before their execution.
If support by the OS is provided, applications can also be measured before being exe-
cuted.

The measurement and reporting processes are depicted in a simplified manner in
Figure 7.6, in whichH represents the cryptographic hash function SHA-1. During ini-
tialisation, various PCRs as well as a configuration log file (stored on the platform) are
initialised; this log file keeps track of additional information such as descriptions or file
paths of loaded components [84] ; its integrity need not be explicitly protected by the
TPM. During subsequent measurement of components, this logfile is extended, while
metrics (hash values) of the executables are stored in the TPM using thetpm extend
method replacing the contents of the appropriate PCR register with the hash of the old
contents and the new metrics. We do not discuss which metricsare stored in which
PCR; it suffices to say that metrics of loaded components are reliably stored in the
TPM.

When a remote verifier wants to assess the security of the verified platform, she
sends a challengec to the platform. The platform uses this challenge to query (with a
tpm quote command) the TPM for the value of the PCRs. The TPM responds with a
signed messageSignAIK (

−−−→
PCR, c) containing the PCR values and the challenge8. The

platform returns this signed quote to the challenger (verifier) together with information
from the log file needed by the verifier to reconstruct the verified platform’s configura-
tion; the verifier can then decide whether this configurationis acceptable.

8The TCG specifications specify a quote over specific PCR values rather than the full set; for simplicity,
we assume in this discussion that a quote is always given overall PCR values.
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Platform TPM

Initialisation:
log := {} PCRx := 0

Measure Components:

measuredesci asexeci

log := log||(desci , execi )
mi :=H(execi)

−
tpm extend(x ,mi)
−−−−−−−−−−−−−−−→

PCRx :=H(PCRx , mi)

Report Measurements:

−
tpm quote(c,AIK )
−−−−−−−−−−−−−−−→

←−
SignAIK (

−−−→
PCR, c)

−−−−−−−−−−−−−

Figure 7.6: TPM-Enabled Measurement and Reporting Process

The key used for signing the quote,AIK , is an “Attestation Identity Key” of the
TPM; as a TPM may have multipleAIK s, the key or its identifier has to be specified
in the tpm quote request. An Attestation Identity Key is bound to a specific TPM;
its public part is certified in an Attestation Identity Key Certificate by aPrivacy-CAas
belonging to a valid TPM.9 The verifier of a quote signed with a (correctly certified)
AIK believes that the quote was produced by a valid TPM, more specifically, by the
unique TPM owning thatAIK . This belief is, of course, based on the assumption
that the TPM is not easily subject to hardware attacks and that effective revocation
mechanisms are in place dealing with compromised keys.

Note that the above measurement process does not prohibit execution of untrusted
code, it only guarantees that the measurement of such code will be securely stored in
the TPM. Thus, if malicious code is executed, the integrity of the platform may be
destroyed; however, the presence of an untrusted (or simplyunknown) component will
be reflected by the TPM quotes not matching the ‘correct’ or ‘expected’ values.

Deficiencies of TCG Attestation and Sealing

While the attestation and the sealing mechanisms provided by the TCG allow many
meaningful applications (see, e.g., [80, 31, 56, 84]), the naive use of the platform con-
figuration (e.g., to bind short-term data to platforms or to determine the trustworthiness
of applications) has some important drawbacks:

• Discrimination.Sealing and attestation have the potential to isolate “alternative”

9In the remainder of this paper, we will always assume that theverifier of a quote is in possession of, or
can obtain, the appropriate certificate certifying theAIK but we will not explicitly represent the transport of
such certificate in protocols.
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software products (e.g., OpenOffice10 or WINE11 and operating systems such as
Linux), and it would be more difficult (if not impossible) forthem to enter the
market. It is easy to imagine a situation where global players such as content
providers and large operating system vendors collaborate and exclude specific
operating systems as well as applications. This barrier to entry effectively un-
dermines competition and prevents the self-regulating mechanisms of an open
market.

Moreover, sealing can have negative consequences since application vendors can
bind the application data to their application, making it impossible for alternative
software products to be compatible. With TCG a vendor could prevent OpenOf-
fice from reading Word documents.

• Complexity. The number of different platform configurations exponentially
grows with the number of patches, compiler options and software versions. This
makes it hard to keep track of the trustworthiness of a given configuration.

• Observability.The recipient of the attestation protocol or an observer gets exact
information about the hard- and software configuration of a specific platform.
This makes attacks on such platforms much easier since an adversary does not
need to perform any platform analysis.

• Scalability. Since the sealing mechanism provided by the TCG hardware binds
encrypted content to a specific system configuration, systemupdates make the
encrypted content inaccessible. For example, any patch leads to a new configu-
ration and thus to modified PCR values.

7.1.6 Attesting Properties

A more general and flexible solution to the attestation problem is an approach called
property-based attestation[78, 71]. It means that attestation should only determine
whether a platform configuration or an application has a desired property. This avoids
revealing the concrete configuration of software and hardware components. For ex-
ample, it would not matter whether the application was Web-browserA or B, as long
as both have the same properties. In contrast, the attestation and sealing function pro-
vided by TCG-compliant hardware attests the system configuration of a platform that
was determined at system startup. For (nearly) all practical applications, the verifier
is not really interested in the specific system or application configuration. As we have
argued in Section 7.1.5, this even has a disadvantage due to the multitude of possi-
ble configurations a verifier has to manage. In fact, the challenger is only interested in
whether the attested platform provides the desired properties. Informally, aproperty, in
this context, describes an aspect of the behaviour of the underlying object (platform/ap-
plication) with respect to certain requirements, e.g., a security-related requirement (see
Section 7.1.2). In general, properties for different abstraction levels are imaginable.
For instance, a platform property may, e.g., state that a platform isprivacy-preserving,
i.e., it has built-in measures conform to the privacy laws, or that the platform provides
isolation, i.e., strictly separating processes from each other, or itprovidesMulti-Level
Security(MLS) and so forth.

10www.openoffice.org
11www.winehq.org
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The question whether there is a correct or useful property set depends strongly on
the underlying use case and its requirements. Attesting properties has the advantage
that different platforms with different components may have different configurations
while they all offer the same properties and consequently fulfil the same requirements.
As mentioned in Section 7.1.2, we consider the desired properties of an application as
a certain input/output behaviour.

The idea of property-based attestation, as presented in this contribution, was pro-
posed in [78], and later in [71]. Other related work is considered in Section 2.4.
Whereas [71] proposes a high-level protocol for property-based attestation, [78] pro-
poses and discusses several protocols and mechanisms that differ in their trust models,
efficiency and the functionalities offered by the trusted components. In particular, [78]
discusses how theTrusted Software Stack(TSS), the TPM library proposed by the
TCG, can provide a property-based attestation protocol based on the existing TC hard-
ware without a need to change the underlying trust model. A cryptographic protocol
realising the approach outlined in Section 7.1.10 was proposed in [19].

Requirements

In this section, we informally consider the main security requirements thatideal attes-
tation and sealingmechanisms should fulfil.

1. Security: The attestor only attests properties provided by the platform resp. ap-
plication. More precisely, if the outcome of the attestation for a machineM on a
certain propertypi is true (i.e., accepted by the verifier) then the attested machine
Mmatches this property, i.e., the outcome of thematch(pi,M) is true.

2. Privacy/non-discrimination: The attestation should neither reveal any informa-
tion about the platform/application configuration (beyondthat it falls under a
certain property) nor should it be able to favour selected configurations.

3. Unlinkability: It should be infeasible to link different attestation sessions of the
same attestor.

4. Availability: When modifying a platform configuration without changing the
provided properties, access to sealed data should still be possible.

5. Reduced Complexity: Security enhancements to the platform should not be
costly.

A further requirement, which we do not consider in this contribution, isaccount-
ability. Although a trusted third party like a certificate issuer hasto be trusted by all
participants, it is desirable to detect its misbehaviour.

Ideal World Model

An ideal attestor that fulfils the requirements of an ideal attestation and sealing func-
tionality is capable of determining the set of propertiesP := {p0, . . . , pn} provided
by a system configurationC and to decide whether it has a specific propertyp. It per-
forms aproperty-based attestationandproperty-based sealingmechanism as shown in
Figure 7.7.

Unfortunately, it is in practice difficult, if not impossible, to determine or compare
properties enforced by a platform configuration. Today, noteven content providers are
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Figure 7.7: The ideal model of a property-based attestationfunction

able to formally specify the demanded properties; however,this would be necessary to
enable the use of proof-carrying code or formal analysis.

Property Detection

Before the attestor can make statements about a machine, theappropriate properties
have to be determined using the functionmatch() which itself can do this directly or
indirectly. We group mechanisms that determine the properties of a machine into three
categories:

• Code control: The property attestor is trusted to enforce that a machine can
only behave as expected. In our machine model this means thatthe attestorA
compares the I/O behaviour ofM with that defined by the desired propertyp.
An example would be to use SELinux as a reference monitor and to attest both
SELinux and the enforced security policy, as described in [61].

• Code analysis: The property attestor directly analyses the code of the machine
to derive properties. Alternatively, it verifies whether the machine provides the
claimed properties. In our machine model, the attestorA has to be the host
of M and to decide based on(S0, ∆), whethermatch(pi,M) = true holds.
Practical examples in this context are proof-carrying code[64, 65] and semantic
code analysis [35].

• Delegation: Instead of determining properties directly, the propertyattestor can
also prove that another party has certified the presence of the desired properties.
Obviously, this third party has to be trusted by both the attested platform and the
verifier. A practical example in this context are property certificates issued by
a certificate issuer: The matching algorithm returnstrue if a property certificate
exists and was issued by a third party who is trusted byV .

Code control methods and code analysis (cf. semantic remoteattestation, [35]) are
out of the scope of this report. We elaborate on the delegation idea in Section 7.1.7
where we present several concrete solutions.

7.1.7 Delegation

The basic idea of property detection through delegation wasshortly described in Sec-
tion 7.1.6. In this section we are going to focus on some concrete delegation-based
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solutions. The main reason is that the delegation-based principle is well-suited to the
TCG trust model and the related infrastructure that alreadyrequires trust in third parties
(e.g., Privacy CA, certificate issuer in the context of DAA, or Migration Authority for
migrateable keys.

In the following,hybrid attestationmeans a two-level chain of attestations, where
the first attestation is based on binary configurations and the second one based on prop-
erties. Since we assume in our model that applications are attested by the operating
system, we now focus on the question how the translation fromconfigurations into
properties based on certificates can be realised on a low architecture level (ideally by
the root hostM0).

For this, the ideal model is extended with a trusted third party (e.g., a certificate
issuerCI) who attests that a given platform configurationC fulfils a desired propertyp.
Thus, we replace the automatic property derivation based onconfigurations, required
for the ideal attestor (see Section 7.1.6), by a property certificate σCI issued byCI.
This relaxed model is shown in Figure 7.8.
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certCI A attest(p)

seal(p,D)
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exec(C )
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boot(C )M

Figure 7.8: General architecture of a property attestorAp based on a binary attestorAb

and a certificate issuerCI that translates configurations into properties

The certificate is simply a signature ofCI which we callproperty certificate. Note
thatCI confirms the correctness of the correspondence between the platform configura-
tion and certain properties according to defined criteria. However, following common
practice such organisations are only liable for intentional misbehaviour and not for
undetected weaknesses (compare with safety and security tests or common criteria).
Parties likeCI are fully trusted (i.e., by the attestor and the verifier), since both have to
assume thatCI certifies only configurations that really have the attested property.

The following solutions are based on [78] and [53] that propose several possible re-
alisations of property attestation using delegation. All proposed solutions realise hybrid
attestation but they differ in their functional requirements as well as in the underlying
trust model: Some of them require extensions to the existingTC hardware (TPM), oth-
ers propose to implement the required extensions by means ofa fully trusted software,
or to reuse the existing TPM implementations while keeping the same trust model as
the current TCG specification.

Hardware-based Certificate Verification

This solution adds a property certificate verification procedure to the TPM function-
ality. Any party that the verifier trusts may issue property certificates. The following
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protocol defines property attestation in this framework:

(V : ind ; TPM : −)← Attest(V : −; TPM : cs ; ∗ : PK CI , σCI , ps , Nv).

The attestor is in this case the TPM with a signing key pair(SKTPM ,PKTPM )
where the signature verification keyPKTPM can be seen as a pseudonym. The com-
mon input to the protocol is a public keyPK CI of the certification issuerCI, a
property-certificateσCI := SignSKCI

(ps ′, cs ′), the desired propertyps and a nonce
Nv. The input of the attestor (here the TPM) is the configurationcs ofM. The output
to the verifier isind .

In the above protocol, the TPM evaluates the property certificateσCI in order to
verify whetherps ′ = ps andcs ′ = cs. If so, it returnsσTPM := SignSKTPM

(ps ||Nv),
which V verifies. Note that in the concrete realisation of the above protocol,V gen-
erates the common inputNv. Fulfilling the unlinkability requirement should not be
problematic since CA-based pseudonyms, or the DAA protocol, can hide the signature
keyPKTPM . A new TPM command can efficiently be implemented (see [53]).

The use of certificates that guarantee platform properties has the known problem of
public key infrastructures such as certificate revocation,e.g., when new bugs become
public that violate certified properties. Allowing to revoke a property certificate (revo-
cability requirement) thus requires additional TPM support ensuring that verifiers can
recognise if a revoked property certificate was used. A simple, but still unsatisfactory
solution is the use of short validity periods of property certificates.

Group Signatures

A group signature scheme allows a group member to sign messages anonymously on
behalf of the group. In case of a dispute, the identity of a signature’s originator can
be revealed, but only by a designated entity [18]. In our framework, the public group
signature keyPKPS represents a propertyps while the corresponding private keys
(SK ps

cs1
, . . . ,SK ps

csn
) generated by a Trusted Third Party (TTP) represent different con-

figurationscsi (i = 1, · · · , n) providing the same propertyps . Since the verifier of a
group signature cannot decide which secret key has been usedto generate the signature,
it does not get information about the configuration of the machine to be attested. This
satisfies the non-discrimination and unlinkability requirements.

The abstract description of the protocol is as follows. It consists of two phases, the
issue phase and the attestation phase. In the issue phase, aCI generates the signature
keysSK ps

csi
, seals them undercsi and publishes the resulting blobs[SK ps

cs i
]PK
(cst ,csi)

that
can only be unsealed by TPMs of typecst under configurationcsi.

The protocol for the attestation phase is defined as follows:

(V : ind , A : −)← Attest(V : −; A : cs ; ∗ : ps ,PK ps).

The common input is the propertyps and the public group keyPK ps. The attestor
inputs the configurationcs . The output toV is ind .

More concretely, in the protocolV chooses a nonceNv and sends it toA (more
concretelyhost(M)). A sends the signatureσ := SignSK

ps
cs

(Nv) to the verifier who
verifies it using the public group signature keyPK ps. If V trustsCI and the TPM, it
concludes that the user platform indeed providesps .

Some group signature schemes [6] allow a designated entity to exclude group mem-
bers, thus selected (e.g., insecure) configurations can be revoked (revocability require-
ment). They also allow the designated entity to add new groupmembers and thus to
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add new compatible configurations (availability requirement). Users of the machine
M can decide which group signature key they load onto their machine (and thus which
property the platform can attest), therefore also the privacy requirement is fulfilled.

Trusted Software Service

A software-only solution avoids the need for modifications of the TPM hardware. For
example, a separate trusted software service might translate attestation requests into
configurations. However, online services are often performance critical. A way to
solve this problem is to enhance the existing TPM function with aTrusted Attestation
Service(TAS), a fully trusted software service that is part of the attestor.

The trust model of this solution requires the TAS and consequently other machines
that host the TAS (e.g., operating system) to be fully trusted (i.e., by both the veri-
fier and the platform owner/user). Note that this trust couldbe established by binary
attestation of the TAS.

In the following, it is shown how a TAS could be implemented using a verification
proxy.

7.1.8 Property Attestation

Property attestation addresses the privacy, openness and scalability problems associ-
ated with binary attestation. With property attestation, averifier is convinced of high-
level security properties of a remote platform without receiving the remote platform’s
configuration information. Examples of security properties are the absence of certain
vulnerabilities or the ability to enforce certain policies; security properties also include
privacy and availability statements. The SuSewww.suse.com common criteria evalu-
ated Linux enterprise edition can prove that it satisfies Assurance Level EAL2+ for the
Controlled Access Protection Profile. A server farm should be able to assure a verifier
that it has a high-probability of 24x7 availability. A enterprise can certify that a given
set of files belong to it’s base installation (while others donot).

High-level View of Property Attestation Figure 7.9 depicts property-based attesta-
tion at a high level. The verifier and verified platform engagein a protocol to prove
that the platform satisfies the verifier’s security requirements. If the verifier is satisfied
with the offered properties, they can engage in the exchangeof services.

The actual properties offered are determined by a matchmaking process between a
verifier policyand aplatform policy. The termpolicy stands for a collection of static
and/or dynamic security and privacy requirements, trust assumptions and properties:

• The verifier policy includes the verifier’s property requirements as well as the
trust policy describing which entities she trusts for signing or certifying certain
property-related statements. A verifier may trust a software distributor to state
correct product information in a component directory (e.g., which binaries be-
long to which product), but may not trust the distributor forcertifying security
properties about the software. In our architecture in Section 7.1.8, security prop-
erty certification will be performed byproperty certifiers. In addition to having
a trust policy, a verifier may have a privacy policy specifying, for example, to
whom she wants to disclose security requirements and trust policy contents.
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Figure 7.9: High-Level View of Property Attestation

• The platform policy includes the properties that can currently be assured by
the platform, as well as privacy and trust policies specifying which information
(properties or configuration) can be disclosed to whom.

The matchmaking and negotiation process between verifier and platform policies can
differ depending on the entities involved. The question is what portions of the lo-
cal policies are communicated? Individuals are often reluctant to reveal their privacy
policies while enterprises are often reluctant to reveal their trust policies and property
requirements. We envision the following scenarios:

B2C If a business platform wants to prove its properties to a consumer, it will reveal
what properties can be offered under what trust policy. The consumer then lo-
cally decides whether this satisfies his requirements. The consumer does not
reveal any information.

C2B If a business verifies a consumer platform, it will send its trust policy while the
consumer platform then proves the corresponding properties.

B2B If a business verifier verifies a business platform, it will reveal its trust policy
while the business platform responds with the properties that can be guaranteed
under this trust policy.

In practice, proving properties and revealing (parts of) policies can be an iterative pro-
cess where parties gradually build up trust as in [85, 86, 111, 112].

In the following sections, we will focus on the C2B scenario with simple privacy
policies: the verified platform’s privacy policy simply forbids that the verifier receives
actual PCR measurements; and the verifier is willing to reveal her trust policy but
not her specific security requirements. The verifier is thus willing to send her trust
policy and the verified platform attests to the properties itcan assure under that trust
policy. These assumptions will allow us to illustrate the core concepts of property-
based attestation; a description of a generic matchmaking process for complex privacy
and trust policies is not within the scope of this paper. An example of a more complex
platform privacy policy may be not to attest to any property if the verifier’s trust policy
is too restrictive;e.g., if a verifier’s trust policy specifies trust in only a single software
vendor, then attesting to a high-level property under that restrictive trust policy reveals
that the verified platform is running only software from thatvendor.

Open_TC Deliverable 05.1



140 OpenTC D05.1 – Basic Security Services

Verification
Proxy

Verified
Machine

Directory Servers

Verifier
Machine

Figure 7.10: Property Attestation Architecture: Actors and Basic Message Flows

Property Attestation Architecture Figure 7.10 shows the component architecture
of a property-based attestation system. New parts of the property-based attestation
architecture are:

Property Certifier An agent that describes (and certifies) which security properties
are associated with which component. Example include manufacturers that cer-
tify properties of their products (such as offering certainservices), evaluation
authorities that certify their evaluation results (such ascommon criteria assur-
ance level for a given protection profile), or enterprises orother owners of the
machines that self-certify the code that they deem acceptable.

Verification Proxy Towards the verified platform, the verification proxy acts asa ver-
ifier of binary attestations; towards the verifier, it acts asthe verified platform in
the high-level property-based attestation view of Figure 7.9. When receiving a
platform verification request by the verifier, it challengesthe verified machine for
integrity measurements. These measurements are then transformed into a plat-
form configuration through configuration validation, and subsequently into plat-
form properties through property validation. The propertyvalidation is based
on property certificates (binding components and configurations to properties)
issued by property certifiers.

Property Verifier This module engages with the property prover in the property-based
attestation exchange. Its requirements are based on the verifier policy (property
requirements and trust policy) that it requires as an input.

Property Attestation Trust Model We outline certain deployment-dependent secu-
rity assumptions that are made by our design. In section 7.1.10 we show how to guar-
antee that they are satisfied.

The verification proxy is a core component of the design. The verified platform
(or its user/owner) needs to trust in its integrity (correctoperation and authenticated
channel) and confidentiality (confidential channel and no information leakage) in order
to guarantee privacy. The verifier needs to trust in the integrity of the verification proxy
in order to believe the properties that the verification proxy outputs. In addition, the
verifier needs to know a verification proxy signature key (public/private key pair) that
are used by the verification proxy to authenticate its verification results.
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Figure 7.11: Trust Model for Property Attestation: Entities and Keys (bold identifiers
denote key-pairs)

Figure 7.11 depicts the trust model for property attestation. Each entity is shown to-
gether with the public signature verification keys that it needs to know. Bold identifiers
represent key-pairs of the entity. The arrows in the figure represent trust relations be-
tween entities (or, in fact, trust policies associated withpublic keys): TheVerified Plat-
formowns an attestation identity keyAIK and knows the verification proxy’s (public)
keyVP . It trusts the owner ofVP to protect the confidentiality of its measurements. In
the simplified privacy policy model discussed in§ 7.1.8, the verification proxy is thus
the single entity to which the verified platform wants to sendconfiguration information.
TheVerification Proxyowns its signature key-pairVP . EachComponent Directoryi
owns a key-pairCDi with which it certifies configuration descriptors. EachProperty
Certifier i owns a key-pairPCi with which it certifies properties related to (sets of)
components. TheVerifier knows knows the platform identity (public) keyAIK of
the platform about which it wants to receive property-basedattestation; it trusts that
measurements authenticated with that key correctly represent the configuration of the
platform based on the TPM certified withAIK (even though he does not see them).
The verifier also knowsVP and trusts the integrity of property-based attestations with
that key. The verifier trusts configuration descriptions authenticated withCD1 ...i and
property certificates authenticated withPC1 ...j .

7.1.9 Property Attestation Protocols

We now describe the protocol for property-based attestation based on the above trust
model; it is represented in Figure 7.12. The exchange is triggered by the verifier who
requests to receive property attestation about the platform associated withAIK . We
name the protocol steps corresponding to the names of basic message flows and com-
ponents in Figure 7.10.

Platform Verification Request The verifier sends a message to the verification proxy
which contains a randomly generated 160-bit challenge (nonce)c, the attestation
identity keyAIK about which she wants property-based attestation, and her trust
policy TPV . As mentioned in§ 7.1.8, we assume that the verifier does not
protect the privacy of her trust policy; we also assume that the verifier receives
all the properties the verified platform can guarantee underthis trust policy.

Measurement RequestUsing an authenticated channel, the verification proxy for-
wards challenge andAIK to the verified platform. The platform decides whether
or not to continue based on its policy and trust model. We assume the platform
knowsVP as the key of a trusted verification proxy and continues by requesting
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Figure 7.12: Property Attestation Protocol

a TPM quote. Note that the challenge used between verification proxy and plat-
form (and TPM) need not be the same as the challenge used between verification
proxy and verifier. Indeed, it is up to the verification proxy alone to judge the
correctness and freshness of the actual TPM quote.

TPM Quote Request/ResponseThe platform requests and receives theAIK -
authenticated quote using the challenge.

Measurements The platform sends the quote and the log-file to the verification proxy
using a confidential channel (described below).

Config Validation The verification proxy can now reconstruct the platform’s configu-
ration using the authenticated metrics (PCR quote), the logfile and (potentially)
config descriptors certified by keys withinTPV .

Property Validation The verification proxy derives properties of the platform’scom-
ponents based on property certificates certified by keys within TPV .

Platform Property Status The verification proxy returns an authenticated message
containing the Platform Verification Request and the properties that can be as-
sured. The verifier checks whether this response is authenticated with a key
which her policy considers to belong to a trusted verification proxy. If so, she
trusts that the properties returned can currently be guaranteed by the platform
associated withAIK underTPV .

Note that the protocol assumes that the security of the verification proxy is guaran-
teed. In addition, we assume that messages from the verification proxy to the platform
and the verifier are authenticated while messages from the platform to the verification
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proxy are kept confidential (denoted byauth andconf, respectively). How this will be
guaranteed depends on the deployment and will be described in Section 7.1.10.

Note that more complex privacy policies (e.g., the verified platform also protect-
ing which properties can be proved to which verifiers under which trust policy) may
require also authentication by the verifier of the initial request message, as well as
confidentiality protection of the verification proxy’s response to the verifier.

We assume that high-level security properties about a platform can be guaranteed
only if all components on the platform are measured; this assumes that the measure-
ment process as depicted in Figure 7.6 continues up to the application level. Thus the
verification proxy should not attest to any properties unless it can convince itself that
the verified platform’s configuration indeed supports that extended measurement.

7.1.10 Deployment Scenarios

In previous sections, we assumed the existence of a key pairVP used by the verification
proxy for authenticating messages as well as the establishment of a confidentiality-
protected channel with the verified platform. Verified platform as well as verifier were
assumed to trust this key to belong to an untampered and correct verification proxy.

In this section, we now outline different deployment scenarios achieving the above
goals. Each scenario enables the verification proxy to establish an authentic channel
and to communicate confidentially with the verified platformand provides guarantees
to the verifier and the owner of the verified platform that the verification proxy is un-
tampered.

Verification Proxy on a Dedicated Machine The verification proxy can be deployed
on a dedicated TPM-enabled machine and convince other parties (verifier and verified
platform) of its own integrity through binary attestation.

If we assume that there are only a few approved standard configurations of verifier
proxy platforms, we can expect the ‘verification proxy verifier’ (the platform or the
verifier in the property-based attestation) to know a set of acceptable verification proxy
configurations, say{

−−−→
PCR1, . . . ,

−−−→
PCRn}. The verification proxy can now prove its

trustworthiness with a TPM quote (using a validly certifiedAIK ) attesting to such an
acceptable configuration:

SignAIKVP
(
−−−→
PCR, c)

The key used for authentication and key distribution in property attestation protocols
can then either beAIKVP or another key protected by the TPM and which can be
shown to be associated withAIKVP .

For efficiency reasons, it is recommended that the dedicatedmachine also stores
recent copies of the directories with certified material (property certificates and com-
ponent certificates).

A special case of this deployment is a verification proxy owned by the owner of
the verified platform itself. E.g., the platform owner is a company, verified platforms
are employee machines, and the verification proxy is the company’s firewall hiding
details of employee machines’ configuration towards company-external property-based
attestation verifiers.

Self-Attestation: Verification Proxy on the Verified Platform The idea here is to
deploy the verification proxy on the verified platform itself(see Figure 7.13). This
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Figure 7.13: Deployment of Property Attestation on a Micro-kernel-Enabled Platform

effectively implements a self-verification of the platform. Recent microkernels allow
to execute multiple operating system instances on a single machine [36, 69]. On such
platforms, the TPM can be virtualised such that each compartment has its own vir-
tual TPM [31]. This mechanism can be used to execute two TPM-enabled machines
on the same piece of hardware. The deployment is then essentially identical to the
two-machine deployment. Since the microkernel usually provides services for secure
messaging, authentication and encryption is not needed formessages between the ver-
ification proxy and the platform.

As described in the two-machine case, the verifier is required to verify the integrity
of the verification proxy using binary attestation. In this case, the scope of this verifi-
cation would be the compartment that executes the verification proxy, while the con-
figuration of the compartment executing the platform is not disclosed. This verification
would be based on the services provided by the virtual TPM in the compartment where
the verification proxy is executed.

Cryptographic Proofs

To solve the shortcoming of the TAS approach described in theprevious section, it is
sufficient for the verifier to securely verify the presence ofa certain property by means
of a cryptographic proof. Since the verifier can check the proof, it does not need to trust
the implementation of the software components anymore. In this model, only the user
of the platform has to trust the software performing the protocol not to leak information
about the platform configuration. The TCG calls the softwareunder this trust model
the Trusted Software Stack (TSS) [93]. The implementation of the following protocol
can be seen as an extension to the TSS.

In the following section we present two possible ways of realising such a property-
based protocol.

Proving Possession of a Valid Property-Certificate The basic idea of this approach
is as follows. An acceptable configuration is certified by a certificate issuerCI who
publishes certificates on mapping between propertiesps and configurationscs. As
mentioned before these certificates are represented through signaturesσCI of CI. For
property attestation ofM, host(M) proves to the verifierV that there is a valid link be-
tween the conventional attestation signatureσA, generated by the attestor (here TPM),
and the certificateσCI attesting that the configuration specificationcs provides the
property specificationps . Note that in this protocol the prover proves directly that its
configuration complies with that in the certificate without showing the certificate. In
opposite to the hardware-based solution suggested in Section 7.1.7, this approach does
not need extensions of the underlying trusted computing hardware.
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The protocol includes two main phases, the issue phase and the attestation phase. In
the issue phase,CI locally generates property certificatesσCI ← SignSKCI

(ps , cs). In
the attestation phase, the property-based attestation protocol is performed. It is defined
as follows:

(V : ind , A : −)← Attest(V : −; A : cs ; ∗ : ps ,PK CI , Nv).

The common input is the propertyps , the public keyPK CI of the certificate issuer
CI and the nonceNv (chosen byV).

More concretely, the TPM signs the messageBcs ||Nv whereBcs denotes a com-
mitment to the configurationcs . The resulting signature is denoted byσTPM ←
SignSKTPM

(Bcs ||Nv). A extends the TPM’s signature to a signatureσ and sends it
to V . ThenA proves in zero-knowledge that (i)σ contains a valid property-certificate
for the propertyps , (ii) the content of the commitmentBcs (which is signed by the
TPM) is the same as the configuration certified in the certificate σCI . V also verifies
that the nonceNv (obtained by the same verifierV) is signed by the TPM.

Note that the certificateσCI is the secret input to the protocol since the verifier
should not learn information about the platform configuration cs . For the concrete
protocol one can deploy the group signature and cryptographic techniques similar to
those used in the context of DAA [13].12

The unlinkability requirement can be realised by usingSK TPM as an anonymous
session signature key that was verified by the verifier using apseudonym certified either
through a Privacy CA or through DAA.

To fulfil the revocability and the availability requirements, the underlying protocol
should offer the possibility to verify whether or not this configuration is still valid.
However, revocation-related issues occur just like in every certificate-based solution
(see Section 7.1.7). Hence, the protocol should provide a mechanism to securely prove
that the current certificate is not on the certificate revocation list.

A concrete realisation of such a protocol is proposed in [19]: The property-based at-
testation (PBA) protocol presented there includes the creation and verification of PBA-
signatures, as well as a configuration revocation protocol.The certificate issuerCI has
to provide property certificates but is not involved in the attestation and revocation pro-
tocols. Certificate revocation lists are not necessarily published byCI (although this is
an option, of course): they can be published by anyone, or even be negotiated among
A andV before they execute the revocation protocol.

Proving Membership A way to securely prove that the machineM to be attested
has a certain property is to prove that the corresponding configuration is in a set of
configurations accepted by all parties involved in the attestation protocol. The agree-
ment on this set can be realised in different ways depending on the trust model. More
concretely, the agreement can be achieved between the proving and verifying parties
by means of negotiation or by means of a third party trusted byboth of them.

In [54] a mechanism is proposed based on the second approach.The idea is that
A signs a configuration encrypted under the public key of a trusted third party and to
sign a contract betweenV andM that guarantees that the platform has the properties
requested byV . 13 This approach makes it impossible for providers to discriminate

12A slightly extended protocol can be used for property-basedsealing: The machineM has to prove that it
knows a valid certificateσTPM on an encryption keyPKTPM generated by the TPM, and a valid property
certificateσCI .

13Note that this requires changes to the TPM since currently the specification allows the TPM to sign PCR
values and not values encrypted by a third party.
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an operating system or to force users to use a specific platform configuration. Since
the TPM also signs the encrypted values, verifiers are ensured that the attested config-
uration is valid. In case of a conflict, the trusted third party can decrypt the encrypted
configuration to verify whether the user is cheating.

For example, if a bank requires that users only use trusted banking software cer-
tified by another party, and if the user accuses the bank, the trusted third party can
decrypt these values to verify whether the user used the correct banking software.

The problem of this approach is that verifiers cannot verify the property enforced
by the user platform online. In the following we discuss an improved method that
allows online verification. Instead of letting a trusted third party decrypt the configu-
ration offline, the platform cryptographically proves thata committed configuration is
a member of the set of certified configurations. More concretely, in this proof of mem-
bershipprotocol for property-based attestation, the TTP (e.g., a certificate issuerCI)
publishes the set of all platform configurationsCSps := {cs1, . . . csn} that provide a
specific propertyps , and a signatureσCI on this set. To attest properties, a local soft-
ware service performs a conventional attestation protocolwith the TPM where it hides
the signed configuration. Then, a cryptographic protocol proves the following: First
the committed configuration valuecs is contained inCS , and second the TPM attes-
tation signature is valid. The abstract protocol definitionis similar to that presented in
previous sections (for example, see Section 7.1.10).

To fulfil the revocability and the availability requirements, the underlying proof of
membership protocol should offer the possibility to dynamically remove configurations
from the list and to add new configurations into the list.

Assessment of Delegation-based Solutions

In this section, we briefly consider the advantages and disadvantages of the delegation-
based solutions described in the previous sections.

The solution in Section 7.1.7 requires an extension of TPM functionalities in hard-
ware. A variant of the solution in Section 7.1.7 could also beimplemented by an ex-
tension to TPM hardware. Enhancing the TPM with property-based functionality has
two major advantages: First, the trust model related to the trusted computing platform
does not change since the TPM has to be fully trusted by assumption anyway. Hence,
the requirements security, accountability and privacy canbe fulfilled (see also Section
7.1.6). Second, since the realisation of property-based attestation within a TPM does
not depend on external components, changes to the platform configuration cannot lead
to unavailability of sealed data which fulfils requirement 4(availability). The disad-
vantage of this approach is the additional complexity of theTPM which may make the
TPM more complex and expensive. Nevertheless, the requiredcomplexity should be
acceptable compared to the complexity of the DAA protocol [13].

The solution in Section 7.1.7 is based on a strong trust modeland has limited func-
tionality which may not be satisfactory: This solution is either inefficient or verifiers
have to trust a software service running on the platform to beattested. Note that for the
desired security targets to be satisfied the software service TAS must be fully trusted
since otherwise this component (machine) can simply disclose all secret information, in
particular privacy-relevant information, to a verifier. Nevertheless, the software-based
approach discussed above can be realised based on existing mechanisms (e.g., a TPM),
as shown in, e.g., [61].

The solutions introduced in Section 7.1.10 can be realised without requiring all in-
volved parties to trust the software component used in the attestation process. This is
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very useful and effective for many business models and applications. Efficient cryp-
tographic techniques exist to construct the building blocks of these proofs. In [19],
the authors show how to use them in order to realise a protocol. However, the overall
protocols may become complex and costly for certain applications such as those for
embedded systems.

7.1.11 Implementation

This section describes a practical realisation of property-based attestation based on
existing technology, e.g., a TPM. The approaches discussedin Section 7.1.7 assume
a secure operating system, since the userU has to trust the operating system not to
leak information about the platform’s configuration and theverifier V has to trust all
attestors.

Therefore, the following subsection shortly introduces the basic system architecture
we used to realise property-based attestation. Subsection7.1.11 discusses a hybrid
attestation model, i.e., a model using binary and property-based attestation. Although
such an approach still uses binary attestation, it keeps theamount of binary attested
software components small.

The Basic Architecture

The trustworthiness of a TCG-enabled computing platform islimited by the trustwor-
thiness of the corresponding TCB. Today’s operating systems are inappropriate for use
as a trusted software basis, because they can be maliciouslymanipulated after a re-
boot.14

In practice, it is very difficult for a verifier (challenger) to decide whether a concrete
system configuration provides a desired property. Even if the enforcement mechanisms
of the trusted computing base would be highly trustworthy (e.g., due to its evaluation
at EAL715), the property obviously depends on the locally enforced security policy,
too. To make the analysis of the platform’s trustworthinessmore realistic, it would
be meaningful to provide a policy-neutral operating systembase that delegates the en-
forcement of policies to the application level software (see [77]). Since the underlying
TCB is now much simpler, it has only to fulfil basic security requirements as described
below:

Secure Path: The TCB has to provide a secure path between provider and application,
e.g., it has to ensure that only the application that fulfils the provider’s policy can
access the content. This requirement implies that the provider and the TAS can
communicate securely.

Isolation: The TCB has to prevent an attacker (e.g., the local user or a concurrent ap-
plication) from accessing or manipulating the code or the data of the application
(which is similar to overwritingC). This requirement ensures that the code and
the data of the TAS are protected against attacks of concurrent processes.

In this context, the PERSEUS architecture [69] is an open-source development
project based on TC hardware that aims at fulfilling these requirements. This security

14Note that the operating system has no access to the cryptographic keys stored in TPM, but to all de-
crypted content.

15Evaluation Assurance Level, see [22].
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framework is currently being developed within the EMSCB16 and OpenTC17 projects.

Hybrid attestation

Since currently available TC hardware, e.g., a TPM, only provides binary attestation,
the availability requirement cannot be fully satisfied, since changes of binary attest-
ed/sealed data still leads to inaccessibility of the sealeddata. Nevertheless, it makes
sense to keep the complexity of binary sealed software as small as possible to reduce
the probability of an update.

For instance, in the Enforcer project [62] cryptographic keys are bound only to
so-called long-lived data: the boot loader, the Linux kernel, and the Enforcer module.
However, this solution is still unsatisfactory since Linuxkernel updates happen quite
often.

In the PERSEUS project, we have combined authenticated booting, the personal
secure bootstrap architecture [43], and the idea of certificate-based attestation to further
reduce the complexity of the data that has to be binary-attested and binary-sealed (see
Figure 7.14).
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Figure 7.14: Simplified model of the bootstrapping design realised by the PERSEUS
security architecture

The general idea behind [43] is that in the boot chain every machineMi checks
whether a valid certificatecertCI of the executed machineMi+1 exists. For this pur-
pose, we are using an enhanced boot loader18 B that itself loads the public signature
key PKCI representing a propertyp of a certificate issuerCI. We assume that the
BIOS stores the configuration of the boot loader inPCRi and that the boot loader
stores a hash value of thePKCI in PCRi+1. When booting the subsequent system
(e.g., a security kernel),B checks whether a valid certificate issued byCI exists. If
not, it extendsPCRi+1 by a random value.19

Now, a verifierV can ensure that, e.g., the security kernel of a remote platform has a
certain property certified byCI by attesting resp. sealing againstPCRi andPCRi+1.
The expressiveness of only one certificate is limited. Nevertheless, it can be used to
attest elementary security requirements, e.g., isolation, secure communication, and the

16http://www.emscb.de
17http://www.opentc.net
18http://www.prosec.rub.de/trusted grub.html
19We decided to extend the appropriate PCR instead of simply interrupting the boot process, because we

do not want to prevent users from executing non-certified code.
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fact that the loaded system itself provides property-basedattestation. More complex
properties of subsequent modules can then be attested by thesecurity kernel itself.

In our architecture, the boot loader executes the PERSEUS security kernelTSL

which itself attest properties of applications (e.g., L4-Linux, security-critical applica-
tions, or a Trusted VM) using any of the solutions discussed in Sections 7.1.6 and
7.1.7. Alternatively, theTSL could delegate the attestation of applications by execut-
ing a machine (e.g., a Trusted VM) that itself can attest application properties. This
approach, which can also be applied to architectures based on a virtual machine mon-
itor (VMM), allows us to seal data only to the binary configuration of the boot loader
that itself ensures that the data can only be unsealed if the configuration was authenti-
cated by the appropriate cryptographic keyPK CI . To further decrease the complexity
of binary-attested code, one could realise the suggested solution by the BIOS instead
of the boot loader.

7.1.12 Open Issues

The open problems can be separated into three different problem classes:
The first one deals with the question on how property-based attestation and sealing

can efficiently be implemented. The approaches discussed inSection 7.1.7 and Section
7.1.11 all have their advantages and disadvantages, but they are all far from being
perfect. To fulfil the availability requirement, an extension of the trusted computing
hardware seems to be necessary. However, it is improbable that formal methods (e.g.,
semantic code analysis) will be performed by trusted computing hardware in the future.
Thus, the currently best and cheapest solution seems to be a hardware extension based
on certificates [53].

The second class of problems is the question how properties can efficiently be de-
rived. Today, an evaluation, e.g., according to the Common Criteria, followed by a
certification of a trusted third party seems to be the maximumthat can be done for a
huge class of software. In the future, however, improved software-engineering meth-
ods based on formal methods, proof-carrying code, and semantic code analysis may
give the chance to formally or semi-formally derive properties from code directly and
thus to prevent the need of a trusted third party.

The third problem class is related to properties themselves. Besides the important
question which classes of properties of software can be derived in general, it remains
unclear which aspects of properties are meaningful and important: We hope that the
properties required by a small security kernel that mainly attests software on an appli-
cation level is manageable. On an application level, however, properties to be attested
may become complex and difficult to manage.

Finally, the suggested approaches, like nearly any other security mechanism, rely
on the assumption that the underlying operating system is secure enough, e.g., to pre-
vent leakage of its own configuration. Especially the currently available operating
systems do not fulfil this elementary requirement and the security community has to
put a lot of effort into providing a secure operating system based on open standards.

7.1.13 Summary

One of the most recent and notable initiatives of the computer industry announced to
increase the security of computing platforms by means of newhardware architectures.
This initiative, the Trusted Computing Group (TCG), aims atoffering new functional-
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ities allowing to verify the integrity of a platform (attestation) or bind quantities to a
specific platform configuration (sealing).

In this contribution, we firstly point out the deficiencies ofthe so-called binary
attestation and sealing functionalities proposed by the specification of the TCG: If
naively used, these mechanisms may discriminate computingplatforms, i.e., their op-
erating systems and consequently the corresponding vendors. A particular problem in
this context is that of managing the multitude of possible configurations. Moreover, we
highlight other shortcomings related to attestation, namely system updates and backup.
Secondly, we introduce the concept of property-based attestation: The idea is that at-
testation should not depend on the specific software and/or hardware, but only on the
properties that the platform provides. In contrast, property-based attestation only ver-
ifies whether the attested platform has the sufficient properties that fulfil certain secu-
rity requirements of the party who asks for attestation. We propose a framework for
property-based attestation/sealing and present a varietyof solutions based on Trusted
Computing (TC) functionality and cryptographic techniques. Moreover, we give some
concrete constructions for one class of these approaches, namely, delegation-based at-
testation. Thirdly, we discuss the implementation issues for property-based attestation
protocols based on the existing TC hardware such as the Trusted Platform Module
(TPM). Lastly, we consider some open problems regarding properties.

7.2 Dependability Enhancements Using Virtualisation

H. Ramasamy, M. Schunter (IBM)

7.2.1 Introduction

We address the issue of using virtualisation as a building block for enhancing depend-
ability not just in data centres, but also in more general settings. With few exceptions,
current solutions in this space have largely been ad-hoc. There seems to be an increas-
ingly prevalent tendency to think of virtualisation as a cure-all. Suggestions to shift
almost anything that runs on a real machine to a virtual machine and to move services
(such as networking and security) currently provided by theoperating system to the
VMM are becoming commonplace (e.g., [32]). The related workfor this research has
been summarised in Section 2.5.

7.2.2 Virtualisation: New Opportunities for Dependability

Commodity operating systems provide a level of dependability that is much lower than
what is desired. This situation has not seen much change in the past decade or so.
Hence, the focus has shifted to designing dependable systems around the OS problems.

Virtualisation enables such a design in at least two ways. One way is to encapsu-
late the OS and applications in a VM and introduce dependability enhancements at the
VMM level, which are transparent to the guest OS and applications. Such a design al-
lows the VM to be treated as a black box. For example, checkpointing and recovery can
be done at the granularity of VMs instead of processes. Another way is to instrument
applications, middleware, and/or the guest OS with explicit knowledge of their running
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on a virtual as opposed to a physical machine. For example, inprogramming languages
supporting VMs (such as Java and OCAML), checkpointing the application state at the
VM level or byte-code level (as opposed to native code) can allow the saved state to
be restarted on a hardware platform different from the one inwhich checkpointing was
done [3].

Virtual machines offer a degree of flexibility that is not possible to obtain on phys-
ical machines. That is mainly because VM state, much like files, can be read, copied,
modified, saved, migrated, and restored [32]. In this section, we propose various new
methods to improve dependability that are based on virtualisation.

Coping with Load-Induced Failures: Deploying services on VMs instead of physi-
cal machines enables higher and more flexible resilience to load-induced failures with-
out requiring additional hardware. Under load conditions,the VMs can be seamlessly
migrated (using live migration [20]) to a lightly loaded or amore powerful physical
machine. VM creation is simple and cheap, much like copying afile. In response to
high-load conditions, it is much easier to dynamically provision additional VMs on
under-utilised physical machines than to provision additional physical machines.

Patch Application for High-Availability Services: Typically, patch application in-
volves a system restart, and thus negatively affects service availability. Consider a
service running inside a VM. Virtualisation provides a way to remove faults and vul-
nerabilities at run-time without affecting system availability. For this purpose, a copy
of the VM is instantiated, and the patch (be it OS-level or service-level) is applied on
the copy rather than on the original VM. Then, the copy is restarted for the patch to take
effect, after which the original VM is gracefully shut down and future service requests
are directed to the copy VM. The patch is applied at the copy VMand the copy VM is
restarted while the original VM still continues regular operation, thereby maintaining
service availability. To ensure that there are no undesirable side effects due to the patch
application, the copy VM may be placed in “quarantine” for a sufficiently long time
while its post-patch behaviour is being observed before theoriginal VM is shut down.
If the service running inside the VM is stateful, then additional techniques based on a
combination of VM checkpointing and VM live migration [20] may be used to retain
network connections of the original VM and to bring the copy up-to-date with the last
correct checkpoint.

Enforcing Fail-Safe Behaviour: The average time between the point in time when
a vulnerability is made public and a patch is available is still measured in months. In
2005, Microsoft took an average time of 134.5 days for issuing critical patches for
Windows security problems reported to the company [1]. Developing patches for a
software component is a time-consuming process because of the need to ensure that the
patch does not introduce new flaws or affect the dependenciesbetween the component
involved and other components in the system. In many cases, aservice administrator
simply does not have the luxury of suspending a service immediately after a critical
flaw (in the OS running the service or the service itself) becomes publicised until the
patch becomes available.

Virtualisation can be used to prolong the availability of the service as much as
possible while at the same time ensuring that the service is fail-safe. We leverage the
observation that publicising a flaw is usually accompanied by details of possible attacks
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exploiting the flaw and/or symptoms of an exploited flaw. Developing an external
monitor or intrusion-detection system to identify attack signatures or symptoms of an
exploited flaw may be done independently of the patch development. The monitor may
also be developed much faster than the patch itself, becausethe monitor may not be
subject to the same stringent testing and validation requirements.

Consider a service running inside a VM rather than directly on a physical machine.
Then, a VM-external monitor, running parallel to the VM, canbe used detect the symp-
toms of the exploited flaw and to signal the VMM to crash the VM.Alternatively, if
the attack signature is known, the monitor can be used to identify an ongoing attack
and terminate interaction with the attack source. The monitor could be implemented at
the VMM level or in a privileged VM (such as Dom0 in Xen [8]). Ifit is important to
revert the service to its last correct state when a patch doesbecome available, then the
above technique can be augmented with a checkpointing mechanism that periodically
checkpoints the state of the service with respect to the VM (e.g., [3]).

Proactive Software Rejuvenation: Rebooting a machine is an easy way of rejuve-
nating software. The downside of machine reboot is that the service is unavailable dur-
ing the reboot process. The VMM is a convenient layer for introducing hooks to proac-
tively rejuvenate the guest OS and services running inside aVM in a performance- and
availability-preserving way. Periodically, the VMM can bemade to instantiate arein-
carnation VMfrom a clean VM image. The booting of the reincarnation VM is done
while the original VM still continues regular operation, thereby maintaining service
availability. One can view this technique as a generalisation of the proactive recovery
technique for fault-tolerant replication proposed by Reiser and Kapitza [73].

As mentioned above in the context of patch application, techniques based on VM
checkpointing and live migration may be used to seamlessly transfer network connec-
tions and the service state of the original VM to the reincarnation VM. It is possible to
adjust the performance impact of the rejuvenation procedure on the original VM’s per-
formance. To lower the impact, the VMM can restrict the amount of resources devoted
to the booting of a reincarnation VM and compensate for the restriction in resources by
allowing more time for the reboot to complete.

One can view the above type of rejuvenation as amemory-scrubbingtechnique for
reclaiming leaked memory and recovering from memory errorsof the original VM.
More importantly, such periodic rejuvenation offers a way to proactively recover from
errors without requiring failure detection mechanisms (which are often unreliable) to
trigger the recovery.

Replica Diversity: In fault-tolerant replication, diversity of replicas is important to
ensure that not all replicas fail because of the same disruptive event. By deploying
replicas on a combination of virtual and physical machines rather than on physical
machines alone, replica diversity can be enhanced. Also, deploying replicas on VMs
instead of physical machines opens another layer in which diversity can be introduced:
the VMM software. VMM diversity and OS diversity can complement each other to
enhance replica diversity without additional hardware costs. On the flip side, using the
same VMM for all replica VMs will actually lower replica diversity even if the replicas
are deployed on different operating systems. That is because a fault in the VMM could
lead to failure of all replicas.
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Figure 7.15: Non-virtualised node

Containment: Fault containment is an important aspect of dependability.Contain-
ment among VMs running on the same VMM is much stronger than containment
among processes running on the same OS. To better isolate thefault effects of two
services running on the same OS and physical server, one can carve the physical server
into two VMs, with each running one service. On the other hand, fault containment
between two VMs is not as strong as fault containment betweentwo physical ma-
chines (e.g., because of covert channels). Hence, when costis not a restriction (e.g., in
highly-critical space and military applications), running software components on dis-
tinct hardware would be better for fault containment than running the components in
different VMs on the same hardware.

7.2.3 Quantifying the Impact of Virtualisation on Node Reliability

In this section, we use combinatorial modelling to perform reliability analysis of re-
dundant fault-tolerant designs involving virtualisationon a single physical node and
compare them with the non-virtualised case. We consider a model in which multiple
VMs run concurrently on the same node and offer identical service. We derive lower
bounds on the VMM reliability and the number of VMs required for the virtualised
node to have better reliability than the non-virtualised case. We also analyse the reli-
ability impact of moving a functionality common to all VMs out of the VMs and into
the VMM. In addition, we analyse the reliability of a redundant execution scheme that
can tolerate the corruption of one out of three VMs running onthe same physical host,
and compare it with the non-virtualised case. Our results point to the need for careful
modelling and analysis before a design based on virtualisation is used.

Combinatorial modelling and Markov modelling are the two main methods used for
reliability assessment of fault-tolerant designs [46]. Wechose combinatorial modelling
because its simplicity enables easy elimination of “hopeless” choices in the early stage
of the design process. In combinatorial modelling, a systemconsists of series and par-
allel combinations of modules. The assumption is that module failures are independent.
In a real-world setting, where module failures may not be independent, the reliability
value obtained using combinatorial modelling should be taken as an upper bound on
system reliability.

Non-Virtualised (NV) Node: For our reliability assessment, we consider a non-
virtualised single physical node as the base case. We model the node using two mod-
ules: hardware (H) and the software machine (M ) consisting of the operating system,
middleware, and applications (Figure 7.15(a)). Thus, the node is a simple serial system
consisting ofH andM , whose reliability is given byRNV

sys = RHRM , whereRX

denotes the reliability of moduleX (Figure 7.15(b)).
Virtualised Node with n Independent, Identical VMs: Figure 7.16(a) shows a

physical node consisting ofH , a type-1 VMM (V ) that runs directly on the hardware
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Figure 7.16: Node withn VMs

(such a VMM is referred to as ahypervisor), and one or more VMs ({Mi}, i ≥ 1). The
VMs provide identical service concurrently and independently (i.e., without the need
for strong synchronisation). For example, each VM could be avirtual server answering
client requests for static web content. Thus, the node is a series-parallel system (Fig-
ure 7.16(b)) whose overall reliability is given byRn

sys = RHRV [1−
∏n

i=1(1−RMi
)].

Here, we consider the reliability of the hardware to be the same as that in the non-
virtualised case because the underlying hardware is the same in both cases. An obvi-
ous concern is whether the hardware in the virtualised node will register a significant
drop in reliability due to load/stress compared to the non-virtualised node. The concern
does not apply to our context of application servers in a datacentre in which typical
hardware utilisation in a non-virtualised node is abysmally low (less than 5%) andn is
typically in the low tens of VMs.

Rn
sys > RNV

sys gives the condition for then-replicated service to be more reliable
than the non-virtualised service, i.e.,RHRV [1 −

∏n
i=1(1 − RMi

)] > RHRM . For
simplicity, let RMi

= RM for all 1 ≤ i ≤ n. This is a reasonable assumption, since
each VM has the same functionality as the software machineM in the non-virtualised
case. Then, the above condition becomes

RV [1− (1 −RM )n] > RM . (7.1)

Inequality (7.1) immediately yields two conclusions. First, if n = 1, then again
the above condition does not hold (RV < 1). What this means is that it is necessary
to have some additional coordination mechanism or protocolbuilt into the system to
compensate for the reliability lost by the introduction of the hypervisor. In the absence
of such a mechanism/protocol, simply adding a hypervisor layer to a node will only
decrease node reliability. Second, ifRV = RM , then it is obvious that above condition
does not hold.

It is clear that thehypervisor has to be more reliable than the individual VM. The
interesting question is how much more reliable. Figure 7.17shows that for a fixedRM

value, the hypervisor has to be more reliable when deployingfewer VMs. The graph
also shows that, for fixed values ofRM andRV , there exists a lower bound on the
n value below which the virtualised node reliability will definitely be lower than that
of a non-virtualised node. For example, whenRM = 0.1 andRV = 0.3, deploying
fewer than 4 VMs would only lower the node reliability. This is a useful result, as in
many practical settings,RM andRV values may be fixed, e.g., when the hypervisor,
guest OS, and application are commercial-off-the-shelf (COTS) components with no
source-code access.

The equation forRn
sys also suggests that by increasing the number of VMs, the node

reliability can be made as close to the hypervisor reliability as desired. Suppose we
desire the node reliability to beR, whereR < RV . Then,R = RHRV [1−(1−RM )n].
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Figure 7.17: Lower bound on the hypervisor reliability for aphysical node withn
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service whenRV = 0.999.

Assume that the hardware is highly reliable, i.e.,RH ≃ 1. Then, the above equation
becomes the inequality,

R < RV [1− (1−RM )n]
=⇒ (1 −RM )n < 1− R

RV

=⇒ n log(1−RM ) < log(1− R
RV

)
Dividing by log(1−RM ), a negative number, we get,

n >
log(1− R

RV
)

log(1−RM )
. (7.2)

Inequality (7.2) gives a lower bound on the number of VMs required for a virtu-
alised physical node to meet a given reliability requirement. In practice, the number
of VMs that can be hosted on a physical node is ultimately limited by the resources
available on that node. Comparing the lower bound with the number of VMs that can
possibly be co-hosted provides an easy way to eliminate certain choices early in the
design process.

Figure 7.18 shows the lower bound forn for two differentR values (0.98 and
0.998) as the VM reliability (RM ) is increased from roughly 0.1 to 1.0, with the hy-
pervisor reliability fixed at0.999. The figure shows that for fixedRV andRM values,
higher system reliability (up toRV ) can be obtained by increasing the number of VMs
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Figure 7.19: Moving functionality out of the VMs into the hypervisor

hosted. However, whenn is large, one is faced with the practical difficulty of obtaining
sufficient diversity to ensure that VM failures are independent.

Moving Functionality out of the VMs into the Hypervisor: We now analyse the
reliability impact of moving a functionality out of the VMs and into the hypervisor.
As before, our system model is one in which a physical node hasn ≥ 1 independent
and concurrently operating VMs providing identical service. Consider a functionalityf
implemented inside each VM. Then, each VMMi can be divided into two components,
f andM

′

i , the latter representing the rest ofMi. Figure 7.19(a) shows the reliability
model for a node containingn such VMs. Let us call this node configurationC1.
Further, suppose that the functionalityf is moved out of the VMs and substituted by
componentF implemented as part of the hypervisor. Now, the new hypervisor consists
of two componentsF and the old hypervisorV . Figure 7.19(b) shows the reliability
model for a node with the modified hypervisor. Let us call thisnode configurationC2.

We now derive the condition forC2 to be at least as reliable asC1. For simplicity,
let us assume thatR

M
′

i
= RM ′ for all 1 ≤ i ≤ n. Then, the desired condition is

RC2

sys ≥ RC1

sys

=⇒ RHRV RF [1− (1 −RM ′)n] ≥ RHRV [1− (1 −RfRM ′)n]

=⇒ RF ≥
[1− (1 −RfRM ′)n]

[1− (1 −RM ′)n]
. (7.3)

It is easy to see from Figure 7.19 that when there is only one VM, it does not matter
whether the functionality is implemented in the hypervisoror in the VM. We can also
confirm this observation by substitutingn = 1 in inequality (7.3).

Figures 7.20(a) and (b) illustrate howRF varies asRf is increased from 0.1 to 1.
The graphs show that for configurationC2 to be more reliable thanC1, F has to be
more reliable thanf . Figure 7.20(a) shows that asRM ′ increases, the degree by which
F should be more reliable thanf also increases. Figure 7.20(b) shows that the degree
is also considerably higher when more VMs are co-hosted on the same physical host.
For example, even with modestRM ′ andRf values of 0.75,F has to be ultra-reliable:
RF has to be more than 0.9932 and 0.9994 ifn = 6 andn = 9, respectively. Thus,
when more than a handful of VMs are co-hosted on the same physical node, better
system reliability is likely to be obtained by retaining a poorly reliable functionality in
the VM than by moving the functionality into the hypervisor.

Virtualised Node with VMM-level Voting: Consider a fault-tolerant 2-out-of-3
replication scheme in which three VMs providing identical service are co-hosted on a
single physical node. The VMM layer receives client requests and forwards them to all
three VMs in the same order. Assume that the service is a deterministic state machine;
thus, the VM replicas yield the same result for the same request. The VMM receives the
results from the VM replicas. Once the VMM has obtained replies from two replicas
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Figure 7.20: Plot ofRF ≥
[1− (1−RfRM ′ )n]

[1− (1−RM ′ )n]

with identical result values for a given client request, it forwards the result value to
the corresponding client. Such a scheme can tolerate the arbitrary failure of one VM
replica, and is similar to the one suggested in the RESH architecture for fault-tolerant
replication using virtualisation [72]. Assuming that the VMs fail independently, the
system reliability is given by

R2−of−3
sys = RHRV [R3

M +

(

3

2

)

R2
M (1−RM )].

Then,R2−of−3
sys > RNV

sys gives the condition for the 2-out-of-3 replication scheme to be
more reliable than the non-virtualised service. Thus, we obtain

RHRV [R3
M +

(

3

2

)

R2
M (1−RM )] > RHRM

=⇒ RV >
1

3RM − 2R2
M

. (7.4)

Inequality (7.4) gives a lower bound on the hypervisor reliability for the 2-out-of-3
replication scheme to have better reliability than the non-virtualised case. Figure 7.21
shows a plot of 1

3RM−2R2

M

< RV < 1. It is clear from the graph that there exists no
RV value that satisfies inequality (7.4) and is less than 1 whenRM ≤ 0.5. In other
words, if the VM reliability (i.e., the OS and service reliability) is poor to begin with,
then the 2-out-of-3 replication scheme will only make the node reliability worse even
if the hypervisor is ultra-reliable. This result concurs with the well-known fact that any
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form of redundancy with majority voting is not helpful for improving overall system
reliability when the overall system is composed of modules with individual reliabilities
of less than0.5 [46]. The graph also shows that the higher the hypervisor reliability, the
larger the range of VM reliability values for which the 2-out-of-3 replication scheme
has better reliability than the non-virtualised case. For example, whenRV = 0.98,
the range of VM reliability values that can be accommodated is greater than the range
whenRV = 0.9.

7.2.4 Conclusion

We described new ways of leveraging virtualisation to improve system dependability.
Using combinatorial modelling, we provided a more detailedanalysis than was pre-
viously available on how virtualisation can affect one aspect of system dependability,
namely reliability. Combinatorial modelling assumes thatthe failures of a VM hosted
on a physical node are independent, an assumption that may not be met in practice.
Hence, the actual values we have derived in our analysis for various virtualisation sce-
narios should be considered as optimistic values. However,the more significant mes-
sage of our results is that unless certain conditions (e.g.,regarding the reliability of the
hypervisor and the number of VMs) are met, introducing virtualisation could decrease
the reliability of a physical node. In light of the general trend to move services out
of the guest OS into the virtualisation layer, our results point out the need for a more
cautious approach. Future work includes more rigorous modelling and analysis of de-
pendability attributes in the context of virtualisation, particularly in dynamic situations
such as VM migration.
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Chapter 8

Conclusion and Future Work
M. Schunter (IBM)

In this report, we have summarised the different security services to be run on top of the
core security-enhanced hypervisor. Even though our aim hasbeen to keep all security
services hypervisor agnostic, we have found out that due to the different underlying
architectures, a completely synchronised implementationis hard to achieve.

While some aspects (such as the service integrity management as well as the poli-
cies to be enforced) can be common, the actual low-level design and implementations
are hard to synchronise.

The main reason is that both hypervisors provide virtual resource abstractions on a
different level of granularity. While Xen provides virtualmachines that are intended to
run complete operating systems, L4 virtualises on the much lighter process level. As
a consequence, the right level of abstraction provided to Xen are virtual devices (e.g.,
disk, Ethernet cards, ...), while on L4, higher-level objects such as files or communi-
cation channels are advised. The rationale is that this reduces the infrastructure that is
needed by each lightweight process.

While our work has provided deep insight into the proper design of security policy
enforcement on top of hypervisors, there is still a lot of work ahead. For the remainder
of 2007, we will focus on implementing the corporate computing at home use case
based on the designs presented in this report.

For 2008 we will focus on enhancing our security concepts to allow scalability and
manageability for large data centres. The focus will be on model-driven management
where data-centre-global policies are used to drive the configuration of all individual
hosts and virtual machines.
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Appendices

A.1 Design of TPM Controller for TPM Management

Hans Brandl (IFX)

Figure A.1: TPM Controller Start

A.1.1 Overview

The “TPM Controller” is a GUI application that helps the userwith the initial startup
of the TPM usage. The intention of the tool is not to provide a complete set of func-
tions for handling all capabilities of the TPM nor displaying all possible TPM in-
ternal values, but to “control” the basic functionality forfurther usage of the TPM.

160  
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There are some other applications handling the former issues, like the “TPM Man-
ager” (http://sourceforge.net/projects/tpmmanager/) or the “TPM Monitor” (http://
sourceforge.net/projects/tpmmonitor/).

The “TPM Controller” tool has been created as a result of the OpenTC EU project
and is hosted on their homepagehttp://www.opentc.net/. It provides the possibility to
take, change and clear the ownership of the TPM, which are probably the main things
to do when initiating a TPM.

Further on the current version of the used TSS, the actual TPMfirmware version
and the vendor name of the TPM are displayed. On the “Status” tab the status of
Activation, Enable/Disable and if an owner is already set are displayed.

With the reset button on the “Reset” tab the owner of the TPM isable to reset the
so called “Pin Failure” count.

The “Certificate Chain” tab tries to verify the TPM built-in endorsement certificate.

A.1.2 Getting started

Preconditions

“TPM Controller” is a Linux Tool developed and tested on OpenSuse 10.1 / 10.2, but
should work also with other Linux distributions and could beeasily ported to Windows,
since the used GUI toolkit is available for both platforms. It explicitly uses the OpenTC
Trusted Software Stack for TPM 1.2 developed by Infineon. A working installation of
the stack is indispensable.

For the GUI toolkit the open source version of Trolltech Qt 4.2.x was chosen.
Therefore it is necessary that a working version is installed on the machine.

An additional dependency relies on the OpenSSL crypto library, that is used for
cryptographic functionality.

Build & Run

If all preconditions are met, simply run “build.sh” on the command line to build the
complete “TPM Controller” GUI application from source.

To run the “TPM Controller”, simply type “./tpmcontroller”in the source code
folder and the tool starts up with a modal dialogue includingseveral tabs with all the
functionality explained in the following chapters. Obviously the tool can be simply
copied to a user desired location and run from there.

A.1.3 Ownership

The “Ownership” tab comes up something like the following screen shot.
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Figure A.2: TPM Controller Start Display

Depending on the current TPM state, one or more buttons may begreyed out and
therefore not selectable.

Take Ownership

This should be the first action to be done to use the TPM after itis physically acces-
sible i.e. enabled and activated. With the “Take Ownership”button the user resp. the
administrator, here called the “operator”, is capable of giving the TPM an owner. With
this action most of the capabilities of the TPM get functional.

If the TPM has not already been set an owner, the “Take Ownership” button is
activated. On the other hand, if the TPM already has an owner all subsequent “Take
Ownership” actions would fail and in prevention of this, the“Take Ownership” button
is greyed out.

To take the ownership of the TPM the user has to provide an initial owner password.
This password is later used for all owner authorised functions and has to be safely
stored.

With the means of an input dialogue it is requested twice fromthe user, to avoid
typing errors:
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Figure A.3: Entering Owner Password

If the user cancels to enter the initial owner password, the complete action of taking
the TPM ownership is aborted and nothing is done at all.

If the user has successfully been input and acknowledged theinitial owner pass-
word, a check is done if the passwords are identical. If they differ the “Owner pass-
word” dialogue is displayed again. If they’re identical theTSS is called to issue the
“Tspi TPM TakeOwnership” command. After the execution the user gets informed
about the result.

In case of a failure:

Figure A.4: TPM Take ownership failure

In case of a successful execution:

Figure A.5: TPM Take ownership successful

If succeeded, additionally the “Change Owner Auth” and “Clear Ownership” but-
ton on the “Ownership” tab will be activated. Respectively the “Take Ownership”
button will be greyed out and deactivated.

Change Owner Authorisation

The “Change Owner Auth” button is only activated, if an ownerhas been previously
set. The intention of this action is to change the owners password of the TPM without
consequences to existing key hierarchies.

To change the authorisation of the owner, the user has to provide the current, re-
ferred to as “old”, owner password at first. This is done by means of an input dialogue:
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Figure A.6: Change the owner password

In the same dialogue the new password is requested twice to avoid typing errors.
If the user cancels this dialogue, the complete action of changing the owner au-

thorisation is aborted and nothing is done at all. If the userpresses the “OK” button,
it is checked whether the new password and its repetition areidentical. If they differ,
the “Change the owner password” dialogue is displayed againrequesting the user to
input the passwords again, correctly. Otherwise the tools proceeds changing the owner
password.

Consecutively the TSS is called to issue the “TspiChangeAuth” command. After
the execution the user gets informed about the result.

In case of a failure:

Figure A.7: Change the owner password failure

In case of a successful execution:

Figure A.8: Change the owner password successful

Clear Ownership

With the “Clear Ownership” button the user is able to remove an existing ownership.
This button is only activated if the TPM already has an owner,otherwise the button is
greyed out and the action is disabled.
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To clear the ownership of the TPM the user has to provide the current owner pass-
word.

With the means of an input dialogue it is requested:

Figure 9: Clear ownership

Consecutively the TSS is called to issue the “TspiTPM ClearOwner” command.
After the execution the user gets informed about the result.

In case of a failure:

Figure A.9: Clear ownership failure

In case of a successful execution:

Figure A.10: Ownership successfully cleared

If succeeded, additionally the “Take Ownership” button on the “Ownership” tab
will be activated. Respectively the “Change Owner Auth” and“Clear Ownership”
button will be greyed out and set inactive.

A.1.4 Version

The “Version” tab is shown like the following screen shot.
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Figure A.11: TPM Version Display

At the start of the application, the different version informations are read from the
TPM. If no TSS is currently running or another error occurredat reading, each entry is
marked as “not available”.

TSP version

The TSP version information displays the version of the usedTrusted Service Provider.
This is an only software functionality and requires no access to the TPM.

TCS version

The TCS version information displays the version of the usedTrusted Core Service.
This is an only software functionality and requires no access to the TPM.

TPM firmware version

The TPM firmware version information displays the current version of the used TPM
firmware. It is read out directly from the TPM and is divided into major release, minor
release, major change and minor change.

TPM vendor info

The TPM vendor information displays the vendor of the platform’s TPM. As the TPM
firmware version, it is read out directly from the TPM. An example would be “IFX”.
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TPM vendor name

The TPM vendor name displays the real name of the vendor according to the vendor
info that was read out from the TPM. The vendor name results from a mapping ta-
ble inside the software based in the TPM vendor info and itself does not require any
hardware access. The suitable string according to the vendor info in the last chapter is
“Infineon Technologies AG”.

TPM type

The TPM type displays the identifier of the hardware TPM chip.This is determined
based on the TPM vendor info and the TPM firmware version. The real TPM type
cannot be read from the TPM. As this determination relies on asoftware internal map-
ping table, no hardware access is necessary for the functionitself. The suitable string
according to the vendor info and TPM firmware version in the last chapters is “SLB
9635 TT 1.2”.

A.1.5 Status

The “Status” tab is displayed like the following screen shot.

Figure A.12: TPM Status Display

At the start of the application, the different status informations are read from the
TPM. If no TSS is currently running or another error occurredat reading, each entry is
marked as “not available”.
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TPM enabled

If the TPM is in “enabled” or “disabled” state this is displayed in textual and graphical
form. For an enabled TPM you get a “thumbs up” icon, for a disabled one a “thumbs
down” icon is displayed.

TPM activated

If the TPM is in “activated” or “deactivated” state this is displayed in textual and graph-
ical form. For an activated TPM you get a “thumbs up” icon, fora deactivated one a
“thumbs down” icon is displayed.

TPM owner set

If a TPM owner is set or not is displayed in textual and graphical form. If a TPM owner
is set, you get a “thumbs up” icon, for a TPM that has no owner a “thumbs down” icon
is displayed.

Self test

This command initiates a TPM self test issuing the TspiTPM SelfTestFull and
Tspi TPM GetTestResult commands to the TPM. On successful completion the user
is informed about the result of the test by means of an information dialogue.

A.1.6 Pin Failure Reset

The “Pin Failure Reset” tab is displayed equivalent the following screen shot.
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Figure 14: Reset PIN failure for anti dictionary attack

Reset

On each wrong provision of the owner password for an owner authorised command,
the TPM internally increments a counter. If a dedicated threshold has been exceeded,
measures are taken to avoid dictionary attacks.

The user is able to issue a command to reset this pin failure counter. This is the
purpose of the “Reset” button. As this is an owner authorisedcommand, the password
of the owner has to be input in the following input dialogue:

Figure A.13: PIN Failure reset by entering Owner password

Consecutively the TSS is called to issue the “TspiTPM SetStatus
(TSSTPMSTATUSRESETLOCK)” command. After the execution the user
gets informed about the result.

In case of a failure:

Figure A.14: PIN failure reset with error

In case of a successful execution:

Figure A.15: PIN failure reset successful

A.1.7 Certificate Chain

The “Certificate Chain” tab is displayed similar the following screen shot.
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Figure A.16: TPM Endorsement certificate chain verification

It displays the state of the certificate chain verification inform of a traffic light. The
certificate chain check can be initiated with the “Check now !” button if an endorsement
certificate is found in the platforms TPM and can be arbitrarily repeated.

Failed / No EK certificate found

In this state the red light of the traffic light gets active. This means that the certifi-
cate chain could not be verified or there was no endorsement certificate found in the
platforms TPM. The according text label is updated too. If there was no endorsement
certificate found in the TPM, the “Check now !” button is greyed out, otherwise it
is activated to be able to initiate the certificate chain check. All other text labels are
greyed out.

EK certificate found

This state signals that an endorsement certificate was foundin the platforms TPM. In
this state the yellow light of the traffic light is highlighted and the according text label
is activated, all others are greyed out.

Check now !

This button initiates the check of the certificate chain. First the endorsement certificate
is read from the TPM, the intermediate certificate is downloaded from the Infineon
web page and finally the chain is verified. This button is only activated if there was an
endorsement certificate found in the platforms TPM, otherwise it is greyed out.
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Verified

This state signals that the certificate chain certifying thelocal TPM could be properly
verified. The green light of the traffic light turns on and the according text label gets ac-
tive, all others are greyed out. This is the optimal verification state that can be reached,
because now it is proofed that your platform works with a certified TPM.

A.1.8 About

Figure A.17: TPM Controller About

Displays some information about the “TPM Controller” tool and the copyright notifi-
cation.

A.2 TPM Backup

Hans Brandl (IFX)
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Figure A.18: TSS Archive Handler

A.2.1 Overview

The “TSS Archive Handler” is a GUI application that helps theuser with the backup
and recovery of the persistent storage files of the TSS. As theTSS uses two differ-
ent types of persistent storage files, these are also differentiated by the “TSS Archive
Handler”.

One tab is designated to backup and recover the user persistent storage file, that
resides in a hidden “.tss” folder in the users home folder. This kind of persistent storage
is used from the TSP of a TCG application and exists once for every user. Regardless
if the tool is started as normal user or as root, the user persistent storage can always be
managed.

Another tab handles the system persistent storage residingin the hidden “/usr/lo-
cal/.tss” folder. It is solely used from the TCS and exists only one time per machine.
Only a root is able to backup and recover the system persistent storage.

A.2.2 Getting started

Preconditions

“TSS Archive Handler” is a Linux Tool developed and tested onOpenSuse 10.1 / 10.2,
but should work also with other Linux distributions and could be easily ported to Win-
dows, since the used GUI toolkit is available for both platforms. It explicitly uses the
OpenTC Trusted Software Stack for TPM 1.2 developed by Infineon.

For the GUI toolkit the open source version of Trolltech Qt 4.2.x was chosen.
Therefore it is necessary that a working version is installed on the machine.

An additional dependency relies on the OpenSSL crypto library, that is used for
cryptographic functionality.
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Build & Run

If all preconditions are met, simply run “build.sh” on the command line to build the
complete “TSS Archive Handler” GUI application from source.

To run the “TSS Archive Handler”, simply type “./tssarchivehandler” in the source
code folder and the tool starts up with a modal dialogue including several tabs with all
the functionality explained in the following chapters. Obviously the tool can be simply
copied to a user desired location and run from there.

A.2.3 User persistent storage

The “User Persistent Storage” tab comes up something like the following screen shot.

Figure A.19: Persistent Store

For each operator, user or root, it is possible to backup resp. recover his personal
user persistent storage file.

Backup

To backup the user persistent storage file, referred to as “user key archive”, of the cur-
rent user, the “Backup” button is intended for. If it is pressed the operator is requested
to input filename and location of the saved user key archive bymeans of a file dialogue:
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Figure A.20: Backup Destination File

If the operator subsequently presses the “Backup” button, the user persistent storage
file will be copied. If an already existing file is selected, the operator will be prompted
if he wants to overwrite it. If this is denied or the “Cancel” button is pressed in the
“Destination file” dialogue, the backup is aborted and no action is taken at all.

Finally the operator is informed about the result of the backup operation.
In case of a failure:

Figure A.21: Backup Destination File Error

In case of success:

Figure A.22: Backup User Persistent Storage Success

Recover

To recover a previously saved user persistent storage file the operator can use the “Re-
cover” button. After this a file dialogue pops up requesting the operator to select the
user persistent storage file she / he wants to recover:

Open_TC Deliverable 05.1



APPENDIX A. APPENDICES 175

Figure A.23: Recover: Select the user persistent storage file

After selection of the desired file to recover, a file check is done if a user persistent
storage already exists in the .tss folder of the operators home. If so, she / he will be
asked if he wants to overwrite it:

Figure A.24: Backup: Destination File exists

If she / he accepts the user persistent storage will be overwritten. Finally a short
message is displayed, informing the operator about the result of the recovery action.

In case of success:

Figure A.25: Backup: User persistent storage recovered

In case of a failure:

Figure A.26: Backup: User persistent storage not recovered

In each case the “Cancel” button is pressed, the complete recovery is aborted and
no action is taken at all.
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A.2.4 System persistent storage

The “System Persistent Storage” tab is shown like the following screen shot.

Figure A.27: System Persistent Storage

Since this tab allows the backup and recovery of the system persistent storage file,
named as system key archive, it is only applicable if the application was started with ad-
ministrator rights. If the application is started as a normal user, the following message
will pop up.

Figure A.28: System Persistent Storage: Administrator Rights are required

Subsequently the buttons and labels on this tab are greyed out.
The system persistent storage file exists only once per system, so this is an use case

for a system administrator.

Backup

To backup the system persistent storage file, referred to as “system key archive”, the
“Backup” button is intended for. If it is pressed the operator is requested to input
filename and location of the saved system key archive by meansof a file dialogue:

Open_TC Deliverable 05.1



APPENDIX A. APPENDICES 177

Figure A.29: System Persistent Storage: Selection of destination file

If the operator subsequently presses the “Backup” button, the system persistent
storage file will be copied. If an already existing file is selected, the operator will be
prompted if he wants to overwrite it.

Figure A.30: System Persistent Storage exists already

If this is denied (“No” button) or the “Cancel” button is pressed in the “Destination
file” dialogue, the backup is aborted and no action is taken atall.

Finally the operator is informed about the result of the backup operation.
In case of a failure:

Figure A.31: System Persistent Storage: error message

In case of success:

Figure A.32: System Persistent Storage: Successful
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Recover

To recover a previously saved system persistent storage filethe operator can use the
“Recover” button. After this a file dialogue pops up requesting the operator to select
the system persistent storage file she / he wants to recover:

Figure A.33: System Persistent Storage: Selection for Recover

After selection of the desired file to recover, a file check is done if a system persis-
tent storage already exists in the “/usr/local/.tss/” folder. If so, she / he will be asked if
he wants to overwrite it:

Figure A.34: System Persistent Storage exists already

If she / he accepts the system persistent storage will be overwritten. Finally a short
message is displayed, informing the operator about the result of the recovery action.

In case of success:

Figure A.35: System Persistent Storage: Successfully recovered

In case of a failure:

Open_TC Deliverable 05.1



APPENDIX A. APPENDICES 179

Figure A.36: System Persistent Storage: Recovery Error

In each case the “Cancel” button is pressed, the complete recovery is aborted and
no action is taken at all.

A.2.5 About

Figure A.37: TSS Archive Handler: About

Displays some information about the “TSS Archive Handler” tool and the copyright
notification.

A.3 Use Cases for Security Services

C. Stüble, R. Landfermann, H. Löhr, M. Scheibel, S. Schulz(RUB)

Compartment Management:
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USE CASE UNIQUE ID / UC 30 /
TITLE Start Compartment
DESCRIPTION A compartment starts another compartment.
ACTORS Compartment

PRECONDITIONS The Security Kernel is running.
POSTCONDITIONS The new compartment is running.
NORMAL FLOW

1. Compartment invokes Security Kernel
to start a new compartment.

2. Compartment defines the program, se-
curity attributes, and configuration pa-
rameters to be used for the new compart-
ment.

3. Security Kernel starts the new compart-
ment.

4. Security Kernel returns the Compart-
mentID of the newly created compart-
ment toCompartment .

ALTERNATIVE FLOW

1. Compartment invokes Security Kernel
to start a new compartment.

2. Compartment defines the program and
configuration parameters to be used for
the new compartment.

3. The Security Kernel detects that the client
is not authorised to perform this opera-
tion.

4. The Security Kernel returns an error
value.

Possible error values could be:

• Not allowed to start a new program at all.

• Not allowed to start this program.1

• Not allowed to use this configuration parameter

• Not allowed to use this security attribute

A parent cannot have different security attributes (e.g., security domain) than its
child, else both could communicate. How to create compartments with different do-
mains? A trusted function to change the security attributesof an compartment? Or do
we need a trusted compartment for every security domain?

1CSt: Not sure whether we should support these kind of security policy.
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USE CASE UNIQUE ID / UC 40 /
TITLE Start compartment by image
DESCRIPTION A compartment starts another compartment in-

cluding a file system.
ACTORS Compartment

SPECIALIZES / UC 30 /
RATIONALE Although this use case is very similar to

/ UC 30 /, we decided to include it here to be
able to describe how a legacy OS is started.
Very often, legacy operating systems are started
as images including a file system to be attached
to the operating system.

First a new container has to be created (e.g., by starting a new storage manager
instance) offering the file system of that image. Then the compartment is started using
the newly created container as the root file system.

USE CASE UNIQUE ID / UC 50 /
TITLE Stop Compartment
DESCRIPTION A client stops a running compartment.
ACTORS Compartment

PRECONDITIONS The compartment to be stopped is running.
POSTCONDITIONS The compartment is halted and all resources al-

located by the compartment are freed. More-
over, all child compartments of that compart-
ment are stopped, too. The CompartmentID
of the stopped compartment is not available for
further use until reboot.

NORMAL FLOW

1. The Compartment invokes Security
Kernel to stop a compartment, providing
its CompartmentID.

2. Security Kernel acknowledges the oper-
ation, and stops the indicated compart-
ment.

ALTERNATIVE FLOW

1. The Compartment invokes Security
Kernel to stop a compartment, providing
its CompartmentID.

2. Either

• access to the compartment fails or

• Security Kernel detects that the re-
quest is not authorised.

3. Security Kernel denies the operation.
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Who is allowed to stop a compartment? Do we need a parent-child relationship?
What about child tasks? are they identical to child compartments? Are compartments
only the first layer of tasks above the compartment manager?

L4-Linux tasks are L4-Subtasks but this should be hidden to other compartments.
Only another thread with access to a subset of the address space of another compart-
ment. This is at least the model on VMMs and hypervisors. Is this model flexible
enough for us?

If we prefer a parent-child relationship between compartments: Allowing only the
parent of a compartment to stop that compartment is very restrictive, but should be
flexible enough. We may need a function to change the parent ofa compartment?
Another usage of the trusted function to change security attributes of compartments?

Persistent Storage: Containers are objects to store data persistently. Every container
has an assigned security policy defining the security properties of that container (in-
tegrity, confidentiality, freshness, ...) and the access permissions.

Containers implement the “Block Device” interface and can operate either on phys-
ical partitions, on subsets of partitions, or on virtual block devices, e.g., network block
devices.

The creator of a container becomes the container’s owner anddefines the security
policy including security properties and the access control policy.

It is currently an open question whether containers should only be created by the
admin, by every user, or whether authorised compartments should be able to create
containers themselves. Probably this is an implementationand can be ignored here.

We currently assume that security policies assigned to containers cannot be modi-
fied to ensure that users cannot bypass security policies enforced by applications. To
change the policy a new compartment with a new security policy has to be created and
the data has to be copied using an authorised compartment (ensuring that only com-
partments with read access can transfer the data). Maybe this is a little too simple...

To prevent that compartment use containers with a certain security property, the
user simply gives that compartment no access to such a container. If, on the other
hand, compartments should be able to create their own container, we need a much
more complex security policy defining what the compartmentsare allowed and what
not. Maybe it is better to define this explicitly by a policy, than doing it implicitly
whenever a new container is created. Thinking...
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USE CASE UNIQUE ID / UC 60 /
TITLE Open Container
DESCRIPTION A compartment opens a container for reading or

writing.
RATIONALE A compartment locks access to the container.
ACTORS Compartment, Container
PRECONDITIONS The compartment is allowed to use the con-

tainer.
POSTCONDITIONS The compartment can read data from the con-

tainer (/ UC 80 /) and write data into the con-
tainer (/ UC 70 /).

NORMAL FLOW

1. The compartment invokes the Security
Kernel, specifying the container to be
opened.

2. The Security Kernel returns a message
that the container has been opened suc-
cessfully.

ALTERNATIVE FLOW

(PERMISSION DENIED) 1. The compartment invokes the Security
Kernel, specifying the container to be
opened.

2. The Security Kernel returns an message
indicating that the compartment does not
have permission to use this container.

USE CASE UNIQUE ID / UC 70 /
TITLE Store Data to Container
DESCRIPTION A compartment stores data persistently to a data

container.
RATIONALE The goal is to persistently store information.
ACTORS Compartment

PRECONDITIONS The container has already been opened by that
compartment using / UC 60 /.

NORMAL FLOW

1. Compartment writes a data block into
the container object of the Security Ker-
nel.

2. The Security Kernel reports successful
storage toCompartment .
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USE CASE UNIQUE ID / UC 80 /
TITLE Load Data from Container
DESCRIPTION A compartment loads data from a data con-

tainer.
ACTORS Compartment

PRECONDITIONS The container has already been opened by the
compartment using / UC 60 /..

POSTCONDITIONS The compartment has access to the loaded data.
NORMAL FLOW

1. Compartment sends a load request to a
data block of the container to the Security
Kernel.

2. Compartment receives the requested
data of the container object from the Se-
curity Kernel.

ALTERNATIVE FLOW

1. Compartment sends a load request to a
data block to the container object of the
Security Kernel.

2. The Security Kernel returns an error stat-
ing that an integrity error was detected.

USE CASE UNIQUE ID / UC 90 /
TITLE Close Container
DESCRIPTION A compartment closes a container.
RATIONALE A compartment unlocks access to that con-

tainer.
ACTORS Compartment

PRECONDITIONS The container has already been opened by the
compartment using / UC 60 /.

POSTCONDITIONS The compartment cannot read from/write into
the container.

NORMAL FLOW

1. The compartment invokes the Security
Kernel, specifying the container to be
closed.
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USE CASE UNIQUE ID / UC 100 /
TITLE Query Container Security Policy
DESCRIPTION A compartment queries the security policy of a

container.
RATIONALE On the one hand, a compartment that uses a con-

tainer to persistently store data has to be able to
verify the security policy attached to that con-
tainer to ensure that its own security policy can
be enforced. On the other hand, some compart-
ment may not be allowed to read the security
policy attached to a container.

ACTORS Compartment

NORMAL FLOW

1. The compartment invokes the Security
Kernel to get the security policy assigned
to that container.

2. The Security Kernel returns the security
policy of that container to the compart-
ment.

ALTERNATIVE FLOW

(NO PERMISSION) 1. The compartment invokes the Security
Kernel to get the security policy assigned
to that container.

2. The Security Kernel returns an error stat-
ing that the compartment is not allowed to
read the policy attached to that container.
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USE CASE UNIQUE ID / UC 110 /
TITLE Create Container
DESCRIPTION An authorised entity creates a new container

with a specific security policy.
RATIONALE A user uses a dialogue to create a new container.
ACTORS User

POSTCONDITIONS A new container with a unique id has been cre-
ated.

NORMAL FLOW

1. User invokes the container management
dialogue of the Security Kernel.

2. User invokes the “Add Container” func-
tion, e.g., by pressing a button.

3. User defines a new container by select-
ing a unique identifier.

4. User defines the security policy of that
container using / UC 120 /.

5. User acknowledges and closes the dia-
logue.

Please note that in general, containers can be created by a user using a dialogue,
or by a compartment itself using an appropriate interface. The latter requires a more
complicated access control policy defining who is allowed tocreate what.

USE CASE UNIQUE ID / UC 120 /
TITLE Define Container Security Policy
DESCRIPTION An authorised entity sets the access permissions

of a container.
ACTORS User

NORMAL FLOW

1. User invokes the secure container man-
agement dialogue of the Security Kernel
and defines the new security policy of the
virtual container.

Currently, we do not security policies of containers to be changed to ensure that
security policies enforced by compartments cannot be bypassed. If this is too inflexible,
we may replace this design by a more complicated access control policy that enforces
an identical system behaviour.

Network: Note that two subtypes of networks exist. The first subtype are those
that are available in hardware, i.e., network devices. To create a new one, the
AuthorisedEntity has to create an appropriate driver offering the container interface.

The second subtype is a Virtual Private Network, i.e., a logical partitions of a phys-
ical network that additionally provide certain security properties. To create a new one,
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theAuthorisedEntity has to define a physical network and a security policy including
a security domain.

From the perspective of a compartment, it does not make a difference whether a
physical network or a Virtual Private Network is used. Technically, physical networks
are provided by a driver, logical containers by an additional abstraction layer of the
Security Kernel.

USE CASE UNIQUE ID / UC 130 /
TITLE Connect to Network
DESCRIPTION A compartment opens a persistent connection to

a network connection.
RATIONALE A compartment gets access to a network object.
ACTORS Compartment

PRECONDITIONS Compartment has permission to use the speci-
fied network. A connection to that network does
not exist yet.

POSTCONDITIONS The compartment can send data to/receive data
from open the network.

NORMAL FLOW

1. Compartment invokes the Security Ker-
nel, specifying the network to be con-
nected to.

2. The Security Kernel connects the spec-
ified network to the invoking compart-
ment.

USE CASE UNIQUE ID / UC 140 /
TITLE Query Network Security Policy
DESCRIPTION A compartment queries the security policy of a

network.
ACTORS Compartment

PRECONDITIONS The compartment has already established a con-
nection to the network using / UC 130 /.

NORMAL FLOW

1. The compartment invokes the Security
Kernel to get the security policy assigned
to that network.

2. The Security Kernel returns a subset of
the policy to the compartment.

Open_TC Deliverable 05.1



188 OpenTC D05.1 – Basic Security Services

USE CASE UNIQUE ID / UC 150 /
TITLE Send Network Packet
DESCRIPTION A compartment sends a data packet to a net-

work.
ACTORS Compartment

PRECONDITIONS The compartment has permission to access the
network.

NORMAL FLOW

1. The compartment invokes the Security
Kernel to send/receive a data packet
to/from the network.

2. The Security Kernel forwards resp. re-
turns the appropriate data packet.

USE CASE UNIQUE ID / UC 160 /
TITLE Receive Network Packet
DESCRIPTION A compartment receives a data packet from a

network.
ACTORS Compartment

PRECONDITIONS The compartment has permission to access the
network.

NORMAL FLOW

1. The compartment invokes the Security
Kernel to receive a data packet from the
network.

2. The Security Kernel forwards returns the
appropriate data packet.
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USE CASE UNIQUE ID / UC 170 /
TITLE Create Network
DESCRIPTION An authorised entity creates a new network ob-

ject
INCLUDES / UC 180 / (Define Network Policy)
RATIONALE Before a physical network device can be used

by clients, it has to be logically created at the
Security Kernel.

ACTORS User

PRECONDITIONS The Security Kernel system is running.
POSTCONDITIONS A new network object is available.
NORMAL FLOW

1. User invokes the network management
interface of the Security Kernel.

2. User invokes the “Add Network Device”
function, e.g., by pressing a button.

3. The Security Kernel shows a list of avail-
able (physical) containers.

4. User defined a new network object by
defining a unique identifier, and selecting
a physical network.

5. User defines the security policy of that
network using / UC 180 /.

6. User acknowledges and closes the dia-
logue.

USE CASE UNIQUE ID / UC 180 /
TITLE Define Network Policy
DESCRIPTION An authorised entity defines the policy assigned

to a network object.
RATIONALE Network Address Translation, bridge, and Vir-

tual Private Network rules have to be assigned
to networks

ACTORS User

PRECONDITIONS The Security Kernel system is running.
NORMAL FLOW

1. Administrator defines Network Address
Translation rules, the Virtual Private Net-
work protocol, the authentication secret
of that virtual network, and a security do-
main.

2. Administrator acknowledges and closes
the dialogue.
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Secure User Interface

USE CASE UNIQUE ID / UC 190 /
TITLE Opens new User Interface
DESCRIPTION A compartments requests a connection to a user

interface.
ACTORS Compartment

PRECONDITIONS The Security Kernel system is running.
POSTCONDITIONS The compartment can has a trusted path to the

local user of the Security Kernel.
NORMAL FLOW

1. Compartment invokes the Security Ker-
nel to open a new user interface.

2. Security Kernel returns a user interface
object.

USE CASE UNIQUE ID / UC 200 /
TITLE Render User Information
DESCRIPTION A compartments sends data to the user inter-

face.
RATIONALE The compartment renders information for the

user.
ACTORS Compartment

PRECONDITIONS The compartment already opened the user inter-
face using / UC 190 /.

NORMAL FLOW

1. Compartment invokes the Security Ker-
nel to send the data.

USE CASE UNIQUE ID / UC 210 /
TITLE Receive User Event
DESCRIPTION A compartments receives data from the user in-

terface.
RATIONALE A compartment receives user events.
ACTORS Compartment

PRECONDITIONS The compartment already opened the user inter-
face using / UC 190 /.

NORMAL FLOW

1. The compartment receives an event from
the user interface.
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USE CASE UNIQUE ID / UC 220 /
TITLE User Interface Notify
DESCRIPTION The Security Kernel sends a notification mes-

sage of a compartment to the user interface.
RATIONALE Depending on the realisation of the user inter-

face, a user may not directly see messages of
all compartments. Since a compartment must
also not access the frame-buffer of another com-
partment, the notification of the user has to be
realised by the Security Kernel using a trusted
path. Therefore the user interface provides
a generic interface allowing compartments to
send messages to users even if its own frame
buffer is not visible.

ACTORS Compartment

PRECONDITIONS The compartment already opened the user inter-
face using / UC 190 /.

NORMAL FLOW

1. Compartment invokes the Security Ker-
nel to send a notification message.

USE CASE UNIQUE ID / UC 230 /
TITLE Closed User Interface
DESCRIPTION A compartments disconnects a connected user

interface object.
ACTORS Compartment

PRECONDITIONS TheCompartment already opened the user in-
terface using / UC 190 /.

NORMAL FLOW

1. Compartment invokes the Security Ker-
nel to close the user interface.

2. Security Kernel returns an appropriate ac-
knowledge message.

Integrity Measurement:
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USE CASE UNIQUE ID / UC 240 /
TITLE Remote Trusted Channel
DESCRIPTION Establish a Trusted Channel between a remote

client and a local compartment.
INCLUDES / UC 280 / (Property Credential Request)
ACTORS RemoteClient , Compartment

POSTCONDITIONS A secure channel fromRemoteClient to
Compartment has been established that is
bound to certain properties ofCompartment .

NORMAL FLOW

1. RemoteClient invokesCompartment to
open a trusted channel bound to certain
properties.

2. Compartment creates a property creden-
tial using / UC 280 /.

3. Compartment returns the credential in-
cluding properties attested by the Secu-
rity Kernel ofCompartment .

4. RemoteClient uses the credential to ver-
ify the properties and the trustworthiness
of Compartment .

5. RemoteClient uses the successfully ver-
ified credential to open a secure channel
to Compartment .
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USE CASE UNIQUE ID / UC 250 /
TITLE Remote Property Attestation
DESCRIPTION A remote client queries properties of a local

compartment.
INCLUDES / UC 280 / (Property Credential Request)
ACTORS RemoteClient , Compartment

PRECONDITIONS Compartment is running on a Security Kernel
that has successfully initialised itself.

POSTCONDITIONS RemoteClient knows certain properties of
Compartment .

NORMAL FLOW

1. RemoteClient invokesCompartment to
retrieve an attestation certificate.

2. Compartment creates a new property
certificate using / UC 270 /.

3. RemoteClient receives the attestation
certificate fromCompartment .

4. RemoteClient verifies the trustworthi-
ness of the attested properties.

USE CASE UNIQUE ID / UC 260 /
TITLE Property Request
DESCRIPTION A local compartment A queries information

about the properties of another local compart-
ment B.

ACTORS Compartment A, Compartment B
PRECONDITIONS Both A and B are running on top of the Security

Kernel.
POSTCONDITIONS Compartment B knows certain properties of

compartment B.
NORMAL FLOW

1. Compartment A requests certain proper-
ties regarding compartment B from the
Security Kernel.

2. The Security Kernel returns a subset of
the properties of Compartment B.
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USE CASE UNIQUE ID / UC 270 /
TITLE Property Certificate Request
DESCRIPTION A local compartment creates a PropertyCertifi-

cate.
RATIONALE The property certificate is required to prove its

configuration.
ACTORS Compartment
POSTCONDITIONS Compartment can prove its properties to remote

compartments.
NORMAL FLOW

1. Compartment requests the property cer-
tificate from the Security Kernel by defin-
ing a list of properties to be attested.

2. Compartment receives the property cer-
tificate from the Security Kernel includ-
ing a subset of the requested properties.

USE CASE UNIQUE ID / UC 280 /
TITLE Property Credential Request
DESCRIPTION A local compartment creates a PropertyCreden-

tial.
RATIONALE The property credential is required to open a

trusted channel.
POSTCONDITIONS Another client can open a trusted channel to the

compartment.
NORMAL FLOW

1. Compartment requests the property cre-
dential from the Security Kernel by defin-
ing a list of properties to be attested.

2. Compartment receives the property cre-
dential from the Security Kernel includ-
ing a subset of the requested properties.
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USE CASE UNIQUE ID / UC 290 /
TITLE Remote Trusted Channel via Proxy
DESCRIPTION A remote client establishes a trusted channel to

a compartment via an attestation proxy running
as a trusted service.

ACTORS RemoteClient , TrustedCompartment , and
Compartment

INCLUDES Remote Trusted Channel / UC 240 /, Local
Trusted Channel / UC 240 /

POSTCONDITIONS A trusted channel betweenRemoteClient and
Compartment is established.

NORMAL FLOW

1. RemoteClient establishes a trusted
channel toTrustedCompartment (see
/ UC 240 /).

2. TrustedCompartment establishes a
trusted channel toCompartment (see
/ UC 240 /).

3. RemoteClient receives the configuration
of Compartment .

4. RemoteClient derives the trustworthi-
ness ofCompartment .

ALTERNATIVE FLOW

1. The trusted channel fromRemoteClient

to TrustedCompartment or
from TrustedCompartment to
Compartment cannot be established.

2. RemoteClient receives a corresponding
message from Security Kernel.

ALTERNATIVE FLOW

1. RemoteClient establishes a trusted
channel toTrustedCompartment (see
/ UC 240 /).

2. TrustedCompartment establishes a
trusted channel toCompartment (see
/ UC 240 /).

3. RemoteClient receives the configuration
of Compartment .

4. Compartment is not deemed trustworthy
by RemoteClient .
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USE CASE UNIQUE ID / UC 300 /
TITLE Usage of TPM Interface
DESCRIPTION A client uses the interface defined by the TPM

specification of the TCG.
ACTORS Compartment

POSTCONDITIONS Compartment can use a TPM interface.
COMMENT Note that ‘usage of a TPM interface’ does not

necessarily mean that the underlying platform
includes a real TPM. The platform could, for
instance, provide a software TPM only, or an-
other hardware module (e.g., IBM 4758) that is
used to provide the same functionality.

NORMAL FLOW

1. Compartment invokes the Security Ker-
nel to gain access to a TPM interface.

2. Compartment receives the Compart-
mentID of a compartmentvTPM provid-
ing a TPM-like interface.

3. Compartment receives the configuration
of vTPM.

4. Compartment derives the trustworthi-
ness ofvTPM.

A.4 Additional Use Cases for SVPN

C. Stüble, R. Landfermann, H. Löhr, M. Scheibel, S. Schulz(RUB)
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USE CASE UNIQUE ID / UC 310 /
TITLE Receive Data
DESCRIPTION A client of the user system requests data from

the server.
RATIONALE The client (e.g. browser) obtains data to be

displayed from the server. The server requires
an authentication from the client, because the
server possesses sensitive data which are to be
requested by specific clients only. The authenti-
cation is carried out by means of a secret bound-
/sealed to the TPM of the respective client sys-
tem.

ACTORS Server, client
INCLUDES

PRECONDITIONS A connection to the server has been established.
The client possesses a TPM, to which a valid se-
cret, which is accepted by the server, is bound-
/sealed to.

POSTCONDITIONS The data is transmitted completely. The con-
nection remains established.

NORMAL FLOW

1. The client requests data from the server.

2. The server requires an authentication.

3. The client’s authentication at the server is
successful.

4. The data exchange between client and
server begins.

ALTERNATIVE FLOW

1. The client requests data from the server.

2. The server requires an authentication.

3. The client’s authentication at the server
fails.

4. The procedure “receive data” is aborted.
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USE CASE UNIQUE ID / UC 320 /
TITLE Delete Connection
DESCRIPTION The data exchange between client and server

is finished. The connection between client and
server can be terminated.

RATIONALE After transmission, the connection has to be ter-
minated.

ACTORS Client, server
INCLUDES

PRECONDITIONS There exists an active connection between client
and server. All data have been transferred be-
tween client and server.

POSTCONDITIONS The connection has been terminated and the se-
cret is reset where appropriate.

NORMAL FLOW

1. All data have been transmitted from the
client to the server.

2. The client sends an acknowledgement
that all data have been received and that
the connection can be terminated.

3. The server approves the connection ter-
mination and terminates the connection.

4. The connection is terminated.

ALTERNATIVE FLOW

1. All data have been transmitted from the
client to the server.

2. The client sends an acknowledgement
that all data have been received and that
the connection can be terminated.

3. The server updates the secret stored in-
side the client by using the still existing
secure connection.

4. The server approves the connection ter-
mination and terminates the connection.

5. The connection is terminated.

Management Interface

Open_TC Deliverable 05.1



APPENDIX A. APPENDICES 199

USE CASE UNIQUE ID / UC 330 /
TITLE Query Network Security Policy
DESCRIPTION A compartment queries the security policy of a

network.
ACTORS Compartment

PRECONDITIONS The compartment has already established a con-
nection to the network

NORMAL FLOW

1. The compartment invokes the Security
Kernel to get the security policy assigned
to that network.

2. The Security Kernel returns a subset of
the policy to the compartment.

USE CASE UNIQUE ID / UC 340 /
TITLE Create Network
DESCRIPTION An authorised entity creates a new network ob-

ject
INCLUDES / UC 350 / (Define Network Policy)
RATIONALE Before a physical network device can be used

by clients, it has to be logically created at the
Security Kernel.

ACTORS AuthorizedEntity

PRECONDITIONS The Security Kernel system is running.
POSTCONDITIONS A new network object is available.
NORMAL FLOW

1. AuthorizedEntity invokes the network
management interface of the Security
Kernel.

2. AuthorizedEntity invokes the “Add Net-
work Device” function, e.g., by pressing
a button.

3. The Security Kernel shows a list of avail-
able (physical) containers.

4. AuthorizedEntity defined a new net-
work object by defining a unique identi-
fier, and selecting a physical network.

5. AuthorizedEntity defines the security
policy of that network using / UC 350 /.

6. AuthorizedEntity acknowledges and
closes the dialogue.
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USE CASE UNIQUE ID / UC 350 /
TITLE Define Network Policy
DESCRIPTION An authorised entity defines the policy assigned

to a network object.
RATIONALE Network Address Translation, bridge, and Vir-

tual Private Network rules have to be assigned
to networks

ACTORS AuthorizedEntity

PRECONDITIONS The Security Kernel system is running.
NORMAL FLOW

1. Administrator defines Network Address
Translation rules, the Virtual Private Net-
work protocol, the authentication secret
of that virtual network, and a security do-
main.

2. Administrator acknowledges and closes
the dialogue.

A.5 Basic PKI Prototype

P. Lipp, M. Pirker (IAIK), G. Ramunno, D. Vernizzi (POL)

The work of WP05d within OpenTC focuses on implementation ofcomponents
and services for a TC enhanced PKI. This chapter offers an overview of the prototype
components developed within the first one and a half year of the OpenTC project,
leading up to a basic integrated implementation of a TrustedComputing enabled PKI
framework. As OpenTC progresses, this basic setup will be extended and/or adapted
as needed.

A.5.1 Components

While developing the software the “open” project idea of OpenTC was a guide for
establishing a “release early, release often” policy. The individual components were
released on TrustedJava [39] page, hosted at the well known Sourceforge service, as
soon as they were useful, to stimulate community participation. Received feedback
proved valuable for improving future releases.

The following sections deliberately give only a short overview per package, as this
report can only be a snapshot at a certain point in time of the development. For current
status and detailed descriptions of each component please consult [39] directly.

At the time of writing these sections, the Trusted Platform Agent, a relevant client-
side component is being developed. This component interacts with the Privacy CA and
enables client applications to control local and remote PKIfunctionalities of the trusted
platform. An outlook is given in section A.5.3.
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XKMS autogen

XKMS lib

PrivacyCA

JTpmTools

JTssTSP

JTssTCS

TCcert JTssWrapper

IAIK JCEIAIK XSECT IAIK CMSJAXB

TPM chip

JNI calls

raw /dev/tpm

Figure A.38: Dependencies of the basic PKI prototype components

(Java) Framework Overview For a first overview of the involved components,
please consult Figure A.38

The software packages can be divided into 3 major categories:

1. Support software packages: These are packages of third party libraries and tech-
nologies. Reuse of this readily available technologies provides a good foundation
to build a PKI upon.

2. OpenTC packages: These are software packages developed within the OpenTC
project, but has not been a primary goal of workpackage WP05d.

3. PKI packages: These packages comprise components newly developed specifi-
cally for the WP05d PKI work.

The following sections describe each category and the functionalities of the pack-
ages in more detail.

Support software packages In A.38 all packages below the dotted line are
third party support software packages. These packages provide basic functionalities

upon which a PKI can be build.
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Java runtime libraries TheJava Architecture for XML Binding(JAXB) technol-
ogy provides a convenient way to process XML content by supporting an easily usable
set of functions for converting XML plain text format to Javaobjects/classes and vice
versa. XML is utilised in the XKMS protocol (see section A.5.1), which was chosen as
a first target for implementation, as was suggested by the TCGin the [95] document.

Sun Java 5 does not provide JAXB by default. JAXB was part of anexternal add-on
package called “Java Web Service Development Pack” (JWSDP). With the availability
of Sun Java 6 JAXB is included in the default Java runtime.

IAIK crypto libraries The IAIK library collection, provided by Stiftung SIC, of-
fers cryptography and certificate support functionalitiesbeyond the functions available
in the Java default runtime libraries:

1. Library “IAIK JCE” provides the enhanced crypto functionality for RSA keys in
TC certificates (OAEP padding, etc.) and ASN.1 en/decoding routines to build
custom certificates, certificate extensions and binary PKI protocols.

2. The “IAIK XSECT” package provides XML digital signature [108] and XML
encryption support [109] as required by the XKMS protocol (see section A.5.1).

3. Finally, “IAIK CMS” provides the certificate extension structures required to
implement the Subject Key Attestation Evidence (SKAE) certificate extension
for an advanced PKI.

The usage of these libraries saves reimplementation of common PKI related func-
tionalities and helps to keep the focus of the workpackage onnew components specific
to Trusted Computing.

OpenTC packages In A.38 packages situated on the right hand side are developed
within OpenTC, but are not primary development goal of the public-key infrastructure
workpackage.

Java TSS interface The jTss family of packages are components for bridging
high level Java code to the lower levels of the Trusted Computing infrastructure con-
cept. To be more specific, the jTss top level interfaces try toemulate in Java the trusted
service provider (TSP) interface layer as specified by the TCG for the C programming
language.

The interface layer is available in two variants: In the firstvariant the trusted core
services (TCS) are also implemented in pure Java (and directly talk to the TPM), while
in the second variant the bridge to the TPM is achieved by employing Java native
interface (JNI) calls, wrapping an external TSS (e.g., TrouSerS).

The work to integrate Trusted Computing into Java is mostly task of workpack-
age WP03d, which IAIK is responsible for. The basic buildingblocks required for
PKI work build on basic functionality – like cryptographic algorithms – that is already
available in Java. The PKI operations require certificate and non-volatile storage func-
tions from a Trusted Software Stack provided by WP03d. TrouSerS is still incomplete
in this area and the TSS from OpenTC partner Infineon only became available very late
in the development of the basic PKI prototype, so was not an option to choose.

PKI packages This section describes the components which were developedfor the
public-key infrastructure work in WP05d.
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TCcert The TCcert utility implements new certificate types and certificate exten-
sions as specified by the TCG for a Trusted Computing enhancedinfrastructure.

The following credentials are currently supported:

1. TPM Endorsement Key (EK) credential

2. Platform Endorsement (PE) credential

3. Attestation Identity Key (AIK) credential

TCcert already contains preliminary support structures for the Subject Key Attesta-
tion Evidence (SKAE) certificate extension, which will be ofinterest for an advanced
PKI.

TCcert can be used as a command-line tool to create certificates from text files
(config files) describing the desired properties. In addition, all structures can be built
on-the-fly in memory too, thus TCcert can be used as the component for TC certificate
creation in a PrivacyCA type of setup.

XKMS The XML Key Management Specification ([107]) protocol is a way to ex-
press certificate management functions in XML.

The XML messages of XKMS are relatively easy to work with, they are easy to
read and thus also easy to debug. The mapping of Trusted Computing specific func-
tions of a PrivacyCA to the protocol functions turned out to be not always completely
satisfying. A modification or extension of the XKMS protocolmay be necessary in
future developments.

The current implementation is advanced enough to be almost fully compatible with
XKMS. It consists of two parts: One part is mostly automatically generated from the
XML schema with help of JAXB (see section A.5.1) to be XKMS structural compliant.
The second part is the API on top, which is responsible for semantic validation of data
and support functions.

Privacy CA server package As a proof of concept of an actual AIK cycle done
over the network a standalone service offering PrivacyCA functions was implemented.
This component offers basic operations of a Trusted Computing enhanced PKI, able to
handle EK and AIK certificates. One can issue certificates, locate specific ones, get a
validation result or revoke previously issued certificates.

An improved advanced TC PKI is expected to benefit from the experience with
issues discovered in this first attempt.

jTpmTools The jTpmTools package offers a command-line tool set for basic interac-
tion with the TPM, the TSS and a PrivacyCA service. Thus, available commands cover
WP03d (jTss) specific functions as well as WP05d specific (PKI) ones.

The commands offered for PKI are:
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Endorsement key functions:
readpubek Read the public part of the Endorsement Key.
readcertek Read the EK certificate from Infineon 1.1 and 1.2 TPMs.
PKI Functions:
aik create Create AIK certificate by simulating a local PrivacyCA

cycle.
xkms aik create Create AIK certificate, using XKMS protocol.
xkms aik locate Locate AIK certificate, using XKMS protocol.
xkms aik revoke Revoke AIK certificate, using XKMS protocol.
xkms aik validate Validate AIK certificate, using XKMS protocol.
xkms ekcertcreate Read public EK and create EK certificate, using XKMS

protocol.
xkms ekcertvalidate Validate EK certificate, using XKMS protocol.

Calling a specific function without options produces a list of all possible parame-
ters. The parameters should be self-explanatory.

jTpmTools integrates almost all available components and demonstrates their us-
age. Further, full source code is included for interested parties to study and then take
advantage of provided Trusted Computing support packages.

A.5.2 Applications

Moving Trusting Computing technology components from theory to practical appli-
cation, this section summarises the efforts to use the developed packages in actual
applications or installations.

Test server

IAIK has set up a public PrivacyCA test server athttp://opentc.iaik.tugraz.at/. This
site runs the server package described in section A.5.1. Theoffered services can be
used with the JTpmTools package described in section A.5.1.This service is free and
open to the public.

The web pages document the setup of the public PrivacyCA. A list of currently
supported commands and their mapping to the XKMS XML messages is described in
section 6. All certificates used for the setup are offered fordownload. Links to related
resources complete the documentation. This sites web pagesare updated whenever
new features are implemented.

Judging from the server access logs, the site receives requests from all over the
world, thus the goal of dissemination and stimulating community interest can be con-
sidered a success.

PET demonstrator

Early builds of the PKI components were already used in the OpenTC PET demonstra-
tor 2006 effort. Limited functionality at that time forced some parts to contain place-
holder (“fantasy”) values (certificate OIDs etc.), howeverearly use provided valuable
insight into practical deployment problems.

A tighter integration of PKI functionalities is an option for the next demonstrator
effort.
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WP10 course practicals

In the summer term of 2007 IAIK held a university course “Selected topics of IT-
security: Trusted Computing”. The course included assignments to practice the ac-
quired knowledge. The assignments challenged students to create their own EK certifi-
cates, AIK certificates and use them in a basic mutual attestation context. The programs
were run against the demo site described at the beginning of this section and provided
valuable feedback on stability, scalability issues, etc.

A.5.3 Implementation of the Trusted Platform Agent (TPA)

A PKI requires both server side components, such as certificate authorities, as well as
client side applications that provide access to PKI services. In the context of Trusted
Computing such a client application is referred to as the Trusted Platform Agent (TPA).

The architecture of TPA is structured in different layers (high, core and low levels).
The high level layer exposes simplified functions for all operations implemented in
the other layers. Built on top of the high level layer, the console utilities provide
single console commands for each functionality provided bythe API. The core and
lower layers includes support packages (TSS and OpenSSL) and OpenTC packages
(credential manager, PKI operations, context manager and local storage).

TSS: this is the TPM Software Stack (TSS) as defined by TCG (e.g., Trousers or
Infineon TSS) used by the system. It provides functions to manage and use the TPM.

OpenSSLis an open source toolkit implementing the Secure Sockets Layer (SSL)
and Transport Layer Security (TLS) protocols as well as a full-strength general purpose
cryptography library. All functions are implemented by twocore libraries (libssl and
libcrypto) and are also available through console commands.

Thecredential manageris responsible to request, parse, locally generate and lo-
cally verify the certificates. It is designed and implemented as extension of OpenSSL
and support the following certificates: Endorsement key (EK), Platform endorsement
(PE), Attestation Identity Key (AIK), X.509 certificates with standard profiles.

PKI operations: this component manages the exchange of operational messages
over the network with the (P)CAs in order to request, revoke,remotely verify or re-
motely locate a certificate. The protocol implemented is XKMS.

Thecontext managermanages the multiplexing of the TPA among multiple appli-
cations.

The local storageallows the user and the system to securely store and retrievethe
credentials.
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[78] A.-R. Sadeghi and C. Stüble. Property-based Attestation for Computing Plat-
forms: Caring about Properties, not Mechanisms. InProc. 2004 Workshop
on New Security Paradigms (NSPW-2004), pages 67–77, New York, NY, USA,
2005. ACM Press.
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